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### 一、小助手

头文件及宏定义

#include <functional>

#include <algorithm>

#include <iostream>

//#include <fstream>

#include <sstream>

#include <iomanip>

#include <numeric>

#include <cstring>

#include <cassert>

#include <cstdio>

#include <string>

#include <vector>

#include <bitset>

#include <queue>

#include <stack>

#include <cmath>

#include <ctime>

#include <list>

#include <set>

#include <map>

using namespace std;

//#pragma comment(linker,"/STACK:102400000,102400000")

#define MEM(a) (memset((a),0,sizeof(a)))

#define LEN(a) (int)strlen((a))

#define fr(a) for(int i=0;i<(a);i++)

#define sf(a) scanf("%d",&(a))

#define sf64(a) scanf("%I64d",&(a))

#define sff(a) scanf("%lf",&(a))

#define sfs(a) scanf("%s",(a))

#define sf2(a,b) scanf("%d%d",&(a),&(b))

#define sf3(a,b,c) scanf("%d%d%d",&(a),&(b),&(c))

#define sf2s(a,b) scanf("%s%s",(a),(b));

#define sf2f(a,b) scanf("%lf%lf",&(a),&(b))

#define sf3f(a,b,c) scanf("%lf%lf%lf",&(a),&(b),&(c))

#define sf264(a,b) scanf("%I64d%I64d",&(a),&(b))

#define sf364(a,b,c) scanf("%I64d%I64d%I64d",&(a),&(b),&(c))

#define pf(a) printf("%d\n",(a))

#define pfc(a) printf("%c",(a));

#define pf64(a) printf("%I64d\n",(a))

#define pff(a) printf("%f\n",(a))

#define pfs(a) printf("%s\n",(a))

#define pf2(a,b) printf("%d %d\n",(a),(b))

#define pf2s(a,b) printf("%s%s\n",(a),(b));

#define pf2f(a,b) printf("%f %f\n",(a),(b))

#define pf264(a,b) printf("%I64d %I64d\n",(a),(b))

#define pfn printf("\n")

#define pfk printf(" ")

#define LL long long

const int N=100010;

const int M=1000010;

const int MOD=1000000007;

const int INF=0x7fffffff;

const int dir4[4][2]={{-1,0},{1,0},{0,-1},{0,1}};

const int dir8[8][2]={{-1,0},{-1,1},{0,1},{1,1},{1,0},{1,-1},{0,-1},{-1,-1}};

const double eps=1e-8;

const double PI=acos(-1.0);

inline int sign(double x){return (x>eps)-(x<-eps);}

template<class T> T gcd(T a,T b){return b?gcd(b,a%b):a;}

template<class T> inline T Min(T a,T b){return a<b?a:b;}

template<class T> inline T Max(T a,T b){return a>b?a:b;}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

int main()

{

#ifndef ONLINE\_JUDGE

freopen("testin.txt", "r", stdin);

// freopen("testout.txt", "w", stdout);

#endif

return 0;

}

输入外挂

//非负整数

int get\_int()

{

int ch,res=0;

while(!((ch = getchar())>='0' && ch<='9'))

if(ch == EOF)

return 1<<30;

res=ch-'0';

while((ch=getchar())>='0' && ch <='9')

res=res\*10+(ch-'0');

return res;

}

//整数

int get\_int2()

{

int res = 0, ch, flag = 0;

while (!((ch = getchar()) >= '0' && ch <= '9')) {

if (ch == '-')

flag = 1;

if (ch == EOF)

return -1;

}

res = ch - '0';

while ((ch = getchar()) >= '0' && ch <= '9')

res = res \* 10 + (ch - '0');

if (flag == 1)

res = -res;

return res;

}

Java模板

Biginteger的常见操作函数：

加减乘除函数：add,subtract,multiply,divide

取模函数：mod

比较数是否相等函数：equals,返回true或者false

比较数大小函数：compareTo,返回大于0，小于0，等于0

取较大值或者较小值函数：max,min

求幂乘函数：pow

求最大公约数函数：gcd

求绝对值函数：abs

/\*BigDecimal类的stripTrailingZeros()函数：去除结果的后缀0

BigDecimal类的toPlainString()函数与toString()函数区别:如果数很大很大，前者输出的是完整的结果，后者输出的是科学计数法

例：

BigDecimal b ;（b=（0.4321^20)

若String s = b.toPlainString() ;

System.out.println(s) ;

输出为：

0.00000005148554641076956121994511276767154838481760200726351203835429763013462401

若String s = b.toString() ;

输出为：

5.148554641076956121994511276767154838481760200726351203835429763013462401E-8

\*/

import java.io.\*;

import java.util.\*;

import java.math.\*;

public class Main

{

public static void main(String[] args)

{

Scanner cin=new Scanner(System.in);

String str;

BigInteger a,ans,t; //定义BigInteger类型和String类型

BigInteger base=BigInteger.valueOf(26); //base初始化为整数的26

BigInteger f[]=new BigInteger[110]; //定义大小为26的BigInteger数组

while(cin.hasNext()) //当有数据输入时

{

str=cin.next(); //读取一个String类型（BigInteger）的数据

t=cin.nextBigInteger();

int len=str.length(); //len代表str的长度

int i=5;

char temp=str.charAt(i); //取string类型的第i个字符

a=new BigInteger(str); //将String类型的str转成BigInteger类型的a

int p=Integer.parseInt(str,10); //将str转成十进制的整数p

char k=(char)(p); //将整数p转成char类型的k

str=ans.toString(); //将BigInteger类型的ans转成String类型的str

System.out.print(k); //输出k

System.out.println(k); //输出k并回车

System.out.println(); //输出回车

}

}

}

### 二、STL

vector & iterate

#include<vector>

//定义：

vector<int> s; //定义一个空的vector对象，存储的是int类型的元素

vector<int> s(n); //定义一个含有n个int元素的vector对象

vector<int> s(first,last); //定义一个vector对象，并从由迭代器first和last定义的序列[first,last)中复制初值

vector<int> s[]; //定义二维vector

vector<vector<int> >s;

//vector的基本操作

s[i]; //访问容器中的元素

s.front(); //返回首元素

s.back(); //返回尾元素

s.size(); //返回表长

s.empty(); //表为空返回真

s.push\_back(x); //向表尾插入元素x

s.pop\_back(); //删除表尾元素

s.begin(); //返回指向首元素的随机存取迭代器

s.end(); //返回指向尾元素的下一个位置的随机存取迭代器

s.insert(it,x); //向迭代器it指向的元素前插入新元素x

s.insert(it,n,x); //向迭代器it指向的元素前插入n个x

s.insert(it,first.last); //将由迭代器first和last所指定的序列[first,last)插入到迭代器it指向的元素前

s.erase(it); //删除由迭代器it所指向的元素

s.erase(first,last); //删除由迭代器first和last所指定的序列[first,last)

s.reserve(n); //预分配缓冲空间，是存储空间至少可容纳n个元素

s.resize(n); //改变序列的长度，超出的元素将会被删除，如果序列需要扩展(原空间小于n)，元素默认值将填满扩展出的空间

s.resize(n,val); //改变序列的长度，超出的元素将会被删除，如果序列需要扩展(原空间小于n)，将用val填满扩展出的空间

s.clear(); //删除容器中的所有元素

s.swap(v); //将s和另一个vector对象v进行交换

s.assign(first,last); //将序列替换成由迭代器first和last所指定的序列[first,last)

迭代器iterate用法参见下面例子

例子：

#include <iostream>

#include <vector>

using namespace std;

int main()

{

vector<int> s;

for(int i=0;i<10;i++)

s.push\_back(i);

// 输出所有元素

// for(int i=0;i<(int)s.size();i++)

// printf("%d ",s[i]);

// 用iterator输出所有元素

vector<int>::iterator it;

for(it=s.begin();it!=s.end();it++)

printf("%d ",\*it);

printf("\n");

return 0;

}

map

map，中文意思就是映射，第二个为关键字，由pair组成的红黑树。map内部自建一颗红黑树(一种非严格意义上的平衡二叉树)，这颗树具有对数据自动排序的功能，所以在map内部所有的数据都是有序的。

#include<map>

map<string,int>M;

常见操作：

M[str1]=1 数组形式插入元素

M.insert(map<string,int>::value\_type(str4,4));用insert函数插入value\_type数据

M.insert(pair<string,int>(str4,4)); 用insert函数插入pair数据

M.size() 容器元素个数

M.begin() 容器开始的迭代器

M.end() 容器结束的迭代器

M.find(str2) 查找元素str2，查找成功返回所在的迭代器，失败返回M.end()

M.clear() 清空map

M.lower\_bound() 返回下界

M.upper\_bound() 返回上界

例子：

#include<map>

#include<string>

#include<iostream>

using namespace std;

int main()

{

//定义map和迭代器

map<string,int>M;

map<string,int>::iterator it;

string str1="abc";

string str2="def";

string str3="ghijklmn";

string str4(str3,5,3);

//往map里插入数据

//用数组方式插入数据

M[str1]=1;

M[str2]=2;

M[str3]=3;

//用insert函数插入value\_type数据

M.insert(map<string,int>::value\_type(str4,4));

//用insert函数插入pair数据

M.insert(pair<string,int>("xyz",5));

//输出map里元素个数

printf("%d\n",M.size());

//顺序输出元素

for(it=M.begin();it!=M.end();it++)

cout<<it->first<<" "<<it->second<<endl;

//逆序输出元素

map<string,int>::reverse\_iterator iter;

for(iter=M.rbegin();iter!=M.rend();iter++)

cout<<iter->first<<" "<<iter->second<<endl;

//查找元素str2，没有则返回M.end()

it=M.find(str2);

if(it == M.end())

printf("No result.\n");

else

{

printf("%d\n",M[str2]);

//删除指定元素

M.erase(it);

}

//清空map

M.clear();

return 0;

}

利用map一对多映射的写法：

int main()

{

map<int,multiset<int> > m;

multiset<int>::iterator it;

for(int i=1;i<=10;i++)

m[1].insert(i);

for(it=m[1].begin();it!=m[1].end();it++)

printf("%d\n",\*it);

m[1].clear();

m.clear();

return 0;

}

map一对两个数映射的写法：

声明：map<pair<int,int>,int>mp;

使用：mp[make\_pair(tmp,pre)]=1;

queue

#include<queue>

1.普通声明

queue<int>Q;

2.结构体声明

struct node{

int x,y;

};

queue<node>Q;

常用函数：

Q.empty()，判断队列是否为空，空返回true

Q.front()，返回队首元素

Q.push()，往队列里加元素

Q.pop()，删除队首元素

Q.size()，返回队列中元素个数

stack

#include<stack>

1.普通声明

stack<int>S;

2.结构体声明

struct node{

int x,y;

};

stack<node>S;

常用函数：

S.empty()，判断队列是否为空，空返回true

S.top()，返回队首元素

S.push()，往队列里加元素

S.pop()，删除队首元素

S.size()，返回队列中元素个数

单调栈：

单调递增或者单调递减的栈。

可以求以某个值为最小值（或最大值），向两边扩展出一段连续区间，这个值在该区间内永远是最小值（或最大值）。入栈的元素确定左区间，出栈的元素确定右区间。区间的左边界是栈顶前一个元素的位置+1；区间的右边界是当前位置-1。

priority\_queue

#include<iostream>

#include<functional>

#include<queue>

#include<vector>

using namespace std;

struct cmp1

{

bool operator () (int &a, int &b)

{

return a > b ; //从小到大排序，值小的优先级别高

}

};

struct cmp2

{

bool operator () (int &a, int &b)

{

return a < b; //从大到小

}

};

struct number1

{

int x;

bool operator < (const number1 &a)const

{

return x > a.x; //从小到大，x小的优先级别高

}

};

struct number2

{

int x;

bool operator < (const number2 &a)const

{

return x < a.x; //从大到小，x大的优先级别高

}

};

int a[] = {14,10,56,7,83,22,36,91,3,47,72,0};

//数组类型是number1和number2

number1 num1[] ={14,10,56,7,83,22,36,91,3,47,72,0};

number2 num2[] ={14,10,56,7,83,22,36,91,3,47,72,0};

int main()

{

//常见的几种用法：

priority\_queue<int>que; //采用默认优先级构造队列从大到小

priority\_queue<int, vector<int>, cmp1 >que1;

priority\_queue<int, vector<int>, cmp2 >que2;

priority\_queue<int, vector<int>, greater<int> > que3; //functional 头文件自带的

priority\_queue<int, vector<int>, less<int> > que4; //functional 头文件自带的

priority\_queue<number1> que5;

priority\_queue<number2> que6;

/\*常用的函数：

\* que.empty()，判断队列是否为空，空返回true

\* que.top()，返回队首元素

\* que.push()，往队列里加元素

\* que.pop()，删除队首元素

\* que.size()，返回队列中元素个数

\*/

return 0;

}

set

一个集合(set)是一个容器，它其中所包含的元素的值是唯一的。集合中的元素按一定的顺序排列，并被作为集合中的实例。

一个集合通过一个链表来组织，在插入操作和删除操作上比向量(vector)快，但查找或添加末尾的元素时会有些慢。

具体实现采用了红黑树的平衡二叉树的数据结构。

#include <set>

set<int> myset;

//常见操作

begin() 返回指向第一个元素的迭代器

clear() 清除所有元素

count() 返回某个值元素的个数

empty() 如果集合为空，返回true(真）

end() 返回指向最后一个元素之后的迭代器，不是最后一个元素

equal\_range() 返回集合中与给定值相等的上下限的两个迭代器

erase() 删除集合中的元素

find() 返回一个指向被查找到元素的迭代器

get\_allocator() 返回集合的分配器

insert() 在集合中插入元素

lower\_bound() 返回指向小于（或等于）某值的第一个元素的迭代器

upper\_bound() 返回指向大于某值的第一个元素的迭代器

key\_comp() 返回一个用于元素间值比较的函数

max\_size() 返回集合能容纳的元素的最大限值

rbegin() 返回指向集合中最后一个元素的反向迭代器

rend() 返回指向集合中第一个元素的反向迭代器

size() 集合中元素的数目

swap() 交换两个集合变量

upper\_bound() 返回大于某个值元素的迭代器

value\_comp() 返回一个用于比较元素间的值的函数

例子：

#include <iostream>

#include <set>

using namespace std;

int main()

{

//定义容器set和迭代器

set<int> myset;

set<int>::iterator it,itlow,itup;

//往容器里插入元素

for(int i=1;i<=10;i++)

myset.insert(i\*10);

myset.insert(55);

//输出容器元素个数

printf("%d\n",(int) myset.size());

//11

//依次输出容器元素

for(it=myset.begin();it!=myset.end();it++)

printf("%d ",\*it);

printf("\n");

//10 20 30 40 50 55 60 70 80 90 100

//依次输出容器元素并删除

// while(!myset.empty())

// {

// printf("%d ",\*myset.begin());

// myset.erase(myset.begin());

// }

// printf("\n");

//从容器里查找元素70并删除

it=myset.find(70);

myset.erase(it);

//输出容器里20和25的个数

printf("%d\n",myset.count(20));

printf("%d\n",myset.count(25));

//1

//0

//找到第一个小于等于30的容器，第一个大于60的容器

itlow=myset.lower\_bound(30);

itup=myset.upper\_bound(60);

for(it=itlow;it!=itup;it++)

printf("%d ",\*it);

printf("\n");

//40 50 55 60

//找到集合中给定值相等的上下限的两个迭代器

pair<set<int>::iterator, set<int>::iterator > ret;

ret=myset.equal\_range(30);

printf("lower bound points to: %d\n",\*ret.first);

printf("upper bound points to: %d\n",\*ret.second);

//lower bound points to: 30

//upper bound points to: 40

//清空容器

myset.clear();

return 0;

}

//自定义排序方法的set定义方法：

struct Node{

int x,y;

};

struct cmp{

bool operator ()(const Node& a,const Node& b) //x小的优先，x相同时y小的优先

{

if(a.x == b.x)

return a.y < b.y;

return a.x < b.x;

}

};

set<Node,cmp> myset;

list

list就是一双向链表，可高效地进行插入删除元素。包括构造、方法等。

常用函数：

front()返回第一个元素的引用

back()返回最后一元素的引用

begin()返回第一个元素的容器

end()返回最后一个元素的下一位置的容器(list为空时end()=begin())

rbegin()返回链表最后一元素的后向容器

rend()返回链表第一元素的下一位置的后向容器

push\_back()增加一元素到链表尾

push\_front()增加一元素到链表头

pop\_back()删除链表尾的一个元素

pop\_front()删除链表头的一元素

clear()删除所有元素

erase()删除一个元素或一个区域的元素(两个重载函数)

remove()删除链表中匹配值的元素(匹配元素全部删除)

empty()判断是否链表为空

max\_size()返回链表最大可能长度

size()返回链表中元素个数

reverse()反转链表

sort()对链表排序，默认升序(可自定义回调函数)

merge()合并两个有序链表并使之有序

insert()在指定位置插入一个或多个元素(三个重载函数)

swap()交换两个链表(两个重载)

unique()删除相邻重复元素

例子：

#include<iostream>

#include<list>

using namespace std;

int main()

{

//定义链表

list<int> list1;

//从链表尾部加入元素

for(int i=6;i<=10;i++)

list1.push\_back(i);

//从链表头部加入元素

for(int i=5;i>=1;i--)

list1.push\_front(i);

//list2是list1的copy

list<int> list2(list1);

//获取链表元素个数

printf("%d\n",list1.size());

//顺序输出链表各个元素

list<int>::iterator it1;

for(it1=list1.begin();it1!=list1.end();it1++)

printf("%d ",\*it1);

printf("\n");

//分别从头部和尾部各删除一个元素

list1.pop\_front();

list1.pop\_back();

//删除第1个元素

list1.erase(list1.begin());

//删除链表中匹配值的元素

list1.remove(8);

//往链表里插入元素的三种方法

list1.insert(++list1.begin(),20); //在第1个数后插入元素20

list1.insert(list1.begin(),5,30); //在最前面插入5个元素，值均为30

list1.insert(++list1.begin(),list2.begin(),list2.end()); //把list2从头到尾插入到list1第1个数后面

//逆序输出链表

list<int>::reverse\_iterator it2;

for(it2=list1.rbegin();it2!=list1.rend();it2++)

printf("%d ",\*it2);

printf("\n");

//链表反转

list2.reverse();

//链表排序，默认升序

list1.sort();

list1.sort(greater<int>()); //降序

//链表的交换

list1.swap(list2);

//删除相邻重复的元素

list1.unique();

//把list2合并到list1两个链表，并使之有序，默认升序

list1.merge(list2); //合并后list2为空

list1.merge(list2,greater<int>()); //降序，合并后list2为空

//清除list中的所有元素

list1.clear();

list2.clear();

return 0;

}

例2：

list中自定义sort函数写法：

#define N 1010

struct Node{

int num;

}node[N];

struct S{

bool operator()(const Node& t1,const Node& t2) //自定义排序函数

{

if(t1.num < t2.num) //升序，‘>’降序

return true;

return false;

}

};

int main()

{

int f[6]={2,3,4,5,1};

list<Node> list1;

for(int i=0;i<5;i++)

{

node[i].num=f[i];

list1.push\_back(node[i]);

}

list1.sort(S());

list<Node>::iterator ite;

for(ite=list1.begin();ite!=list1.end();ite++)

printf("%d\n",ite->num);

return 0;

}

string

常用操作：

int size()const; //返回当前字符串的大小

int length()const; //返回当前字符串的长度

bool empty()const; //当前字符串是否为空

bool operator==(const string &s1,const string &s2)const;//比较两个字符串是否相等，运算符">","<",">=","<=","!="均被重载用于字符串的比较；

string substr(int pos = 0,int n = npos) const;//返回pos开始的n个字符组成的字符串

void swap(string &s2); //交换当前字符串与s2的值

int find(char c, int pos = 0) const;//从pos开始查找字符c在当前字符串的位置

int find(const char \*s, int pos = 0) const;//从pos开始查找字符串s在当前串中的位置

int find(const char \*s, int pos, int n) const;//从pos开始查找字符串s中前n个字符在当前串中的位置

int find(const string &s, int pos = 0) const;//从pos开始查找字符串s在当前串中的位置

//查找成功时返回所在位置，失败返回string::npos的值

string &replace(int p0, int n0,const char \*s);//删除从p0开始的n0个字符，然后在p0处插入串s

string &replace(int p0, int n0,const char \*s, int n);//删除p0开始的n0个字符，然后在p0处插入字符串s的前n个字符

string &replace(int p0, int n0,const string &s);//删除从p0开始的n0个字符，然后在p0处插入串s

string &replace(int p0, int n0,const string &s, int pos, int n);//删除p0开始的n0个字符，然后在p0处插入串s中从pos开始的n个字符

string &replace(int p0, int n0,int n, char c);//删除p0开始的n0个字符，然后在p0处插入n个字符c

string &insert(int p0, const char \*s);

string &insert(int p0, const char \*s, int n);

string &insert(int p0,const string &s);

string &insert(int p0,const string &s, int pos, int n);

//前4个函数在p0位置插入字符串s中pos开始的前n个字符

iterator erase(iterator first, iterator last);//删除[first，last）之间的所有字符，返回删除后迭代器的位置

iterator erase(iterator it);//删除it指向的字符，返回删除后迭代器的位置

string &erase(int pos = 0, int n = npos);//删除pos开始的n个字符，返回修改后的字符串

next\_permutation

全排列函数

next\_permutation(start,end);

返回值是真或假

#include<algorithm>

#include<iostream>

using namespace std;

int main()

{

int a[]={1,2,3,4};

sort(a,a+4);

while(next\_permutation(a,a+4))

{

for(int i=0;i<4;i++)

printf("%d ",a[i]);

printf("\n");

}

return 0;

}

Others

binary\_search(first,last,value);

在指定的区间里二分查找元素value，如果找到返回true，否则返回false；

int main()

{

int f[]={1,2,3,5,6,7,8};

if(binary\_search(f,f+4,8))

printf("yes");

else

printf("no");

return 0;

}

//输出no，如果改为2，则输出yes。

swap(a,b) //交换两个元素

reverse(first,last) //反转指定的区间元素。

int main()

{

int f[]={1,2,3,4,5,6,7};

reverse(f,f+3);

for(int i=0;i<7;i++)

printf("%d ",f[i]);

return 0;

}

//输出3 2 1 4 5 6 7

lower\_bound(first,last,tar);

返回有序数组中大于或等于tar的第一个元素位置

int main()

{

int f[]={1,2,4,5,6,7};

int pos=lower\_bound(f,f+6,3)-f;

printf("%d\n",pos);

return 0;

}

//输出2

### 三、组合数学

Lucas定理

/\*

求C(n,m)%p, p为素数，适用于n和m很大的时候

Lucas定理： Lucas(n,m,p)=c(n%p,m%p)\*Lucas(n/p,m/p,p);

把n写成p进制a[n]a[n-1]a[n-2]...a[0]，把m写成p进制b[n]b[n-1]b[n-2]...b[0]， 则C(n,m)与C(a[n],b[n])\*C(a[n-1],b[n-1])\*C(a[n-2],b[-2])\*....C(a[0],b[0])模p同余。

\*注：p不能大于10^5，不大于情况下用逆元的方法可以解决，如果大了就不能解决。

\*/

#define LL \_\_int64

#define N 10001000

#define M 1000000007ll

LL fac[N];

void init(LL p)

{

LL i;

fac[0] =1;

for(i =1; i <= p; i++)

fac[i] = fac[i-1]\*i % p;

}

LL exp\_mod(LL a, LL b, LL p)

{

LL tmp = a % p, ans =1;

while(b)

{

if(b & 1) ans = ans \* tmp % p;

tmp = tmp\*tmp % p;

b >>=1;

}

return ans;

}

LL C(LL n, LL m, LL p)

{

if(m > n)

return 0;

return fac[n]\*exp\_mod(fac[m]\*fac[n-m], p-2, p) % p;//逆元

}

LL Lucas(LL n, LL m, LL p)

{

if(m ==0)

return 1;

return (C(n%p, m%p, p)\*Lucas(n/p, m/p, p))%p;

}

int main()

{

int T;

LL n,m,p;

scanf("%d",&T);

while(T--)

{

scanf("%I64d %I64d %I64d",&n,&m,&p);

init(p);

printf("%I64d\n",Lucas(n,m,p));

}

return 0;

}

互质数最大不能组合数

给出两个互质数n和m，求最大不能组合数和不能组合数的个数

结论：最大不能组合数：(m-1)\*n-m; 不能组合数的个数：(n-1)\*(m-1)/2.

证明：

任何数分成m个剩余类，分别为 mk，mk+1，mk+2，……，mk+(m-1) 分别记为{0(mod m)}，{1(mod m)}……

而n的倍数肯定分布在这m个剩余类中，因为Gcd(m，n)=1，所以每个剩余类中都有一些数是n的倍数，并且是平均分配它的旁证，

设 kmin = min{ k | nk ∈ {i (mod m)} }, i ∈ [0, m) 则 nkmin 是{i (mod m)}中n的最小倍数。

特别的，nm ∈ {0 (mod m)} nkmin 是个标志，它表明{i (mod m)}中nkmin 后面所有数，即nkmin + jm必定都能被组合出来。

那也说明最大不能组合数必定小于nkmin，我们开始寻找max{ nkmin }。

Lcm(m, n) = mn，所以很明显(m-1)n是最大的，因为(m-1)n是nkmin 中的最大值，所以在剩下的m-1个剩余类中，

必定有比它小并且能被m和n组合，这些数就是(m-1)n -1，(m-1)n -2，……，(m-1)n -(m-1)

所以最大不能被组合数就是(m-1)n-m。

如果m和n不互素，那{1 (mod m)}不能被m组合，同样也不能被n和m组合。我们能求出各个剩余类的nkmin之后，不能组合数的个数就是每个剩余类中小于各自nkmin的数的个数总和。

观察如下：

M = 5，N = 3

{0(mod 5)}：0，5，10，15……

{1(mod 5)}：1，6，11，16……

{2(mod 5)}：2，7，12，17……

{3(mod 5)}：3，8，13，18……

{4(mod 5)}：4，9，14，19……

红色的就是不能组合数，可以看出在剩余类中它的数目有规律Total = [0+1+2] + [0+1]

因为m和n互质，必有一个不完全周期。

整理以后，可得公式 Total = (n-1)\*(m-1)/2

母函数

母函数的思想就是使用幂级数来表示一个离散数列。例如对于一个数列是a={a0,a1,a2,-------ak}，那么我们可以母函数的定义就是G(x)=a0+a1\*x+a2\*x^2+a3\*x^3------an\*x^n，这里的G(x)就是数列a的母函数。

母函数可以用来解决整数拆分问题，下面举一个例子来说明。

例如我们有重量为1克、2克、3克、4克的砝码各一个，那么问你这些砝码可以称出几中重量？每一种重量有多少种方案数？

对于这个问题我们可以这样定义母函数G(x)=(1+x)\*(1+x^2)\*(1+x^3)\*(1+x^4)，那么这个时候我们把G(x)展开之后得到一个多项式，

(1+x)(1+x2)(1+x3)(1+x4)=(1+x+x2+x3)(1+x3+x4+x7)

=1+x+x2+2x3+2x4+2x5+2x6+2x7+x8+x9+x10

从上面的函数知道：可称出从1克到10克，系数便是方案数。

例如右端有2x5项，即称出5克的方案有2：5=3+2=4+1；同样，6=1+2+3=4+2；10=1+2+3+4。

故称出6克的方案有2，称出10克的方案有1。

下面我们说说HDU 1284 的“钱币兑换问题”吧，题目的意思就是说给你三种面值的币分别是1分、2分、3分，那么问你一个钱数n有几种方案可以拼凑得到这个钱数n？

这道题还是比较好做的，我们根据母函数的定义，以及多项式的每一项和系数所表示的含义，我们可以定义母函数G(x)=(1+x+x^2+x^3+……)\*(1+x^2+x^4+x^6+x^8+……)\*(1+x^3+x^6+x^9+……)，那么我们使用母函数的额展开式对应的指数就是能表示的钱币数，系数就是表示该钱币数的方案数。

所以问题就是求出对应的n的系数就可以了，就是模拟手工多项式的展开。

#include <cstring>

#include<iostream>

using namespace std;

const int Max=32769;

int ans[Max];

int tans[Max];

int main()

{

int i,j,n;

for(int i=0;i<Max;i++)

ans[i]=1;

memset(tans,0,sizeof(tans));

for(int k=2;k<=3;k++)

{

for(i=0;i<Max;i++)

for(j=0;i+j<Max;j+=k)

tans[i+j]+=ans[i];

for(i=0;i<Max;i++)

{

ans[i]=tans[i];

tans[i]=0;

}

}

while(scanf("%d",&n)!=EOF)

printf("%d\n",ans[n]);

return 0;

}

容斥原理

int plen,p[N];

//分解质因子

void Getfac(int n)

{

plen=0;

for(int i=0;prime[i]\*prime[i] <= n ;i++)

{

if(n%prime[i] == 0)

{

p[plen++]=prime[i];

while(n%prime[i] == 0)

n/=prime[i];

}

if(n == 1)

break;

}

if(n > 1)

p[plen++]=n;

}

//容斥原理求解区间[1,n]内与m不互质个数

int dfs(int tmp,int n)

{

int s=0;

for(int i=tmp;i<plen;i++)

s=s+n/p[i]-dfs(i+1,n/p[i]);

return s;

}

//容斥原理求解区间[1,n]内与m不互质数之和(tmp表示当前位，num表示当前因子，c表示当前因子数，n表示区间最大值，plen和p[]见函数分解质因子)

int ans;

void dfs(int tmp,int num,int c,int n)

{

int t,tt;

for(int i=tmp;i<plen;i++)

{

if(num\*p[i] <= n)

{

tt=num\*p[i];

t=n/tt;

t=tt\*t+t\*(t-1)/2\*tt;

if((c+1) & 1)

ans+=t;

else

ans-=t;

dfs(i+1,num\*p[i],c+1,n);

}

}

}

void work(int n,int m)

{

Getfac(m);

int res=dfs(0,n);

//res为区间[1,n]内与m不互质个数，n-res为互质个数

ans=0;

dfs(0,1,0,n);

//ans为区间[1,n]内与m不互质数之和

//所有互质数和=sigma(1,n)-ans

}

整数划分

#include <stdio.h>

int ans,a[100] = { 0 };

void shuchu(int m) {

int i;

printf("%d",a[0]);

for (i = 1; i <= m - 1; i++)

printf("+%d", a[i]);

printf("\n");

}

//递归打印每个数

void fenjie(int n, int m) {

int i;

if (n == 0)

{

ans++;

shuchu(m);

}

else

for (i = n; i >= 1; i--)

if (m == 0 || i <= a[m - 1]) {

a[m] = i;

fenjie(n - i, m + 1);

}

}

int main()

{

int n, m = 0;

//printf("please input a number(0<n<100): ");

while(scanf("%d", &n)!=EOF)

{

ans=0;

fenjie(n, m);

printf("total num: %d\n\n",ans);

}

return 0;

}

//递归求总个数

int q(int n,int m)

{

if(n<1||m<1)

return 0;

if(n==1||m==1)

return 1;

if(n<m)

return q(n,n);

if(n==m)

return q(n,m-1)+1;

return q(n,m-1)+q(n-m,m);

}

通项公式：

p(k)=sigma(p(k-i\*(3\*i-1)/2)+p(k-i\*(3\*i+1)/2))\*(-1)^(i+1);

p(k)=p(k-1)+p(k-2)-p(k-5)-p(k-7)+p(k-12)+p(k-15)-p(k-22)-p(k-26)+……

+(1, 2), -(5,7), +(12,15), -(22,26)……

1，5，12，22满足公式n\*(3\*n-1)/2。

由五边形原理推得：

五边形定理，分割函数，把数n拆成几个数（小于等于n）相加的形式拆法

(1-x)(1-x^2)(1-x^3).... = 1-x-x^2+x^5+x^7-x^12-x^15+x^22+x^26+......

维基上有详细说明http://en.wikipedia.org/wiki/Partition\_(number\_theory)

把数n拆成几个数相加的形式，一共有2^(n-1)种

如果n=4，有

4=1+1+1+1

4=1+1+2

4=1+2+1

4=2+1+1

4=1+3

4=2+2

4=3+1

4=4

组合数打表

const int MN=505,MV=15005;

LL c[MV][MN];

void initcom() //c(n, i) == c[n][i]

{

memset(c,0,sizeof(c));

for(int i=0;i<MV;i++)

c[i][0]=1;

c[1][1]=1;

for(int i=2;i<MV;i++)

{

for(int j=1;j<MN;j++)

{

if(j == i)

{

c[i][j]=1;

break;

}

c[i][j]=(c[i-1][j-1]+c[i-1][j])%MOD;

}

}

}

组合数普通求法

//适用于n和r都比较小的情况

int com(int n,int r) //C(n, r)

{

if(n-r > r)

r=n-r;

int s=1;

for(int i=0,j=1;i<r;i++)

{

s\*=(n-i);

for(;j<=r && s%j == 0;j++)

s/=j;

}

return s;

}

### 四、数论

Baby Step Giant Step(n不为素数)

求解模方程a^x=b(mod n)，n不为素数。拓展Baby Step Giant Step

//拓展欧几里得定理，求ax+by=gcd(a,b)的一组解(x,y),d=gcd(a,b)

void gcd\_mod(LL a,LL b,LL &d,LL &x,LL &y)

{

if(!b)

{

d=a;

x=1;

y=0;

}

else

{

gcd\_mod(b,a%b,d,y,x);

y-=x\*(a/b);

}

}//求解模方程d\*a^(x-c)=b(mod n)。d,a和n互质，无解返回-1

LL Log\_mod (LL a,LL b,LL n,LL c,LL d)

{

LL m,e=1,i,x,y,dd;

m=(LL)ceil(sqrt(n+0.5)); //x=i\*m+j

map<LL,LL>f;

f[1]=m;

for(i=1;i<m;i++) //建哈希表，保存a^0,a^1,...,a^m-1

{

e=(e\*a)%n;

if(!f[e])

f[e]=i;

}

e=(e\*a)%n;//e=a^m

for(i=0;i<m;i++)//每次增加m次方，遍历所有1<=f<=n

{

gcd\_mod(d,n,dd,x,y);

//d\*x+n\*y=1-->(d\*x)%n=1-->d\*(x\*b)%n==b

x=(x\*b%n+n)%n;

if(f[x])

{

LL num=f[x];

f.clear();//需要清空，不然会爆内存

return c+i\*m+(num==m?0:num);

}

d=(d\*e)%n;

}

return -1;

}

LL solve(LL a,LL b,LL n)

{

if(b >= n) return -1;

if(b == 0) return 0;

LL ans=0,c=0,d=1,t;

while((t=gcd(a,n))!=1)

{

if(b%t)

return -1;

c++;

n/=t;b/=t;

d=d\*a/t%n;

if(d == b) //特判下是否成立

{

ans=c;

break;

}

}

if(ans != 0)

return ans;

return Log\_mod(a,b,n,c,d);

}

/\*

初始d=1,c=0,i=0;

1.令g=gcd(a,n),若g==1则执行下一步。否则由于a^x=k\*n+b;(k为某一整数),则(a/g)\*a^k=k\*(n/g)+b/g,(b/g为整除，若不成立则无解)

令n=n/g，d=d\*a/g，b=b/g,c++则d\*a^(x-c)=b(mod n),接着重复1步骤。

2.通过1步骤后，保证了a和d都与n互质，方程转换为d\*a^(x-c)=b(mod n)。由于a和n互质，所以由欧拉定理a^phi(n)==1(mod n),(a,n互质)

可知，phi(n)<=n,a^0==1(mod n),所以构成循环，且循环节不大于n。从而推出如果存在解，则必定1<=x<n。(在此基础上我们就可以用

Baby Step Giant Step方法了)

3.令m=ceil(sqrt(n)),则m\*m>=n。用哈希表存储a^0,a^1,..,a^(m-1)，接着判断1~m\*m-1中是否存在解。

4.为了减少时间，所以用哈希表缩减复杂度。分成m次遍历，每次遍历a^m长度。由于a和d都与n互质，所以gcd(d,n)=1，

所以用拓展的欧几里德定理求得d\*x+n\*y=gcd(d,n)=1,的一组整数解(x,y)。则d\*x+n\*y=1-->d\*x%n=(d\*x+n\*y)%n=1-->d\*(x\*b)%n=((d\*x)%n\*b%n)%n=b。

所以若x\*b在哈希表中存在，值为k，则a^k\*d=b(mod n),答案就是ans=k+c+i\*m。如果不存在，则令d=d\*a^m,i++后遍历下一个a^m，直到遍历a^0到a^(m-1)还未找到，则说明不解并退出。

\*/

Baby Step Giant Step(n为素数)

求解模方程a^x=b(mod p)。p为素数，无解返回-1

//快速幂求a^b

LL Mod\_exp(LL a,LL b,LL c)

{

LL ans=1;

while(b)

{

if(b & 1)

ans=ans\*a%c;

a=(a%c)\*(a%c)%c;

b/=2;

}

return ans;

}

//费马小定理a^(p-1)=1(mod p),p为素数。a^0=1,所以循环节小于等于p，即如果存在解，则最小解x<=p

LL Log\_mod (LL a,LL b,LL p)

{

if(a%p == 0) return -1;

LL m,v,e=1;

m=(LL)ceil(sqrt(p+0.5)); //x=i\*m+j

//v=inv(pow\_mod(a,m,n),n); //a^m\*v=1(mod n)

v=Mod\_exp(a,p-m-1,p);

map<LL,LL>x;

x[1]=m;

for(LL i=1;i<m;i++) //建哈希表，保存x^0,x^1,...,x^m-1

{

e=(e\*a)%p;

if(!x[e])

x[e]=i;

}

for(LL i=0;i<m;i++)//每次增加m次方，遍历所有1<=x<=n

{

if(x[b])

{

LL num=x[b];

x.clear();//需要清空，不然会爆内存

return i\*m+(num==m?0:num);

}

b=(b\*v)%p; //b=b/(a^m)

}

return -1;

}

lattice-count栅格计数问题

已知n,m>0, a,b>=0, 求下列公式结果：

该式子解决了直线m\*y=a+b\*x在x从0到n的范围内有多少个整数点（不包括x轴的点）的问题。

例如直线为5\*y=7\*x，n为3，结果为3，如下图：

![](data:image/png;base64,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)

LL lattice\_count(LL n,LL a,LL b,LL m)

{

if(b == 0)

return n\*(a/m);

if(a >= m)

return n\*(a/m)+lattice\_count(n,a%m,b,m);

if(b >= m)

return (n-1)\*n/2\*(b/m)+lattice\_count(n,a,b%m,m);

return lattice\_count((a+b\*n)/m,(a+b\*n)%m,m,b);

}

Stirling数应用

Bell数

又称贝尔数，递推公式为：

B(0)=1,

B(n+1)=Sum(0,n) C(n,k)B(k). n=1,2,...

其中，Sum(0,n)表示对k从0到n求和，C(n,k) = n!/[k!(n-k)!]

第一类Stirling数

第一类Stirling数是有正负的，其绝对值是包含n个元素的集合分作k个环排列的方法数目。

递推公式为：

S(n,0)=0, S(1,1)=1.

S(n+1,k)=S(n,k-1)+n\*S(n,k).

第二类Stirling数

第二类Stirling数是把包含n个元素的集合划分为正好k个非空子集的方法的数目。

递推公式为：

S(n,n)=S(n,1)=1,

S(n,k)=S(n-1,k-1)+k\*S(n-1,k).

Bell数和Stirling数的关系为：

每个Bell数都是第二类Stirling数的和

B(n)=Sum(1,n) S(n,k).

//打印前50个贝尔数以及第二类Stirling数

int bell[N],num[N][N];

void init()

{

num[0][0]=1;

bell[0]=bell[1]=1;

for(int i=1;i<=50;i++)

{

num[i][1]=1;

for(int j=1;j<=i;j++)

num[i][j]=(num[i-1][j-1]+j\*num[i-1][j])%MOD;

bell[i]=0;

for(int k=1;k<=i;k++)

bell[i]=(bell[i]+num[i][k])%MOD;

}

}

乘法逆元

/\*

\* 当要求(a/b)%p的值,由于除法没有同余公式,要用乘法逆元改成可同余的相乘

\* 逆元满足 k\*a = 1 (mod p)

\* b\*k=p\*x+1,把k带入(a\*k)%p就得到(a/b)%p

\* 扩展的欧几里德算法求乘法逆元模板

\* (a/b) mod p = ( a\*[b与p(互质)乘法逆元]k ) mod p

\*/

#define LL long long

LL exGcd(LL a,LL b,LL &x,LL &y)

{

if(b==0)

{

x=1; y=0;

return a;

}

LL temp=exGcd(b,a%b,x,y);

LL t=x;

x=y;

y=t-a/b\*y;

return temp;

}

//求出a的逆元

LL cal(LL a,LL p)

{

LL x,y;

exGcd(a,p,x,y);

x=(x%p+p)%p;

return x;

}

/\*

\* 模板2，a的逆元是a^(p-2)，条件：p是质数，gcd(a,p)==1

\* 由费马小定理推导:

\* a^(p-1) ≡ 1(mod p) ==> a\*a^(p-2) ≡ 1(mod p) ==> a的逆元是a^(p-2)

\*/

LL mod\_exp(LL a,LL b,LL c)

{

LL ans=1;

while(b)

{

if(b & 1)

ans=ans\*a%c;

a=a\*a%c;

b/=2;

}

return ans;

}

//求a的逆元

LL inv( LL a ,LL p)

{

return mod\_exp(a, p - 2 )%p;

}

大数模板

#define MAXN 9999

#define MAXSIZE 10

#define DLEN 4

class BigNum

{

private:

int a[500]; //a数组一位记录一个四位的整数，控制a数组大小=结果总长/4

int len; //大数长度

public:

BigNum(){ len = 1;memset(a,0,sizeof(a)); } //构造函数

BigNum(const int); //将一个int类型的变量转化为大数

BigNum(const char\*); //将一个字符串类型的变量转化为大数

BigNum(const BigNum &); //拷贝构造函数

BigNum &operator=(const BigNum &); //重载赋值运算符，大数之间进行赋值运算

friend istream& operator>>(istream&, BigNum&); //重载输入运算符

friend ostream& operator<<(ostream&, BigNum&); //重载输出运算符

BigNum operator+(const BigNum &) const; //重载加法运算符，两个大数之间的相加运算

BigNum operator-(const BigNum &) const; //重载减法运算符，两个大数之间的相减运算

BigNum operator\*(const BigNum &) const; //重载乘法运算符，两个大数之间的相乘运算

BigNum operator/(const int &) const; //重载除法运算符，大数对一个整数进行相除运算

BigNum operator^(const int &) const; //大数的n次方运算

int operator%(const int &) const; //大数对一个int类型的变量进行取模运算

bool operator>(const BigNum & T)const; //大数和另一个大数的大小比较

bool operator>(const int & t)const; //大数和一个int类型的变量的大小比较

void print(); //输出大数

};

BigNum::BigNum(const int b) //将一个int类型的变量转化为大数

{

int c,d = b;

len = 0;

memset(a,0,sizeof(a));

while(d > MAXN)

{

c = d - (d / (MAXN + 1)) \* (MAXN + 1);

d = d / (MAXN + 1);

a[len++] = c;

}

a[len++] = d;

}

BigNum::BigNum(const char\*s) //将一个字符串类型的变量转化为大数

{

int t,k,index,l,i;

memset(a,0,sizeof(a));

l=strlen(s);

len=l/DLEN;

if(l%DLEN)

len++;

index=0;

for(i=l-1;i>=0;i-=DLEN)

{

t=0;

k=i-DLEN+1;

if(k<0)

k=0;

for(int j=k;j<=i;j++)

t=t\*10+s[j]-'0';

a[index++]=t;

}

}

BigNum::BigNum(const BigNum & T) : len(T.len) //拷贝构造函数

{

int i;

memset(a,0,sizeof(a));

for(i = 0 ; i < len ; i++)

a[i] = T.a[i];

}

BigNum & BigNum::operator=(const BigNum & n) //重载赋值运算符，大数之间进行赋值运算

{

int i;

len = n.len;

memset(a,0,sizeof(a));

for(i = 0 ; i < len ; i++)

a[i] = n.a[i];

return \*this;

}

istream& operator>>(istream & in, BigNum & b) //重载输入运算符

{

char ch[MAXSIZE\*4];

int i = -1;

in>>ch;

int l=strlen(ch);

int count=0,sum=0;

for(i=l-1;i>=0;)

{

sum = 0;

int t=1;

for(int j=0;j<4&&i>=0;j++,i--,t\*=10)

{

sum+=(ch[i]-'0')\*t;

}

b.a[count]=sum;

count++;

}

b.len =count++;

return in;

}

ostream& operator<<(ostream& out, BigNum& b) //重载输出运算符

{

int i;

cout << b.a[b.len - 1];

for(i = b.len - 2 ; i >= 0 ; i--)

{

cout.width(DLEN);

cout.fill('0');

cout << b.a[i];

}

return out;

}

BigNum BigNum::operator+(const BigNum & T) const //两个大数之间的相加运算

{

BigNum t(\*this);

int i,big; //位数

big = T.len > len ? T.len : len;

for(i = 0 ; i < big ; i++)

{

t.a[i] +=T.a[i];

if(t.a[i] > MAXN)

{

t.a[i + 1]++;

t.a[i] -=MAXN+1;

}

}

if(t.a[big] != 0)

t.len = big + 1;

else

t.len = big;

return t;

}

BigNum BigNum::operator-(const BigNum & T) const //两个大数之间的相减运算

{

int i,j,big;

bool flag;

BigNum t1,t2;

if(\*this>T)

{

t1=\*this;

t2=T;

flag=0;

}

else

{

t1=T;

t2=\*this;

flag=1;

}

big=t1.len;

for(i = 0 ; i < big ; i++)

{

if(t1.a[i] < t2.a[i])

{

j = i + 1;

while(t1.a[j] == 0)

j++;

t1.a[j--]--;

while(j > i)

t1.a[j--] += MAXN;

t1.a[i] += MAXN + 1 - t2.a[i];

}

else

t1.a[i] -= t2.a[i];

}

t1.len = big;

while(t1.a[len - 1] == 0 && t1.len > 1)

{

t1.len--;

big--;

}

if(flag)

t1.a[big-1]=0-t1.a[big-1];

return t1;

}

BigNum BigNum::operator\*(const BigNum & T) const //两个大数之间的相乘运算

{

BigNum ret;

int i,j,up;

int temp,temp1;

for(i = 0 ; i < len ; i++)

{

up = 0;

for(j = 0 ; j < T.len ; j++)

{

temp = a[i] \* T.a[j] + ret.a[i + j] + up;

if(temp > MAXN)

{

temp1 = temp - temp / (MAXN + 1) \* (MAXN + 1);

up = temp / (MAXN + 1);

ret.a[i + j] = temp1;

}

else

{

up = 0;

ret.a[i + j] = temp;

}

}

if(up != 0)

ret.a[i + j] = up;

}

ret.len = i + j;

while(ret.a[ret.len - 1] == 0 && ret.len > 1)

ret.len--;

return ret;

}

BigNum BigNum::operator/(const int & b) const //大数对一个整数进行相除运算

{

BigNum ret;

int i,down = 0;

for(i = len - 1 ; i >= 0 ; i--)

{

ret.a[i] = (a[i] + down \* (MAXN + 1)) / b;

down = a[i] + down \* (MAXN + 1) - ret.a[i] \* b;

}

ret.len = len;

while(ret.a[ret.len - 1] == 0 && ret.len > 1)

ret.len--;

return ret;

}

int BigNum::operator %(const int & b) const //大数对一个int类型的变量进行取模运算

{

int i,d=0;

for (i = len-1; i>=0; i--)

{

d = ((d \* (MAXN+1))% b + a[i])% b;

}

return d;

}

BigNum BigNum::operator^(const int & n) const //大数的n次方运算

{

BigNum t,ret(1);

int i;

if(n<0)

exit(-1);

if(n==0)

return 1;

if(n==1)

return \*this;

int m=n;

while(m>1)

{

t=\*this;

for( i=1;i<<1<=m;i<<=1)

{

t=t\*t;

}

m-=i;

ret=ret\*t;

if(m==1)

ret=ret\*(\*this);

}

return ret;

}

bool BigNum::operator>(const BigNum & T) const //大数和另一个大数的大小比较

{

int ln;

if(len > T.len)

return true;

else if(len == T.len)

{

ln = len - 1;

while(a[ln] == T.a[ln] && ln >= 0)

ln--;

if(ln >= 0 && a[ln] > T.a[ln])

return true;

else

return false;

}

else

return false;

}

bool BigNum::operator >(const int & t) const //大数和一个int类型的变量的大小比较

{

BigNum b(t);

return \*this>b;

}

void BigNum::print() //输出大数

{

int i;

printf("%d",a[len-1]);

for(i = len - 2 ; i >= 0 ; i--)

printf("%04d",a[i]);

printf("\n");

}

int main()

{

BigNum a,b;

int c;

cin>>a>>b>>c;

(a+b).print();

(a-b).print();

(a\*b).print();

(a/c).print();

return 0;

}

大素数判断(miller-rabin算法)和质因数分解(Pollard\_rho算法)

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// Miller\_Rabin 算法进行素数测试

//速度快，而且可以判断 <2^63的数

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

const int S=20;//随机算法判定次数，S越大，判错概率越小

//计算 (a\*b)%c. a,b都是LL的数，直接相乘可能溢出的

// a,b,c <2^63

LL mult\_mod(LL a,LL b,LL c)

{

a%=c;

b%=c;

LL ret=0;

while(b)

{

if(b&1){ret+=a;ret%=c;}

a<<=1;

if(a>=c)a%=c;

b>>=1;

}

return ret;

}

//计算 x^n %c

LL pow\_mod(LL x,LL n,LL mod)//x^n%c

{

if(n==1)return x%mod;

x%=mod;

LL tmp=x;

LL ret=1;

while(n)

{

if(n&1) ret=mult\_mod(ret,tmp,mod);

tmp=mult\_mod(tmp,tmp,mod);

n>>=1;

}

return ret;

}

//以a为基,n-1=x\*2^t a^(n-1)=1(mod n) 验证n是不是合数

//一定是合数返回true,不一定返回false

bool check(LL a,LL n,LL x,LL t)

{

LL ret=pow\_mod(a,x,n);

LL last=ret;

for(int i=1;i<=t;i++)

{

ret=mult\_mod(ret,ret,n);

if(ret==1&&last!=1&&last!=n-1) return true;//合数

last=ret;

}

if(ret!=1) return true;

return false;

}

// Miller\_Rabin()算法素数判定

//是素数返回true.(可能是伪素数，但概率极小)

//合数返回false;

bool Miller\_Rabin(LL n)

{

if(n<2)return false;

if(n==2)return true;

if((n&1)==0) return false;//偶数

LL x=n-1;

LL t=0;

while((x&1)==0){x>>=1;t++;}

for(int i=0;i<S;i++)

{

LL a=rand()%(n-1)+1;//rand()需要stdlib.h头文件

if(check(a,n,x,t))

return false;//合数

}

return true;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//pollard\_rho 算法进行质因数分解

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

LL factor[100];//质因数分解结果（刚返回时是无序的）

int tol;//质因数的个数。数组小标从0开始

LL gcd(LL a,LL b)

{

if(a==0)return 1;//???????

if(a<0) return gcd(-a,b);

while(b)

{

LL t=a%b;

a=b;

b=t;

}

return a;

}

LL Pollard\_rho(LL x,LL c)

{

LL i=1,k=2;

LL x0=rand()%x;

LL y=x0;

while(1)

{

i++;

x0=(mult\_mod(x0,x0,x)+c)%x;

LL d=gcd(y-x0,x);

if(d!=1&&d!=x) return d;

if(y==x0) return x;

if(i==k){y=x0;k+=k;}

}

}

//对n进行素因子分解

void findfac(LL n)

{

if(Miller\_Rabin(n))//素数

{

factor[tol++]=n;

return;

}

LL p=n;

while(p>=n)p=Pollard\_rho(p,rand()%(n-1)+1);

findfac(p);

findfac(n/p);

}

int main()

{

//srand(time(NULL));//需要time.h头文件//POJ上G++不能加这句话

LL n;

while(scanf("%I64d",&n)!=EOF)

{

tol=0;

findfac(n);

for(int i=0;i<tol;i++)printf("%I64d ",factor[i]);

printf("\n");

if(Miller\_Rabin(n))printf("Yes\n");

else printf("No\n");

}

return 0;

}

多维曼哈顿距离

对于平面上两点(x1,y1),(x2,y2)的曼哈顿距离为|x1-x2|+|y1-y2|

去掉绝对值，将同一点的坐标整理一边可以得到下面四种情况:

1.x1-x2+y1-y2->(x1+y1)-(x2+y2)

2.x2-x1+y1-y2->(-x1+y1)-(-x2+y2)

3.x1-x2+y2-y1->(x1-y1)-(x2-y2)

4.x2-x1+y2-y1->(-x1-y1)-(-x2-y2)

可以发现左半部分和右半部分的符号完全相同，我们假设0代表’+’,1代表’-‘,则有00 01 10 11.

我们可以把所有的点在k维空间下的2^k种状态处理出。最大距离肯定在2^k种状态下某两个点的状态之差取最大值。

静态(poj 2926)：

struct Point{

double x[6];

}point[N];

#define N 100010

int n,tot,dim=5;

double minn[35],maxn[35];

void solve()

{

tot=1<<dim;

for(int i=0;i<tot;i++)

{

minn[i]=INF;

maxn[i]=-INF;

}

for(int k=0;k<n;k++)

{

for(int i=0;i<tot;i++)

{

double res=0;

for(int j=0;j<dim;j++)

{

if(i & (1<<j))

res+=point[k].x[j];

else

res-=point[k].x[j];

}

maxn[i]=Max(maxn[i],res);

minn[i]=Min(minn[i],res);

}

}

double ans=-1;

for(int i=0;i<tot;i++)

ans=Max(ans,maxn[i]-minn[i]);

printf("%.2lf\n",ans);

}

int main()

{

while(scanf("%d",&n)!=EOF)

{

for(int i=0;i<n;i++)

for(int j=0;j<dim;j++)

scanf("%lf",&point[i].x[j]);

solve();

}

return 0;

}

动态(hdu 4666)：

用multiset动态维护2^k种状态对应每种状态的所有值，再用结构体数组记录每个点的2^k种状态。

#define N 60010

struct Point{

int x[6],p[40];

}point[N];

int n,dim,tot;

multiset<int> s[40];

void Update(int tmp)

{

for(int i=0;i<tot;i++)

{

int ans=0;

for(int j=0;j<dim;j++)

{

if(i & (1<<j))

ans+=point[tmp].x[j];

else

ans-=point[tmp].x[j];

}

point[tmp].p[i]=ans;

}

}

void Insert(int tmp)

{

Update(tmp);

for(int i=0;i<tot;i++)

s[i].insert(point[tmp].p[i]);

}

void Delete(int tmp)

{

for(int i=0;i<tot;i++)

s[i].erase(s[i].find(point[tmp].p[i]));

}

void Query()

{

if(s[0].size() < 2)

{

printf("0\n");

return ;

}

int ans=-1;

for(int i=0;i<tot;i++)

{

int t1=\*(s[i].begin());

int t2=\*(s[i].rbegin());

ans=max(ans,t2-t1);

}

printf("%d\n",ans);

}

void solve()

{

tot=1<<dim;

for(int i=0;i<tot;i++)

s[i].clear();

int a,b;

for(int i=1;i<=n;i++)

{

scanf("%d",&a);

if(a == 0)

{

for(int j=0;j<dim;j++)

scanf("%d",&point[i].x[j]);

Insert(i);

}

else

{

scanf("%d",&b);

Delete(b);

}

Query();

}

}

int main()

{

while(scanf("%d%d",&n,&dim)!=EOF)

solve();

return 0;

}

费马小定理与素数测试

//判定一个数是否是素数的过程：

int power(int a,int e,int m)

{

if(e == 0)

return 1;

if(e == 1)

return a%m;

int t=power(a,e/2,m);

if(e%2 == 1)

return (t\*t\*a)%m;

return (t\*t)%m;

}

bool isprime(int x)

{

const int a[4]={2,3,5,7};

for(int i=0;i<4;i++)

if(power(a[i],x-1,x) != 1)

return false;

return true;

}

注意这是一个概率算法。

其判否的正确性可以保证：即函数返回false，则x一定不是素数；

但是判是的正确性却不是100%：若函数返回true，则x只是很可能是素数。

但是有一个结论：在int范围内，a只需要枚举2、3、5、7就一定能保证完全的正确性。

傅里叶快速变换求两数乘积

struct complex

{

double r,i;

complex(double real=0.0,double image=0.0){

r=real; i=image;

}

// 以下为三种虚数运算的定义

complex operator + (const complex o){

return complex(r+o.r,i+o.i);

}

complex operator - (const complex o){

return complex(r-o.r,i-o.i);

}

complex operator \* (const complex o){

return complex(r\*o.r-i\*o.i,r\*o.i+i\*o.r);

}

}x1[N],x2[N];

char a[N/2],b[N/2];

int sum[N]; // 结果存在sum里

void brc(complex \*y,int l) //二进制平摊反转置换 O(logn)

{

register int i,j,k;

for(i=1,j=l/2;i<l-1;i++)

{

if(i<j) swap(y[i],y[j]); // 交换互为下标反转的元素,i<j保证只交换一次

k=l/2;

while(j>=k) // 由最高位检索，遇1变0，遇0变1，跳出

{

j-=k;

k/=2;

}

if(j<k) j+=k;

}

}

void fft(complex \*y,int l,double on) // FFT O(nlogn),其中on==1时为DFT，on==-1为IDFT

{

register int h,i,j,k;

complex u,t;

brc(y,l); // 调用反转置换

for(h=2;h<=l;h<<=1) // 控制层数

{

// 初始化单位复根

complex wn(cos(on\*2\*PI/h),sin(on\*2\*PI/h));

for(j=0;j<l;j+=h) // 控制起始下标

{

complex w(1,0); // 初始化螺旋因子

for(k=j;k<j+h/2;k++) // 配对

{

u=y[k];

t=w\*y[k+h/2];

y[k]=u+t;

y[k+h/2]=u-t;

w=w\*wn; // 更新螺旋因子

} // 据说上面的操作叫蝴蝶操作…

}

}

if(on==-1)

for(i=0;i<l;i++)

y[i].r/=l; // IDFT

}

void solve()

{

int l1,l2,l;

register int i;

l1=strlen(a);

l2=strlen(b);

l=1;

while(l<l1\*2 || l<l2\*2) l<<=1; // 将次数界变成2^n

// 配合二分与反转置换

for(i=0;i<l1;i++) // 倒置存入

{

x1[i].r=a[l1-i-1]-'0';

x1[i].i=0.0;

}

for(;i<l;i++) x1[i].r=x1[i].i=0.0;

// 将多余次数界初始化为0

for(i=0;i<l2;i++)

{

x2[i].r=b[l2-i-1]-'0';

x2[i].i=0.0;

}

for(;i<l;i++) x2[i].r=x2[i].i=0.0;

fft(x1,l,1); // DFT(a)

fft(x2,l,1); // DFT(b)

for(i=0;i<l;i++) x1[i]=x1[i]\*x2[i]; // 点乘结果存入a

fft(x1,l,-1); // IDFT(a\*b)

for(i=0;i<l;i++) sum[i]=int(x1[i].r+0.5); // 四舍五入

for(i=0;i<l;i++) // 进位

{

sum[i+1]+=sum[i]/10;

sum[i]%=10;

}

l=l1+l2-1;

while(sum[l]<=0 && l>0) l--; // 检索最高位

for(i=l;i>=0;i--) putchar(sum[i]+'0'); // 倒序输出

putchar('\n');

}

高次幂取模

高次幂取模公式：

a^b%c = a^(b%phi(c))%c

高斯消元（浮点数）

#define eps 1e-9

const int MAXN = 220;

double a[MAXN][MAXN], x[MAXN];//a存储方程的左边的矩阵，x存储等式右边的值，求解之后x存的就是结果

int equ, var;//方程数和未知数个数

//返回0表示无解，1表示有解

int Gauss() {

int i, j, k, col, max\_r;

for (k = 0, col = 0; k < equ && col < var; k++, col++) {

max\_r = k;

for (i = k + 1; i < equ; i++)

if (fabs(a[i][col]) > fabs(a[max\_r][col]))

max\_r = i;

if (fabs(a[max\_r][col]) < eps)

return 0;

if (k != max\_r) {

for (j = col; j < var; j++)

swap(a[k][j], a[max\_r][j]);

swap(x[k], x[max\_r]);

}

x[k] /= a[k][col];

for (j = col + 1; j < var; j++)

a[k][j] /= a[k][col];

a[k][col] = 1;

for (i = 0; i < equ; i++)

if (i != k) {

x[i] -= x[k] \* a[i][k];

for (j = col + 1; j < var; j++)

a[i][j] -= a[k][j] \* a[i][col];

a[i][col] = 0;

}

}

return 1;

}

矩阵乘法

int a[N][N],b[N][N],r[N][N];

//一般做法

void Mat\_mul(int n)

{

MEM(r);

for(int i=0;i<n;i++)

for(int j=0;j<n;j++)

for(int k=0;k<n;k++)

r[i][j]=r[i][j]+a[i][k]\*b[k][j];

}

//稍加优化

void Mat\_mul(int n)

{

MEM(r);

for(int k=0;k<n;k++) //k层循环放最外面

for(int i=0;i<n;i++)

{

if(!a[i][k]) continue; //加剪枝

for(int j=0;j<n;j++)

r[i][j]+=a[i][k]\*b[k][j];

}

}

//带取模的矩阵乘法优化

void mat\_mul(int n,int pri)

{

int i,j,k,L,\*p2;

int tmp[N],con;

for(i=0;i<n;i++)

{

memset(tmp,0,sizeof(tmp));

for(k=0,L=(n&~15);k<L;k++)

{

con=a[i][k];

for(j=0,p2=b[k];j<n;j++,p2++)

tmp[j]+=con\*(\*p2);

if((k&15) == 15)

{

for(j=0;j<n;j++)

tmp[j]%=pri;

}

}

for(;k<n;k++)

{

con=a[i][k];

for(j=0,p2=b[k];j<n;j++,p2++)

tmp[j]+=con\*(\*p2);

}

for(j=0;j<n;++j)

r[i][j]=tmp[j]%pri;

}

}

矩阵快速幂

const int n;

struct Matrix{

LL v[N][N];

};

Matrix Mat\_mul(Matrix m1,Matrix m2) //矩阵相乘

{

Matrix c;

MEM(c.v);

for(int i=0;i<n;i++)

for(int j=0;j<n;j++)

for(int k=0;k<n;k++)

c.v[i][j]=(c.v[i][j]+(m1.v[i][k]\*m2.v[k][j])%MOD)%MOD;

return c;

}

Matrix Mpow(Matrix A,int n) //矩阵快速幂

{

Matrix c,x=A;

MEM(c.v);

for(int i=0;i<n;i++)

c.v[i][i]=1;

while(n)

{

if(n & 1)

c=Mat\_mul(c,x);

n>>=1;

x=Mat\_mul(x,x);

}

return c;

}

//定义01矩阵tmp

void init(Matrix &tmp)

{

MEM(tmp.v);

//tmp.v[0][0]=3;tmp.v[0][1]=1;tmp.v[1][0]=1;tmp.v[1][1]=0;

}

void work(int n)

{

Matrix tmp,ans;

init(tmp);

ans=Mpow(tmp,n);

}

卡特兰数

#define N 1000

#define MOD 1000000007

LL f[N+10];

LL mod\_exp(LL a,LL b)

{

LL ans=1;

while(b)

{

if(b & 1)

ans=ans\*a%MOD;

a=a\*a%MOD;

b/=2;

}

return ans;

}

void init()

{

f[0]=1;f[1]=1;

for(int i=2;i<=N;i++)

{

LL tt=mod\_exp(i+1,MOD-2);

LL t=((4\*i-2)\*f[i-1])%MOD;

f[i]=(t\*tt)%MOD;

}

}

//1,2,5,14,42,132,429,1430,4862,16796,58786,208012

快速乘取余a\*b%c

//a\*b%c

LL mod\_mul(LL a,LL b,LL c)

{

LL res,temp;

res=0,temp=a%c;

while(b)

{

if(b & 1)

{

res+=temp;

if (res>=c)

res-=c;

}

temp<<=1;

if(temp >= c)

temp-=c;

b>>=1;

}

return res;

}

快速幂取余a^b%c(蒙哥马利算法)

LL Mod\_exp(LL a,LL b,LL c)

{

LL ans=1;

while(b)

{

if(b & 1)

ans=ans\*a%c;

a=(a%c)\*(a%c)%c;

b/=2;

}

return ans;

}

扩展欧几里德

//求一组x,y使得 a\*x+b\*y=gcd(a,b)，返回的是gcd(a,b)

//如果求x的最小正整数解，如果x不大于0，则令x=x+b/g, y=y-a/g

int extend\_gcd(int a,int b,int &x,int &y)

{

if(b == 0)

{

x=1;y=0;

return a;

}

int t,d;

d=extend\_gcd(b,a%b,x,y);

t=x;x=y;y=t-a/b\*y;

return d;

}

//线性方程定理，利用一组解求出a\*x+b\*y=gcd(a,b)的其它解，k可为任意整数

void solve(int a,int b)

{

int x,y,g,x1,y1;

g=extend\_gcd(a,b,x,y);

for(int k=0;k<10;k++)

{

x1=x+b/g\*k;

y1=y-a/g\*k;

printf("%d %d\n",x1,y1);

}

}

拉宾-米勒测试

#define LL \_\_int64

//直接调用miller\_rabin判断n是否是素数，也可以增加s的值以减少误判率，不过一般赛题情况下s=50已经足够

int witness(int a, int n)

{

LL x,d=1,i=(LL)(ceil(log(n-1.0) / log(2.0))-1);

for(;i>=0;i--)

{

x=d;

d=(d\*d)%n;

if(d==1 && x!=1 && x != n-1)

return 1;

if (((n-1) & (1<<i)) > 0)

d=(d\*a)%n;

}

return (d==1?0:1);

}

//拉宾-米勒测试，是素数返回1，否则返回0

int rabin\_miller(int n)

{

if (n==2)

return 1;

if ((n%2)==0)

return 0;

int j,s=50;

LL a;

for(j=0;j<s;j++)

{

//rand()随机产生[0, RAND\_MAX)内的整数RAND\_MAX=32768

//直接%n产生不了[RAND\_MAX, n)的数,使用LL防止乘法溢出

a=(LL)rand()\*(n-2) / RAND\_MAX + 1;

if(witness(a,n))

return 0;

}

return 1;

}

牛顿迭代法求开方

//原理是二分

double NT\_sqrt(double n)

{

double m = 1;

while(fabs(m-(m+n/m)/2)>1e-6)

m=(m+n/m)/2;

return m;

}

欧拉函数

欧拉函数定义：

对正整数n，欧拉函数是少于或等于n的数中与n互质的数的数目。

#define N 1000000

LL prime[N];//存素数

bool f[N];

LL Ou[N+2];//存欧拉函数

void fun()

{

// //打素数表和欧拉函数表，前N个

\_\_int64 i,j,pNum=0;

memset(f,false,sizeof(f));

Ou[1]=1;

for(i=2;i<=N;i++)

{

if(!f[i])

{

prime[pNum++]=i;

Ou[i]=i-1;

}

for(j=0;j<pNum && prime[j]\*i<=N;j++)

{

f[prime[j]\*i]=true;

if(i%prime[j]==0)

{

Ou[i\*prime[j]]=Ou[i]\*prime[j];

break;

}

else

Ou[i\*prime[j]]=Ou[i]\*(prime[j]-1);

}

}

}

void fun()

{

//下面求的素数表和欧拉函数表，是根据欧拉函数定义来求解，上面部分是经过改进后的求法（效率较高）

LL i,j,pNum=0;

memset(f,true,sizeof(f));

f[0]=f[1]=false;

for(i=2;i\*i<=N;i++)

if(f[i])

for(j=i\*i;j<=N;j+=i)

f[j]=false;

for(i=1;i<=N;i++)

Ou[i]=i;

for(i=2;i<=N;i++)

if(f[i])

{

prime[pNum++]=i;//如果不需要素数表，可以把这步省去

for(j=i;j<=N;j+=i)//根据欧拉函数的定义来更新

Ou[j]=Ou[j]/i\*(i-1);

}

}

//递推求欧拉函数值

#define N 1000000

int phi[N+10];

void init()

{

int i,j;

for(i=1;i<=N;i++)

phi[i]=i;

for(i=2;i<=N;i+=2)

phi[i]/=2;

for(i=3;i<=N;i+=2)

if(phi[i]==i)

{

for(j=i;j<=N;j+=i)

phi[j]=phi[j]/i\*(i-1);

}

}

//求单个值的欧拉函数值

int Getphi(int n)

{

int i,phi;

for(i=2,phi=n;i\*i<=n;i++)

{

if(n%i == 0)

{

phi=phi/i\*(i-1);

while(n%i == 0)

n/=i;

}

}

if(n > 1)

phi=phi/n\*(n-1);

return phi;

}

判断n(最大10^18)是否能被一个数的平方整除

问n<=10^18是否能被一个数的平方整除。

将n分解为：p1p2pk 其中pi为素数，且pi<=pi+1（这里可以等于）若n能被一个数的平方整除，它肯定能被一个素因子的平方p^2整除，我们找到最小的这个p即可

1.如果p不是最后的素因子，在p之后的素数pi>=p，这时就有n>=p^3了，即p<=n^(1/3)，所以枚举n^(1/3)内的素数看是否p^2|n即可，而n^(1/3)<=10^6

2.如果p是最后的素因子，所以n的形式就是p1p2p'p^2，而p'<=p，所以P'^3<=n，p'<=n^(1/3) 所以可以先将n的这些素因子p1,p2,,p'给去掉，p'<=n^(1/3)，所以用n^(1/3)内的素数去除即可最后只剩下n'=p^2，通过判断一个数是否为完全平方数即可

算法就是预处理10^6内的素数，用这些素数去除n，发现有p^2能整除的return即可

否则判断剩下的这个n'是否为完全平方数

int tot,prime[N+10];

int f[N+10];

void Getprime()

{

memset(f,0,sizeof(f));

tot=0;

for(int i=2;i<=N;i++)

{

if(f[i] == 0)

prime[tot++]=f[i]=i;

for(int j=0;j<tot && prime[j]<=f[i] && i\*prime[j]<=N;j++)

f[i\*prime[j]]=prime[j];

}

}

int jud(LL n)

{

LL a=(LL)sqrt(n\*1.0);

if(a\*a == n) return 1;

return 0;

}

int fun(LL n)

{

for(int i=0;i<tot && prime[i]\*prime[i]\*prime[i]<=n;i++)

{

int c=0;

while(n%prime[i]==0)

{

n/=prime[i];

c++;

if(c >= 2) return 1;

}

}

if(jud(n)) return 1;

return 0;

}

int main()

{

LL n;

Getprime();

while(sf64(n)!=EOF)

{

if(fun(n)) pfs("Yes");

else pfs("No");

}

return 0;

}

求1到n的n个数的最小公倍数

求lcm(1,2,3,...,n)

1. 先把所有小于n的素数乘在一起，得到ans。（这一步也可以先打表再二分）

2. 考虑素数a的k次方的数，找到小于n的最大a的k次方数，ans乘上k-1个a。

例如n=9,a=2,2的k次方数最大为8=2^3，k=3，需要在ans上乘上2个2.

int n;

int tot,prime[N+10],f[N+10];

void Getprime()

{

memset(f,0,sizeof(f));

tot=0;

for(int i=2;i<=N;i++)

{

if(f[i] == 0)

prime[tot++]=f[i]=i;

for(int j=0;j<tot && prime[j]<=f[i] && i\*prime[j]<=N;j++)

f[i\*prime[j]]=prime[j];

}

}

void fun(){

LL ans=1;

for(int i=0;i<tot && prime[i] <= n;i++)

ans=ans\*prime[i]%MOD;

for(int i=0;i<tot && prime[i]\*prime[i]<=n;i++){

LL y=prime[i]\*prime[i];

while(y <= n) {

ans=ans\*prime[i]%MOD;

y\*=prime[i];

}

}

pf64(ans);

}

void solve(){

sf(n);

fun();

}

求解x^2=a mod (n)

//求解x^2 ≡ a mod (n), n为素数.

//有解时.返回较小解x, 另外一解为 n-x.

LL Mod\_exp(LL a,LL b,LL c)

{

LL ans=1;

while(b)

{

if(b & 1)

ans=ans\*a%c;

a=(a%c)\*(a%c)%c;

b/=2;

}

return ans;

}

LL ModSqrt(LL a,LL n)

{

int b,k,i,x;

if(n == 2)

return a%n;

if(Mod\_exp(a,(n-1)/2,n) == 1)

{

if(n%4==3)

x=Mod\_exp(a,(n+1)/4,n);

else

{

for(b=1;Mod\_exp(b,(n-1)/2,n)==1;b++);

i=(n-1)/2;k=0;

do{

i/=2;k/=2;

if((Mod\_exp(a,i,n)\*(LL)Mod\_exp(b,k,n)+1)%n == 0)

k+=(n-1)/2;

}while(i%2 == 0);

x=(Mod\_exp(a,(i+1)/2,n)\*(LL)Mod\_exp(b,k/2,n))%n;

}

if(x\*2>n)

x=n-x;

return x;

}

return -1;

}

求佩尔方程的第k解

定义：形如x^2-n\*y^2=1的方程

方程性质：

如果n是完全平方数，则方程无解；否则方程有无穷多组正整数解

每组解(xi,yi)存在这样的递推关系式：

xi = xi-1 \* x1 + n \* yi-1 \* y1;

yi = xi-1 \* y1 + yi-1 \* x1.

要求方程第k个解，可以先求出最小正整数解(p,q)，然后利用上面的递推式，构造2\*2的矩阵tmp(构造如下)，用矩阵快速幂解决。

矩阵tmp构造如下：

tmp.v[0][0]=p;tmp.v[0][1]=q;tmp.v[1][0]=n\*q;tmp.v[1][1]=p;

第k个解=[p,q]\*(tmp^(k-1));

求最小正整数解(p,q)模板：

struct Pell{

LL p,q;

};

struct Node{

LL g,h;

};

Pell Getminpell(LL n)

{

Pell s[4];

Node w[4];

int a[4];

s[0].p=0; s[0].q=1;

s[1].p=1; s[1].q=0;

a[0]=(LL)floor(sqrt(n\*1.0));

a[2]=a[0];

w[1].g=0;w[1].h=1;

while(1)

{

w[2].g = -w[1].g+a[2]\*w[1].h;

w[2].h = (n-w[2].g\*w[2].g)/w[1].h;

a[3] = (LL)floor( (double)(w[2].g+a[0])/w[2].h );

s[2].p = a[2]\*s[1].p+s[0].p;

s[2].q = a[2]\*s[1].q+s[0].q;

if( (s[2].p\*s[2].p-n\*s[2].q\*s[2].q) == 1 && s[2].p>0 && s[2].q>0 )

return s[2];

w[0]=w[1];w[1]=w[2];

a[2]=a[3];

s[0]=s[1];s[1]=s[2];

}

}

void solve(LL n)

{

LL t=(LL)sqrt(n\*1.0);

if(t\*t == n)

{

printf("No answer.\n");

return ;

}

Pell ans=Getminpell(n);

printf("%I64d %I64d\n",ans.p,ans.q);

}

日期相关函数

//日期函数

char str\_mon[15][15]={"January","February","March","April","May","June","July","August","September","October","November","December"};

char str\_week[15][15]={"Sunday","Monday","Tuesday","Wednesday","Thursday","Friday","Saturday"};

int days[12]={31,28,31,30,31,30,31,31,30,31,30,31};

struct date{

int year,month,day;

};

//判闰年

inline int leap(int year)

{

return (year%4==0&&year%100!=0)||year%400==0;

}

//判合法性

inline int legal(date a)

{

if (a.month<0 || a.month>12)

return 0;

if (a.month==2)

return a.day>0 && a.day<=28+leap(a.year);

return a.day>0 && a.day<=days[a.month-1];

}

//比较日期大小

inline int datecmp(date a,date b)

{

if (a.year != b.year)

return a.year-b.year;

if (a.month != b.month)

return a.month-b.month;

return a.day-b.day;

}

//返回指定日期是星期几

int weekday(date a)

{

int tm=a.month>=3?(a.month-2):(a.month+10);

int ty=a.month>=3?a.year:(a.year-1);

return (ty+ty/4-ty/100+ty/400+(int)(2.6\*tm-0.2)+a.day)%7;

}

//日期转天数偏移

int date2int(date a)

{

int ret=a.year\*365+(a.year-1)/4-(a.year-1)/100+(a.year-1)/400,i;

days[1]+=leap(a.year);

for (i=0;i<a.month-1;ret+=days[i++]);

days[1]=28;

return ret+a.day;

}

//天数偏移转日期

date int2date(int a)

{

date ret;

ret.year=a/146097\*400;

for(a%=146097;a>=365+leap(ret.year);a-=365+leap(ret.year),ret.year++);

days[1]+=leap(ret.year);

for(ret.month=1;a>=days[ret.month-1];a-=days[ret.month-1],ret.month++);

days[1]=28;

ret.day=a+1;

return ret;

}

数学公式

1^4+2^4+3^4+4^4+……+n^4 = n(n+1)(2n+1)(3n^2+3n-1)/30

1+1/2+1/3+……+1/n=?

如果n小，则直接循环求解（或打表）

如果n大，则结果近似等于ln(n)+C,C是欧拉常数

C=0.57721566490153286060651209

素数判定

int jud(int n)

{

if(n<2) return 0;

for(int k=2;k\*k<=n;k++)

if(n%k==0)

return 0;

return 1;

}

素数筛选法

(Eratosthenes埃拉托斯特尼筛选法)

int tot,prime[N+10],f[N+10];

//高效方法，时间复杂度O(N)

void Getprime()

{

memset(f,0,sizeof(f));

tot=0;

for(int i=2;i<=N;i++)

{

if(f[i] == 0)

prime[tot++]=f[i]=i;

for(int j=0;j<tot && prime[j]<=f[i] && i\*prime[j]<=N;j++)

f[i\*prime[j]]=prime[j];

}

}

//朴素方法，时间复杂度O(NlogN)

void Getprime()

{

memset(f,0,sizeof(f));

tot=0;

for(int i=2;i\*i<=N;i++)

{

if(f[i] == 0)

{

prime[tot++]=i;

for(int j=1;j\*i<=N;j++)

f[i\*j]=1;

}

}

}

线性同余式方程

//线性同余式定理解方程 a\*x = c(mod m)

void mod\_equ(int a,int c,int m)

{

int g,x,y,x1,ans;

g=extend\_gcd(a,m,x,y);

if(c%g!=0)

return ;

x1=((c/g\*x)%m+m)%m;

for(int i=0;i<g;i++)

{

ans=x1+m/g\*i;

ans=(ans+m)%m;

printf("%d\n",ans);

}

}

质因数分解

Pro 1：分解质因数，将数n所有因子（包括重复的）存在p数组里，个数为plen

void Getfac(int n)

{

plen=0;

for(int i=0;prime[i]\*prime[i] <= n ;i++)

{

if(n%prime[i] == 0)

{

p[plen++]=prime[i];

while(n%prime[i] == 0)

n/=prime[i];

}

if(n == 1)

break;

}

if(n > 1)

p[plen++]=n;

}

Pro 2：快速获取n的所有因子（n很大）

int len\_fac,len\_tot;

LL resfac[N],fac[N],pfac[N];

//分解质因数，将数n的质因子（不包括重复的）记录在fac数组里，因子的幂记录在pfac数组里，个数为len\_fac

void Getfac(int n)

{

int s;

len\_fac=0;

for(int i=0;i<tot && prime[i]\*prime[i] <= n;i++)

{

if(n%prime[i] == 0)

{

s=0;

while(n%prime[i] == 0)

{

n/=prime[i];

s++;

}

fac[len\_fac]=prime[i];pfac[len\_fac++]=s;

}

}

if(n > 1)

{

fac[len\_fac]=n;

pfac[len\_fac++]=1;

}

}

//dfs构造数n的所有因子并记录在resfac数组里，个数为len\_tot

void dfs(int tmp,int num)

{

if(tmp == len\_fac)

{

resfac[len\_tot++]=num;

return ;

}

int tt=1;

for(int i=0;i<=pfac[tmp];i++)

{

dfs(tmp+1,num\*tt);

tt=tt\*fac[tmp];

}

}

void solve(int n)

{

Getprime();//素数筛选打印素数表

Getfac(n);

len\_tot=0;

dfs(0,1);

}

质因数分解求n个数的最小公倍数

题面：

给n个数ai，求n个数的最小公倍数s，求s%M的结果。ai,n<=10^6，M=3\*2^30+1.

#define M 3221225473ll

int n,f[N];

int p[N];

int tot,prime[NN+10],ff[NN+10];

void Getprime()

{

memset(ff,0,sizeof(ff));

tot=0;

for(int i=2;i<=NN;i++)

{

if(ff[i] == 0)

prime[tot++]=ff[i]=i;

for(int j=0;j<tot && prime[j]<=ff[i] && i\*prime[j]<=NN;j++)

ff[i\*prime[j]]=prime[j];

}

}

LL mod\_exp(LL a,LL b,LL c)

{

LL ans=1;

while(b)

{

if(b & 1)

ans=ans\*a%c;

a=a\*a%c;

b/=2;

}

return ans;

}

void fun(){

MEM(p);

for(int t=1;t<=n;t++){

for(int i=0;i<tot && prime[i]\*prime[i]<=f[t];i++){

int c=0;

while(f[t]%prime[i] == 0){

c++;

f[t]/=prime[i];

}

p[prime[i]]=max(p[prime[i]],c);

}

if(f[t] > 1){

p[f[t]]=max(1,p[f[t]]);

}

}

LL ans=1;

for(int i=1;i<=n;i++){

if(p[i]){

ans=ans\*mod\_exp(i,p[i],M)%M;

}

}

pf64(ans);

}

int main(){

Getprime();

int T;

sf(T);

while(T--){

sf(n);

fr(n) sf(f[i]);

fun();

}

return 0;

}

质因数分解求大数阶乘对p取余

//还可以求类似这样的问题：(n+1)!/(m!)

int p[M];

bool f[N];

int n,tot,len,prime[M];

//打印素数表

void fun()

{

memset(f,0,sizeof(f));

tot=0;

for(int i=2;i<=N;i++)

{

if(f[i] == 0)

prime[tot++]=f[i]=i;

for(int j=0;j<tot && prime[j]<=f[i] && i\*prime[j]<=N;j++)

f[i\*prime[j]]=prime[j];

}

}

//对某个数的阶乘分解质因数，temp为0表示数的阶乘在分子上的，为1表示在分母上

void fun2(int t,int temp)

{

int tmp,i;

for(i=0;i<tot && prime[i]<=t;i++)

{

tmp=t;

while(tmp)

{

if(temp == 0)

p[i]+=tmp/prime[i];

else

p[i]-=tmp/prime[i];

tmp/=prime[i];

}

}

len=max(len,i);

}

//快速幂取余

LL mod\_exp(LL a,LL b,LL c)

{

LL ans=1;

while(b)

{

if(b & 1)

ans=ans\*a%c;

a=a\*a%c;

b/=2;

}

return ans;

}

LL Get()

{

LL tmp,ans=1;

for(int i=0;i<len;i++)

{

tmp=mod\_exp((LL)prime[i],(LL)p[i],MOD);

ans=ans\*tmp%MOD;

}

return ans;

}

void solve()

{

len=-1;MEM(p);

fun();

fun2(n,0);

printf("%I64d\n",Get());

}

中国剩余定理

//b[]任意两个数不互质的情况，用线性同余式定理求解

int num[15],rem[15];

int Extend\_gcd(int a,int b,int &x,int &y) //扩展欧几里得算法

{

int d;

if(b==0)

{

x=1;y=0;

return a;

}

d=Extend\_gcd(b,a%b,y,x);

y-=a/b\*x;

return d;

}

//返回0的时候如果有需要特判下，p记录所有除数的最小公倍数

int Chinese\_Remainder(int n,int num[],int remain[],int &p)

{

int a,b,c,d,x,y,remain1,remain2;

a=num[0];remain1=remain[0];

for(int i=1;i<n;i++)

{

b=num[i];remain2=remain[i];c=remain2-remain1;

d=Extend\_gcd(a,b,x,y);

if(c%d)

return -1; //不整除表示无解

x=((x\*(c/d))%b+b)%b;

remain1=remain1+a\*x;

a=(a\*b)/d;

remain1=(remain1%a+a)%a;

}

p=a;

return remain1;

}

最大公约数和最小公倍数

int gcd(int a,int b){return !b?a:gcd(b,a%b);}

int lcm(int a,int b){return a/gcd(a,b)\*b;}

### 五、博弈

Crazy Nim

变形的Nim，有三堆石子，各有a,b,c个石子数，每次任意选一堆取任意数量的石子，要求取完后不能使任意两堆石子数相同，按最优策略进行，问先手是否必胜。

结论：t=(a+1)^(b+1)^(c+1)，如果t大于0，先手必胜，否则必败。

Every-SG游戏

参考贾志豪的《组合游戏略述——浅谈SG游戏的若干拓展及变形》。

Every-SG 游戏定义：

还没有结束的单一游戏，游戏者必须做出决策，规则与普通SG游戏相同。即N组SG游戏同时进行。

游戏策略：

对于单一游戏，如果能赢，则希望玩的时间越久越好；如果为输，则希望玩的时间越短越好。

所以，我们需要知道的是：单一游戏如果为赢，最长能玩多久到终止状态；如果为输，最短能玩多久到终止状态。

我们用step(v)来表示这个值，则有：

step(v)=0, v为终止状态

step(v)=max(step(u))+1, sg(v)>0 && sg(u)=0

step(v)=min(step(u))+1, sg(v)=0, u为v的后继状态.

【Every-SG定理】

先手必胜当且仅当单一游戏中最大的step为奇数。

//hdu 3595

有N个游戏同时进行，每个游戏有两堆石子，每次从个数多的堆中取走数量小的数量的整数倍的石子。不能取为输，N个游戏同时进行，每个游戏必须操作，除非游戏结束。

int f[1010][1010];

int step[1010][1010];

int sg(int a,int b)

{

if(a > b) swap(a,b);

if(f[a][b] != -1)

return f[a][b];

if(a==0 || b==0)

return step[a][b]=step[b][a]=f[a][b]=f[b][a]=0;

int mn=INF,mx=-INF;

for(int k=1;k\*a <= b;k++)

{

if(sg(a,b-k\*a) == 0)

mx=max(mx,step[a][b-k\*a]);

else

mn=min(mn,step[a][b-k\*a]);

}

if(mx != -INF)

{

step[a][b]=step[b][a]=mx+1;

return f[a][b]=f[b][a]=1;

}

step[a][b]=step[b][a]=mn+1;

return f[a][b]=f[b][a]=0;

}

int main()

{

int n,a,b;

memset(f,-1,sizeof(f));

while(sf(n)!=EOF)

{

int ans=0;

while(n--)

{

sf2(a,b);

sg(a,b);

ans=max(ans,step[a][b]);

}

if(ans&1) pfs("MM");

else pfs("GG");

}

return 0;

}

SG函数

定义：对于一个递增有界的图G(X, F)来说，SG函数式定义在X上的函数，函数值是非负整数。

g(x)的值等于x的所有后继SG函数值中没有出现过的最小非负整数。

对于递增有界的图，SG函数是唯一的、有界的。

所有的终止状态x，g(x)=0.

SG函数的几条性质：

如果x是终止状态，那么g(x)=0;

一个状态x，如果g(x)≠0，那么一定存在一个x的后继y，使得g(y)=0;

一个状态x，如果g(x)=0,那么所有x的后继y，都有g(y)≠0.

//hdu1536&1944

int s[110],f[10010];

int sg(int a,int k)

{

int mex[110];

MEM(mex);

if(f[a] != -1)

return f[a];

if(a < s[0])

return f[a]=0;

for(int i=0;i<k && a>=s[i];i++)

{

int tmp=sg(a-s[i],k);

mex[tmp]=1;

}

for(int i=0;;i++)

if(!mex[i])

return f[a]=i;

}

void solve(int k)

{

int n,ans,h;

for(int i=0;i<k;i++)

scanf("%d",&s[i]);

sort(s,s+k);

memset(f,-1,sizeof(f));

scanf("%d",&n);

ans=0;

for(int i=0;i<n;i++)

{

scanf("%d",&h);

ans=ans^sg(h,k);

}

if(!ans)

printf("No\n");

else

printf("Yes");

}

博弈搜索树

博弈搜索树：

如果后继状态中有必败态，则当期状态必胜；

如果后继状态中没有必败态，则当期状态必败。

//hdu 4155

有1到6各4张的牌堆，两个轮流取，取出来的牌累加，谁取出的牌后累加大于等于31即为输。

现已知游戏进行的前几个回合，问继续游戏，谁能获胜。

char str[32];

int p[12];

int dfs(int tmp)

{

if(tmp >= 31)

return 0;

for(int i=1;i<=6;i++)

{

if(p[i] && tmp+i <= 31)

{

p[i]--;

int t=dfs(tmp+i);

p[i]++;

if(t == 0)

return 1;

}

}

return 0;

}

int main()

{

while(sfs(str)!=EOF)

{

printf("%s",str);

pfk;

for(int i=1;i<7;i++)

p[i]=4;

int len=LEN(str);

int t=0;

fr(len){

p[str[i]-'0']--;

t=t+str[i]-'0';

}

int r=dfs(t);

if(len&1)

{

if(r == 1) pfs("B");

else pfs("A");

}

else

{

if(r == 1) pfs("A");

else pfs("B");

}

}

return 0;

}

/\*

Input:

356656

35665

3566

111126666

552525

Output:

356656 B

35665 B

3566 A

111126666 A

552525 A

\*/

取火柴游戏

取火柴的游戏

题目1：今有若干堆火柴，两人依次从中拿取，规定每次只能从一堆中取若干根，可将一堆全取走，但不可不取，最后取完者为胜，求必胜的方法。

题目2：今有若干堆火柴，两人依次从中拿取，规定每次只能从一堆中取若干根，

可将一堆全取走，但不可不取，最后取完者为负，求必胜的方法。

先解决第一个问题吧。

定义：若所有火柴数异或为0，则该状态被称为利他态，用字母T表示；否则为利己态，用S表示。

[定理1]：对于任何一个S态，总能从一堆火柴中取出若干个使之成为T态。

证明：

若有n堆火柴，每堆火柴有A(i)根火柴数，那么既然现在处于S态，c = A(1) xor A(2) xor … xor A(n) > 0;把c表示成二进制，记它的二进制数的最高位为第p位，则必然存在一个A(t),它二进制的第p位也是1。（否则，若所有的A(i)的第p位都是0，这与c的第p位就也为0矛盾）。

那么我们把x = A(t) xor c,则得到x < A(t).这是因为既然A(t)的第p位与c的第p位同为1,那么x的第p位变为0,而高于p的位并没有改变。所以x < A(t).而

A(1) xor A(2) xor … xor x xor … xor A(n)

= A(1) xor A(2) xor … xor A(t) xor c xor … xor A(n)

= A(1) xor A(2) xor… xor A(n) xor A(1) xor A(2) xor … xor A(n)

= 0

这就是说从A(t)堆中取出 A(t) – x 根火柴后状态就会从S态变为T态。证毕

[定理2]：T态，取任何一堆的若干根，都将成为S态。

证明：用反证法试试。

若

c = A(1) xor A(2) xor … xor A(i) xor … xor A(n) = 0；

c’ = A(1) xor A(2) xor … xor A(i’) xor c xor … xor A(n) = 0;

则有

c xor c’ = A(1) xor A(2) xor … xor A(i) xor … xor A(n) xor A(1) xor A(2) xor … xor A(i’) xor c xor … xor A(n) = A(i) xor A(i’) =0

进而推出A(i) = A(i’)，这与已知矛盾。所以命题得证。

[定理 3]：S态，只要方法正确，必赢。

最终胜利即由S态转变为T态，任何一个S态，只要把它变为T态，（由定理1，可以把它变成T态。）对方只能把T态转变为S态(定理2)。这样，所有S态向T态的转变都可以有己方控制，对方只能被动地实现由T态转变为S态。故S态必赢。

[定理4]：T态，只要对方法正确，必败。

由定理3易得。

接着来解决第二个问题。

定义：若一堆中仅有1根火柴，则被称为孤单堆。若大于1根，则称为充裕堆。

定义：T态中，若充裕堆的堆数大于等于2，则称为完全利他态，用T2表示；若充裕堆的堆数等于0，则称为部分利他态，用T0表示。

孤单堆的根数异或只会影响二进制的最后一位，但充裕堆会影响高位（非最后一位）。一个充裕堆，高位必有一位不为0，则所有根数异或不为0。故不会是T态。

[定理5]：S0态，即仅有奇数个孤单堆，必败。T0态必胜。

证明：

S0态，其实就是每次只能取一根。每次第奇数根都由己取，第偶数根都由对方取，所以最后一根必己取，败。同理, T0态必胜

[定理6]：S1态，只要方法正确，必胜。

证明：

若此时孤单堆堆数为奇数，把充裕堆取完；否则，取成一根。这样，就变成奇数个孤单堆，由对方取。由定理5，对方必输。己必胜。

[定理7]：S2态不可转一次变为T0态。

证明：

充裕堆数不可能一次由2变为0。得证。

[定理8]：S2态可一次转变为T2态。

证明：

由定理1，S态可转变为T态，态可一次转变为T态，又由定理6，S2态不可转一次变为T0态，所以转变的T态为T2态。

[定理9]：T2态，只能转变为S2态或S1态。

证明：

由定理2，T态必然变为S态。由于充裕堆数不可能一次由2变为0，所以此时的S态不可能为S0态。命题得证。

[定理10]：S2态，只要方法正确，必胜.

证明：

方法如下：

1）S2态，就把它变为T2态。（由定理8）

2）对方只能T2转变成S2态或S1态（定理9）

若转变为S2, 转向1）

若转变为S1, 这己必胜。（定理5）

[定理11]：T2态必输。

证明：同10。

综上所述，必输态有： T2,S0

必胜态： S2,S1,T0.

两题比较：

第一题的全过程其实如下：

S2->T2->S2->T2-> …… ->T2->S1->T0->S0->T0->……->S0->T0(全0)

第二题的全过程其实如下：

S2->T2->S2->T2-> …… ->T2->S1->S0->T0->S0->……->S0->T0(全0)

下划线表示胜利一方的取法。 是否发现了他们的惊人相似之处。

我们不难发现(见加黑部分)，S1态可以转变为S0态（第二题做法），也可以转变为

T0（第一题做法）。哪一方控制了S1态，他即可以有办法使自己得到最后一根（转变为

T0）,也可以使对方得到最后一根（转变为S0）。

所以，抢夺S1是制胜的关键！

为此，始终把T2态让给对方，将使对方处于被动状态，他早晚将把状态变为S1.

第二题也可以用SJ定理解决

【SJ定理】

对于任意一个Anti-SG游戏，如果我们规定当局面中所有的单一游戏的SG值为0时，游戏结束，则先手必胜当且仅当：

（1）游戏的SG函数不为0且游戏中某个单一游戏的SG函数大于1；

（2）游戏的SG函数为0且游戏中没有单一游戏的SG函数大于1。

void solve(int n)

{

int a,s=0,num=0;

for(int i=0;i<n;i++)

{

scanf("%d",&a);

s=s^a;

if(a > 1)

num++;

}

if(s == 0)

{

if(num == 0)

printf("Yes\n");

else

printf("No\n");

}

else

{

if(num == 0)

printf("No\n");

else

printf("Yes\n");

}

}

三类经典博弈

（一）巴什博奕（Bash Game）：只有一堆n个物品，两个人轮流从这堆物品中取物，规定每次至少取一个，最多取m个。最后取光者得胜。

显然，如果n=m+1，那么由于一次最多只能取m个，所以，无论先取者拿走多少个，后取者都能够一次拿走剩余的物品，后者取胜。因此我们发现了如何取胜的法则：如果n=（m+1）r+s，（r为任意自然数，s≤m),那么先取者要拿走s个物品，如果后取者拿走k（≤m)个，那么先取者再拿走m+1-k个，结果剩下（m+1）（r-1）个，以后保持这样的取法，那么先取者肯定获胜。总之，要保持给对手留下（m+1）的倍数，就能最后获胜。

（二）威佐夫博奕（Wythoff Game）：有两堆各若干个物品，两个人轮流从某一堆或同

时从两堆中取同样多的物品，规定每次至少取一个，多者不限，最后取光者得胜。

这种情况下是颇为复杂的。我们用（ak，bk）（ak ≤ bk ,k=0，1，2，…,n)表示

两堆物品的数量并称其为局势，如果甲面对（0，0），那么甲已经输了，这种局势我们

称为奇异局势。前几个奇异局势是：（0，0）、（1，2）、（3，5）、（4，7）、（6，

10）、（8，13）、（9，15）、（11，18）、（12，20）。

可以看出,a0=b0=0,ak是未在前面出现过的最小自然数,而 bk= ak + k，奇异局势有

如下三条性质：

1。任何自然数都包含在一个且仅有一个奇异局势中。

由于ak是未在前面出现过的最小自然数，所以有ak > ak-1 ，而 bk= ak + k > ak

-1 + k-1 = bk-1 > ak-1 。所以性质1。成立。

2。任意操作都可将奇异局势变为非奇异局势。

事实上，若只改变奇异局势（ak，bk）的某一个分量，那么另一个分量不可能在其

他奇异局势中，所以必然是非奇异局势。如果使（ak，bk）的两个分量同时减少，则由

于其差不变，且不可能是其他奇异局势的差，因此也是非奇异局势。

3。采用适当的方法，可以将非奇异局势变为奇异局势。

假设面对的局势是（a,b），若 b = a，则同时从两堆中取走 a 个物体，就变为了

奇异局势（0，0）；如果a = ak ，b > bk，那么，取走b – bk个物体，即变为奇异局

势；如果 a = ak ， b < bk ,则同时从两堆中拿走 ak – ab – ak个物体,变为奇异局

势（ ab – ak , ab – ak+ b – ak）；如果a > ak ，b= ak + k,则从第一堆中拿走多余

的数量a – ak 即可；如果a < ak ，b= ak + k,分两种情况，第一种，a=aj （j < k）

,从第二堆里面拿走 b – bj 即可；第二种，a=bj （j < k）,从第二堆里面拿走 b – a

j 即可。

从如上性质可知，两个人如果都采用正确操作，那么面对非奇异局势，先拿者必胜

；反之，则后拿者取胜。

那么任给一个局势（a，b），怎样判断呢？我们有如下公式：

ak =[k（1+√5）/2]，bk= ak + k （k=0，1，2，…,n 方括号表示取整函数)

奇妙的是其中出现了黄金分割数（1+√5）/2 = 1。618…,因此,由ak，bk组成的矩形近

似为黄金矩形，由于2/（1+√5）=（√5-1）/2，可以先求出j=[a（√5-1）/2]，若a=[

j（1+√5）/2]，那么a = aj，bj = aj + j，若不等于，那么a = aj+1，bj+1 = aj+1

+ j + 1，若都不是，那么就不是奇异局势。然后再按照上述法则进行，一定会遇到奇异

局势。

（三）尼姆博奕（Nimm Game）：有三堆各若干个物品，两个人轮流从某一堆取任意多的物品，规定每次至少取一个，多者不限，最后取光者得胜。

这种情况最有意思，它与二进制有密切关系，我们用（a，b，c）表示某种局势，首先（0，0，0）显然是奇异局势，无论谁面对奇异局势，都必然失败。第二种奇异局势是（0，n，n），只要与对手拿走一样多的物品，最后都将导致（0，0，0）。仔细分析一下，（1，2，3）也是奇异局势，无论对手如何拿，接下来都可以变为（0，n，n）的情形。

计算机算法里面有一种叫做按位模2加，也叫做异或的运算，我们用符号（+）表示

这种运算。这种运算和一般加法不同的一点是1+1=0。

任何奇异局势（a，b，c）都有a（+）b（+）c =0。

如果我们面对的是一个非奇异局势（a，b，c），要如何变为奇异局势呢？假设 a < b

< c,我们只要将 c 变为 a（+）b,即可,因为有如下的运算结果: a（+）b（+）(a（+）

b)=(a（+）a)（+）(b（+）b)=0（+）0=0。要将c 变为a（+）b，只要从 c中减去 c-（

a（+）b）即可。

### 六、字符串

KMP

/\*

\* 输入主串和模式串，如果模式串在主串中匹配，则返回模式串在主串中的首位置，否则输出No

\*/

#define N 10001

char s1[N],s2[N];//s1为主串，s2为模式串

int next[N];

void getnext(int next[],char s[])

{

int len,i=0,j=-1;

next[0]=-1;

len=(int)strlen(s);

while(i<len)

{

if(j==-1 || s[i]==s[j])

{

i++;j++;

if(s[i] != s[j])//优化

next[i]=j;

else

next[i]=next[j];

}

else

j=next[j];

}

}

int KMP(char s1[],char s2[],int next[])

{

//返回模式串在主串中出现的首位置

int i,j,len1,len2;

i=0;j=0;

len1=(int)strlen(s1);

len2=(int)strlen(s2);

while(i<len1 && j<len2)

{

if(j<0||s1[i]==s2[j])

{

i++;j++;

}

else

j=next[j];

}

if(j==len2)

return i-j;

return 0;

}

int KMP(char s1[],char s2[],int next[])

{

//返回最长相同的主串后缀和模式串前缀

int i,j,len1,len2;

i=0;j=0;

len1=(int)strlen(s1);

len2=(int)strlen(s2);

while(i<len1)

{

if(j<0 || s1[i]==s2[j])

{

i++;j++;

}

else

j=next[j];

}

return j;

}

int main()

{

int ans;

while(scanf("%s %s",s1,s2)!=EOF)

{

getnext(next,s2);

ans=KMP(s1,s2,next);

if(ans!=0)

printf("%d\n",ans+1);

else

printf("No!\n");

}

return 0;

}

AC自动机

//hdu 2222

const int N=55;

const int M=1000010;

#define BASE 'a'

char key[N],str[M];

const int kind = 26;

struct node

{

node \*fail; //失败指针

node \*next[kind]; //Tire每个节点的26个子节点（最多26个字母）

int num; //是否为该单词的最后一个节点

node()

{ //构造函数初始化

fail = NULL;

num = 0;

for(int i=0;i<kind;i++)

next[i]=NULL;

}

}\*q[500001],\*root; //队列，方便用于bfs构造失败指针

void insert(char \*str, node \*root)

{

node \*p = root;

int i = 0, index;

while (str[i])

{

index = str[i] - BASE;

if (p->next[index] == NULL)

p->next[index] = new node();

p = p->next[index];

i++;

}

p->num++;

}

void build\_ac\_automation(node \*root)

{

int i;

int head, tail; //队列的头尾指针

head = tail = 0;

root->fail = NULL;

q[head++] = root;

while (head != tail)

{

node \*temp = q[tail++];

node \*p = NULL;

for (i = 0; i < kind; i++)

{

if (temp->next[i] != NULL)

{

p = temp->fail;

while (p != NULL && p->next[i] == NULL)

p = p->fail;

if (p == NULL)

temp->next[i]->fail = root;

else

temp->next[i]->fail = p->next[i];

q[head++] = temp->next[i];

}

}

}

}

int query(node \*root, char\* str)

{

int i = 0, cnt = 0, index;

node \*p = root;

while (str[i])

{

index = str[i] - BASE;

while (p->next[index] == NULL && p != root)

p = p->fail;

p = p->next[index];

p = (p == NULL) ? root : p;

node \*temp = p;

while (temp != root && temp->num != -1)

{

cnt += temp->num;

temp->num = -1;//若每个单词可以匹配多次则去掉

temp = temp->fail;

}

i++;

}

return cnt;

}

int main()

{

int T,n;

scanf("%d",&T);

while(T--)

{

scanf("%d",&n);

//node \*root;

root=new node();

while(n--)

{

scanf("%s",key);

insert(key,root);

}

scanf("%s",str);

build\_ac\_automation(root);

printf("%d\n",query(root,str));

}

return 0;

}

Manacher算法求字符串

最长回文子串

时间复杂度为O(n)

#define N 110010

char s[N\*2],str[N\*2];

int n,p[N\*2];

//将字符串如“abab”处理成新的字符串“$#a#b#a#b#”

void fun()

{

int len=(int)strlen(s);

str[0]='$';str[1]='#';

n=2;

for(int i=0;i<len;i++)

{

str[n++]=s[i];

str[n++]='#';

}

str[n]='\0';

}

void Manacher()

{

int i,id,mx=0;

for(i=1;i<n;i++)

{

if(mx > i)

p[i]=min(p[2\*id-i],p[id]+id-i);

else

p[i]=1;

for(;str[i+p[i]] == str[i-p[i]];p[i]++)

;

if(p[i]+i > mx)

{

mx=p[i]+i;

id=i;

}

}

}

void work()

{

int ans=-1;

for(int i=1;i<n;i++)

ans=max(ans,p[i]);

printf("%d\n",ans-1);

}

int main()

{

while(scanf("%s",s)!=EOF)

{

fun();

Manacher();

work();

}

return 0;

}

Trie树求字符串所有不相同子串

#define N 1000010

char s[N],temp[N];

int nodeNum;

const int childNum=26,base='a';

struct TrieNode{

struct TrieNode \*child[childNum];

};

void init(TrieNode \*p)

{

for(int i=0;i<childNum;i++)

p->child[i]=NULL;

}

void destroy(TrieNode \*p)

{

if(p!=NULL)

{

for(int i=0;i<childNum;i++)

{

if(p->child[i]!=NULL)

destroy(p->child[i]);

}

}

delete p;

}

void Insert(TrieNode \*root,char \*s)

{

TrieNode \*p=root;

int len=(int)strlen(s);

for(int i=0;i<len;i++)

{

if(p->child[s[i]-base]==NULL)

{

p->child[s[i]-base]=new TrieNode();

init(p->child[s[i]-base]);

nodeNum++;

}

p=p->child[s[i]-base];

}

}

int main()

{

int len;

TrieNode \*root;

while(scanf("%s",s)!=EOF)

{

len=(int)strlen(s);

root=new TrieNode;

init(root);

nodeNum=0;

while(len--)

{

strcpy(temp,&s[len]);

Insert(root,temp);

}

printf("%d\n",nodeNum);

destroy(root);

}

return 0;

}

后缀数组

后缀数组是将所有后缀子串按从小到大顺序排列。

关于后缀数组的三个数组：sa[i]，ranks[i]，height[i]。

sa[i]表示排第i的后缀首字母在原字符串中位置sa[i]；

rank[i]表示首字母在原字符串中位置为i的后缀排第rank[i]（与sa[i]相对），第一的rank[]值为1，不为0；

height[i]表示排第i的后缀与前一个后缀的最长公共前缀长度，height[]从1开始有值，[1,n)。

求后缀数组常见有两种算法，倍增算法(O(nlogn)); DC3算法(O(n)).

char s[N];

int n, sa[4\*N], rank[N], height[N];

int buf[4\*N], ct[N], sx[N], sax[N];

inline bool leq(int a, int b, int x, int y)

{

return (a < x || a == x && b <= y);

}

inline bool leq(int a, int b, int c, int x, int y, int z)

{

return (a < x || a == x && leq(b, c, y, z));

}

inline int geti(int t, int nx, int sa[])

{

return (sa[t]<nx ? sa[t]\*3+1 : (sa[t]-nx)\*3+2);

}

static void radix(int a[], int b[], int s[], int n, int k)

{

int i, t, sum;

memset(ct, 0, (k + 1) \* sizeof(int));

for (i = 0; i < n; ++i) ct[s[a[i]]]++;

for (i = 0, sum = 0; i <= k; ++i)

{

t = ct[i]; ct[i] = sum; sum += t;

}

for (i = 0; i < n; i++) b[ct[s[a[i]]]++] = a[i];

}

void suffix(int s[], int sa[], int n, int k)

{

int i, j, e, p, t;

int name = 0, cx = -1, cy = -1, cz = -1;

int nx = (n+2)/3, ny = (n+1)/3, nz = n/3, nxz = nx+nz;

int \*syz = s + n + 3, \*sayz = sa + n + 3;

for (i=0, j=0; i < n + (nx - ny); i++)

if (i%3 != 0) syz[j++] = i;

radix(syz , sayz, s+2, nxz, k);

radix(sayz, syz , s+1, nxz, k);

radix(syz , sayz, s , nxz, k);

for (i = 0; i < nxz; i++)

{

if (s[ sayz[i] ] != cx || s[ sayz[i] + 1 ] != cy ||s[ sayz[i] + 2 ] != cz)

{

name++; cx = s[ sayz[i] ];

cy = s[ sayz[i] + 1 ]; cz = s[ sayz[i] + 2 ];

}

if (sayz[i] % 3 == 1) syz[ sayz[i] / 3 ] = name;

else syz[ sayz[i]/3 + nx ] = name;

}

if (name < nxz)

{

suffix(syz, sayz, nxz, name);

for (i = 0; i < nxz; i++) syz[sayz[i]] = i + 1;

}

else

{

for (i = 0; i < nxz; i++) sayz[syz[i] - 1] = i;

}

for (i = j = 0; i < nxz; i++)

if (sayz[i] < nx) sx[j++] = 3 \* sayz[i];

radix(sx, sax, s, nx, k);

for (p=0, t=nx-ny, e=0; e < n; e++)

{

i = geti(t, nx, sayz); j = sax[p];

if ( sayz[t] < nx ?leq(s[i], syz[sayz[t]+nx], s[j], syz[j/3]) :

leq(s[i], s[i+1], syz[sayz[t]-nx+1],

s[j], s[j+1], syz[j/3+nx]) )

{

sa[e] = i;

if (++t == nxz)

{

for (e++; p < nx; p++, e++)

sa[e] = sax[p];

}

}

else

{

sa[e] = j;

if (++p == nx) for (++e; t < nxz; ++t, ++e)

sa[e] = geti(t, nx, sayz);

}

}

}

void makesa()

{

memset(buf, 0, 4 \* n \* sizeof(int));

memset(sa, 0, 4 \* n \* sizeof(int));

for (int i=0; i<n; ++i) buf[i] = s[i] & 0xff;

suffix(buf, sa, n, 255);

}

void lcp()

{

int i, j, k;

for (j = rank[height[i=k=0]=0]; i < n - 1; i++, k++)

while (k >= 0 && s[i] != s[ sa[j-1] + k ])

height[j] = (k--), j = rank[ sa[j] + 1 ];

}

void Rank()

{

for(int i=1;i<n;i++)

rank[sa[i]]=i;

}

int main()

{

while(scanf("%s",s)!=EOF)

{

n=(int)strlen(s)+1;

makesa();

Rank();

lcp();

//……

}

return 0;

}

后缀自动机

//hdu 4622 多次询问一个字符串的某个子串的所有不相同子串

#define N 2010

int F[N\*2],ant,last,ch[N\*2][26],step[N\*2];

void init()

{

last=ant=1;

memset(F,0,sizeof(F));

memset(ch,0,sizeof(ch));

memset(step,0,sizeof(step));

}

void ins(int x)

{

int t=++ant,pa=last;

step[t]=step[last]+1;last=t;

for(;pa&&!ch[pa][x];pa=F[pa])

ch[pa][x]=t;

if(pa==0)

F[t]=1;

else if(step[pa]+1==step[ch[pa][x]])

F[t]=ch[pa][x];

else

{

int nq=++ant,q=ch[pa][x];

memcpy(ch[nq],ch[q],sizeof(ch[nq]));

step[nq]=step[pa]+1;F[nq]=F[q];F[q]=F[t]=nq;

for(;pa&&ch[pa][x]==q;pa=F[pa])

ch[pa][x]=nq;

}

}

//以上为后缀自动机的部分

char s[N];

int ans[10100];

vector<pair<int,int> > Q[N];

void run(int p)

{

int i,t,j,tt;

init();

sort(Q[p].begin(),Q[p].end());

for(i=0,t=p-1;i<(int)Q[p].size();i++)

{

if(i&&Q[p][i].first==t)

{

ans[Q[p][i].second]=tt;

continue;

}

while(t<Q[p][i].first)

{

ins(s[t]-'a');

t++;

}

for(tt=0,j=ant;j>0;j--)

tt+=step[j]-step[F[j]];

ans[Q[p][i].second]=tt;

}

}

int main()

{

int cas,n,i,a,b,m;

scanf("%d",&cas);

while(cas--)

{

scanf("%s",s);

m=(int)strlen(s);

for(i=1;i<=m;i++)

Q[i].clear();

scanf("%d",&n);

for(i=1;i<=n;i++)

{

scanf("%d%d",&a,&b);

Q[a].push\_back(make\_pair(b,i));

}

for(i=1;i<=m;i++)

if(Q[i].size())

run(i);

for(i=1;i<=n;i++)

printf("%d\n",ans[i]);

}

return 0;

}

扩展KMP

/\*

\* 扩展KMP算法

\*/

//next[i]:x[i...m-1]与x[0...m-1]的最长公共前缀

//extend[i]:y[i...n-1]与x[0...m-1]的最长公共前缀

void pre\_EKMP(char x[],int m,int next[])

{

next[0]=m;

int j=0;

while(j+1 < m && x[j] == x[j+1])

j++;

next[1]=j;

int k=1;

for(int i=2;i<m;i++)

{

int p=next[k]+k-1;

int L=next[i-k];

if(i+L < p+1)

next[i]=L;

else

{

j=max(0,p-i+1);

while(i+j < m && x[i+j] == x[j])

j++;

next[i]=j;

k=i;

}

}

}

//x是模式串，y是主串

void EKMP(char x[],int m,char y[],int n,int next[],int extend[])

{

pre\_EKMP(x,m,next);

int j=0;

while(j < n && j < m && x[j] == y[j])

j++;

extend[0]=j;

int k=0;

for(int i=1;i < n;i++)

{

int p=extend[k]+k-1;

int L=next[i-k];

if(i+L < p+1)

extend[i]=L;

else

{

j=max(0,p-i+1);

while(i+j < n && j < m && y[i+j] == x[j])

j++;

extend[i]=j;

k=i;

}

}

}

//hdu4333

//题意：给定一个数(最大10^100000)，依次把最后一位数放到最前面，构成一个新的数，求有多少个数大于、小于和等于原来的数

//题解：先把原来数扩充一倍，然后根据扩展KMP比较(比较扩展KMP的下一位即可)。

//最后需要去重，只有原来的串有循环节的时候才会有重复串，用KMP的next数组求出最小循环节，用长度除以最小循环节得到循环节个数

char x[N\*2],y[N\*2];

int next[N\*2],extend[N\*2];

void pre\_EKMP(char x[],int m,int next[])

{

next[0]=m;

int j=0;

while(j+1 < m && x[j] == x[j+1])

j++;

next[1]=j;

int k=1;

for(int i=2;i<m;i++)

{

int p=next[k]+k-1;

int L=next[i-k];

if(i+L < p+1)

next[i]=L;

else

{

j=max(0,p-i+1);

while(i+j < m && x[i+j] == x[j])

j++;

next[i]=j;

k=i;

}

}

}

void EKMP(char x[],int m,char y[],int n,int next[],int extend[])

{

pre\_EKMP(x,m,next);

int j=0;

while(j < n && j < m && x[j] == y[j])

j++;

extend[0]=j;

int k=0;

for(int i=1;i < n;i++)

{

int p=extend[k]+k-1;

int L=next[i-k];

if(i+L < p+1)

extend[i]=L;

else

{

j=max(0,p-i+1);

while(i+j < n && j < m && y[i+j] == x[j])

j++;

extend[i]=j;

k=i;

}

}

}

void kmp\_pre(char x[],int len) {

int i, j;

j = next[0] = -1;

i = 0;

while (i < len) {

while (-1 != j && x[i] != x[j])

j = next[j];

next[++i] = ++j;

}

}

int main()

{

int T,cas=1;

sf(T);

while(T--)

{

printf("Case %d: ",cas++);

sfs(x);

int m=LEN(x);

int n=m\*2;

strcpy(y,x);

strcat(y,x);

EKMP(x,m,y,n,next,extend);

int s1=0,s2=0,s3=0;

for(int i=0;i<m;i++)

{

if(extend[i] >= m)

s2++;

else if(y[i+extend[i]] < x[extend[i]])

s1++;

else

s3++;

}

kmp\_pre(x,m);

int tmp=m%(m-next[m])==0?m/(m-next[m]):1; //去重

printf("%d %d %d\n",s1/tmp,s2/tmp,s3/tmp);

}

return 0;

}

### 七、图论

tarjan求带重边无向图的割边

//N->边数，M->点数

const int N=100010;

const int M=10010;

struct edge {

int e,next,id;

int sign;

}ed[N];

int head[M],num;

int dfn[M],low[M],brg[N];

int brgnum,top,dp;

int n,m;

void add(int s,int e,int id)

{

ed[num].e=e;

ed[num].id=id;

ed[num].next=head[s];

ed[num].sign=0;

head[s]=num++;

}

void init()

{

memset(head,-1,sizeof(head));

num=0;

brgnum=0;

MEM(dfn);

MEM(low);

MEM(brg);

top=dp=0;

}

void tarjan(int now,int fa)

{

dfn[now]=low[now]=++dp;

for(int i=head[now];~i;i=ed[i].next)

{

int e=ed[i].e;

if(ed[i].sign) continue;

ed[i].sign=ed[i^1].sign=1;

if(!dfn[e])

{

tarjan(e,now);

low[now]=min(low[now],low[e]);

if(dfn[now] < low[e])

brg[brgnum++]=ed[i].id;

}

else

low[now]=min(low[now],dfn[e]);

}

}

void solve()

{

for(int i=1;i<=n;i++)

{

top=dp=0;

if(!dfn[i])

tarjan(i,-1);

}

sort(brg,brg+brgnum);

pf(brgnum);

for(int i=0;i<brgnum;i++)

{

if(i) pfk;

printf("%d",brg[i]);

}

pfn;

}

int main()

{

while(sf2(n,m)!=EOF)

{

init();

for(int i=1;i<=m;i++)

{

int a,b;

sf2(a,b);

add(a,b,i);

add(b,a,i);

}

solve();

}

return 0;

}

并查集

#define N 10010

int f[N];

//结点标号从1到n，若有不同自行改正

void init(int n)

{

for(int i=1;i<=n;i++)

f[i]=i;

}

int Find(int a)

{

if(a != f[a])

f[a]=Find(f[a]);

return f[a];

}

void Merge(int x,int y)

{

int fx,fy;

fx=Find(x);

fy=Find(y);

if(fx != fy)

f[fx]=fy;

}

int main()

{

int n,m,a,b,i,res;

while(scanf("%d%d",&n,&m)!=EOF)

{

init(n);

while(m--)

{

scanf("%d%d",&a,&b);

Merge(a,b);

}

for(res=0,i=1;i<=n;i++)

if(i == f[i])

res++;

printf("%d\n",res);

}

return 0;

}

最大团

问题描述：团就是最大完全子图。

给定无向图G=(V,E)。如果U属于V，且对任意u，v属于U，有(u，v)属于E，则称U是G的完全子图。

G 的完全子图U是G的团当且仅当U不包含在G的更大的完全子图中，即U就是最大完全子图。

G 的最大团是指G中所含顶点数最多的团。

//dp[i]:从i到n-1的最大的团

//mx最后的结果

//stk[i][j]:第i层中与之相连的第j大的标号

//g[][]是邻接矩阵

//res=cilque(n);

int g[N][N],dp[N],stk[N][N],mx;

//总共有n个数,dep代表当前的层数,ns代表于当前层相连的并且比ns大的标号的个数

int dfs(int n,int ns,int dep)

{

if(ns == 0)

{

if(dep > mx)

mx=dep;

return 1;

}

int k,p,cnt;

for(int i=0;i<ns;i++)

{

k=stk[dep][i];//与之相连的第i个点

if(dep+n-k <= mx)//当前层数+第k层下边的<=mx,则不再搜索

return 0;

if(dep+dp[k] <= mx)//当前层数+dp的最大的<=mx,不再搜索

return 0;

cnt=0;

for(int j=i+1;j<ns;j++)

{

p=stk[dep][j];//i后边的某个点

if(g[k][p])//如果i和j相连

stk[dep+1][cnt++]=p;//如果没有与之相连的,则cnt为0

}

dfs(n,cnt,dep+1);

}

return 1;

}

int clique(int n)

{

int ns;

mx=0;

//dp用的,vertex: 0 ~ n-1

for(int i=n-1;i>=0;i--)

{

ns=0;

for(int j=i+1;j<n;j++)

if(g[i][j])

stk[1][ns++]=j;

dfs(n,ns,1);

dp[i]=mx;

}

return mx;

}

最小生成树

点少选择Prim算法O(n^2)，边少选择kruskal算法O(eloge)

//Prim算法

#define N 1020

#define M 0x3fffffff

int n,f[N][N];

int lowcost[N];

bool vis[N];

int MST\_Prim()

{

//设0为起点

int i,j,sum,minnum,sign;

sum=0;

for(i=0;i<n;i++)

lowcost[i]=f[0][i];

memset(vis,false,sizeof(vis));

vis[0]=true;

for(i=1;i<n;i++)

{

minnum=M;

for(j=0;j<n;j++)

if(!vis[j] && lowcost[j]<minnum)

{

sign=j;

minnum=lowcost[j];

}

if(minnum==M)

break;

sum+=minnum;

vis[sign]=true;

for(j=0;j<n;j++)

if(!vis[j] && f[sign][j]<lowcost[j])

lowcost[j]=f[sign][j];

}

return sum;

}

//kruskal算法

#define N 10020

#define M 0x3fffffff

struct Node{

int s,e,v;

}node[N];

int f[N];

bool cmp(Node a,Node b)

{

if(a.v < b.v)

return true;

return false;

}

int Find(int a)

{

if(a != f[a])

f[a]=Find(f[a]);

return f[a];

}

//n个点，m条边

int kruskal(int n,int m)

{

int fx,fy,sum=0;

for(int i=0;i<=n;i++)

f[i]=i;

sort(node,node+m,cmp);

for(int i=0;i<m;i++)

{

fx=Find(node[i].s);

fy=Find(node[i].e);

if(fx != fy)

{

sum+=node[i].v;

f[fx]=f[fy];

}

}

return sum;

}

最短路-Dijkstra

const int maxnum = 110;

const int maxint = 999999;

int dist[maxnum];

int c[maxnum][maxnum];

int n, line;

void Dijkstra(int v)

{

int i,j,tmp,u;

bool s[maxnum];

for(i=1; i<=n; ++i)

{

dist[i] = c[v][i];

s[i] = 0;

}

dist[v] = 0;

s[v] = 1;

for(i=1; i<=n; ++i)

{

tmp = maxint;

u = v;

for(j=1; j<=n; ++j)

if((!s[j]) && dist[j]<tmp)

{

u = j;

tmp = dist[j];

}

if(tmp==maxint)

return ;

s[u] = 1;

for(j=1; j<=n; ++j)

if((!s[j]) && dist[u] + c[u][j] < dist[j])

dist[j]=dist[u] + c[u][j];

}

}

int main()

{

int p, q, len,i,j;

while(scanf("%d%d",&n,&line))

{

if(n==0 && line==0)

break;

for(i=1; i<=n; ++i)

for(j=1; j<=n; ++j)

c[i][j] = maxint;

while(line--)

{

scanf("%d%d%d",&p,&q,&len);

if(len < c[p][q])

{

c[p][q] = len;

c[q][p] = len;

}

}

for(i=1; i<=n; ++i)

dist[i] = maxint;

Dijkstra(1);

printf("%d\n",dist[n]);

}

return 0;

}

最短路-Bellman-Ford

const int N = 205;

const int M = 20005;

const int MAX = 1000000000;

int dis[N];

struct edge

{

int u;

int v;

int w;

}e[M];

void init(int vs, int s)

{

for (int i=1; i<=vs; ++i)

dis[i] = MAX;

dis[s] = 0;

return ;

}

bool relax(int u, int v, int w)

{

if (dis[v] > dis[u] + w)

{

dis[v] = dis[u] + w;

return true;

}

return false;

}

void bellmanFord(int es, int vs, int s)

{

//es表示边数，vs表示点数，s表示起点

init(vs, s);

int flag;

for (int i=1; i<vs; ++i)

{

flag=false;

for (int j=0; j<es; ++j)

if(relax(e[j].u, e[j].v, e[j].w))

flag=true;

if(!flag)

return ;

}

}

int main()

{

int n, m;

while (scanf("%d%d", &n, &m), n+m)

{

for (int i=0; i<m; ++i)

{

scanf ("%d%d%d", &e[i].u, &e[i].v, &e[i].w);

e[m+i].u = e[i].v;

e[m+i].v = e[i].u;

e[m+i].w = e[i].w;

}

bellmanFord(m<<1, n, 1);

printf ("%d\n", dis[n]);

}

return 0;

}

最短路-Floyed

#define inf 0x3f3f3f3f

int n,m,p,q;

int f[110][110];

void floyed()

{

int i,j,k;

for(k=1;k<=n;k++)

{

for(i=1;i<=n;i++)

{

for(j=1;j<=n;j++)

{

if(f[i][k]+f[k][j]<f[i][j])

f[i][j]=f[i][k]+f[k][j];

}

}

}

if(f[1][n]==inf)

printf("0\n");

else

printf("%d\n",f[1][n]);

}

int main()

{

int i,a,b,c;

while(scanf("%d%d",&n,&m)!=EOF)

{

if(n==0 && m==0)

break;

for(p=1;p<=n;p++)

{

for(q=1;q<=n;q++)

f[p][q]=inf;

}

for(i=1;i<=m;i++)

{

scanf("%d%d%d",&a,&b,&c);

f[a][b]=c;

f[b][a]=c;

}

floyed();

}

return 0;

}

最短路-SPFA

#define MAX 999999999

#define N 1010

int dis[N],n,m;

int edge[N][N];

bool vis[N];

void SPFA(int s)

{

int i,u;

memset(vis,false,sizeof(vis));

for(i=1;i<=n;i++)

dis[i]=MAX;

queue<int>Q;

Q.push(s);

vis[s]=true;

dis[s]=0;

while(!Q.empty())

{

u=Q.front();

Q.pop();

vis[u]=false;

for(i=1;i<=n;i++)

{

if(dis[i]>dis[u]+edge[u][i])

{

dis[i]=dis[u]+edge[u][i];

if(!vis[i])

{

vis[i]=true;

Q.push(i);

}

}

}

}

}

int main()

{

int i,j,a,b,c;

while(scanf("%d%d",&n,&m)!=EOF&&(n||m))

{

for(i=0;i<=N;i++){

for(j=0;j<=i;j++)

{

edge[i][j]=MAX;

edge[j][i]=MAX;

}

}

for(i=0;i<m;i++)

{

scanf("%d %d %d",&a,&b,&c);

if(edge[a][b]>c)

{

edge[a][b]=c;

edge[b][a]=c;

}

}

SPFA(1);

printf("%d\n",dis[n]);

}

return 0;

}

欧拉回路

struct Edge{

int fro,to,next,val;

}edge[N];

int n,tot,res;

int path[N],vis[N],head[N];

//head数组记录一个点对应多个点的边信息，类似vector

void add(int fro,int to,int val)

{

edge[tot].val=val;

edge[tot].fro=fro;

edge[tot].to=to;

edge[tot].next=head[fro];

head[fro]=tot++;

}

void dfs(int t)

{

for(int i=head[t];i!=-1;i=edge[i].next)

if(!vis[edge[i].val])

{

vis[edge[i].val]=1;

dfs(edge[i].to);

path[res++]=edge[i].val; //这里path记录边的权值

}

}

void solve()

{

tot=0;res=0;

memset(head,-1,sizeof(head));

for(int i=0;i<n;i++)

{

scanf("%d%d%d",&a,&b,&c);

add(a,b,c);

}

MEM(vis);

dfs(0);

for(int i=res-1;i>=0;i--) //倒序输出

printf("%d",path[i]);

printf("\n");

}

拓扑排序

定义：

有n个变量，m个二元组（u,v），分别表示变量u小于v，求最后的排序结果。（当然这里二元组的关系可以有多种解释，有时候可以理解为先后顺序，即一个大任务分解成若干个小任务，必须先完成一些小任务后才能完成一个任务）

分析：

把每个变量看成一个点，二元组的关系看成有向边，这样就能得到一个有向图。这样，我们的任务实际上是把一个图的所有结点排序，使得每一个有向边(u,v)对应的u都排在v的前面。当然图中不可以出现环。

实现方法：

1、选择有向图中一个没有前驱的结点并输出，即该结点的入度为1

2、在有向图中删除该点，即删除该点出发的所有边

3、重复上述两步，直到输出所有点

//hdu1285 有n个队伍比赛，m条比赛结果，即a赢b，求最后的排名。

#define N 520

int n,g[N][N];

int ru[N],vis[N],res[N];

//res记录排序后的结果,ru数组记录各个点的入度之和，vis数组记录该点是否被访问

void Top\_sort()

{

int i,j,k;

memset(ru,0,sizeof(ru));

memset(vis,0,sizeof(vis));

for(i=1;i<=n;i++)

for(j=1;j<=n;j++)

if(g[i][j]==1)

ru[j]++;

for(i=1;i<=n;i++)

{

for(j=1;j<=n;j++)

{

if(!vis[j] && ru[j]==0)

{

res[i]=j;

vis[j]=1;

//更新，把从j出发的边去掉，即相应的入度减一

for(k=1;k<=n;k++)

if(g[j][k]==1)

ru[k]--;

break;

}

}

// if(j-1 == n) //如果成立则表示有环存在，看题目要求处理

// return ;

}

for(i=1;i<=n;i++)

{

if(i!=1)

printf(" ");

printf("%d",res[i]);

}

printf("\n");

}

int main()

{

int m,a,b;

while(scanf("%d%d",&n,&m)!=EOF)

{

memset(g,0,sizeof(g));

while(m--)

{

scanf("%d%d",&a,&b);

g[a][b]=1;

}

Top\_sort();

}

return 0;

}

### 八、网络流

二分图最大匹配-匈牙利算法

//n表示左边集合元素个数，m表示右边集合元素个数

int n, m, mat[N];

bool vis[N],f[N][N];

bool dfs(int k)

{

int t;

for (int i=0;i<m;i++)

{

if (f[k][i] && !vis[i])

{

vis[i]=true;

t=mat[i];

mat[i]=k;

if (t==-1 || dfs(t))

return true;

mat[i]=t;

}

}

return false;

}

int hungary()

{

memset(mat,-1,sizeof(mat));

int ans=0;

for (int i=0;i<n;i++)

{

memset(vis,false,sizeof(vis));

if (dfs(i))

ans++;

}

return ans;

}

完备匹配下最大权匹配-KM算法

KM算法求的是完备匹配下的最大权匹配： 在一个二分图内，左顶点为X，右顶点为Y，现对于每组左右连接XiYj有权wij，求一种匹配使得所有wij的和最大。

/\*

\* 初始化：w[x][y]为邻接矩阵。不存在的边赋值为-INF

\* 调用：KM(n,m,ans)n,m分别为x,y集合中的点数，n必须小于等于m。res为回传结果。

\* 返回：false表示无完备匹配，true表示有完备匹配，且最佳匹配值为res

\*/

int w[N][N];

int lx[N], ly[N];

int linky[N];

int visx[N], visy[N];

int lack;

int m, n;

bool find(int x, int n, int m)

{

visx[x] = true;

for (int y = 0; y < m; y++)

{

if (visy[y])

continue;

int t = lx[x] + ly[y] - w[x][y];

if (t > 0)

{

lack = min(lack, t);

continue;

}

visy[y] = true;

if (linky[y] == -1 || find(linky[y], n, m))

{

linky[y] = x;

return true;

}

}

return false;

}

bool KM(int n, int m, int &res)

{

memset(linky, -1, sizeof(linky));

memset(lx, 0, sizeof(lx));

memset(ly, 0, sizeof(ly));

for (int i = 0; i < n; i++)

for (int j = 0; j < m; j++)

if (w[i][j] > lx[i])

lx[i] = w[i][j]; //初始化顶标

for (int x = 0; x < n; x++)

{

while (true)

{

memset(visx, 0, sizeof(visx));

memset(visy, 0, sizeof(visy));

lack = INF;

if (find(x, n, m))

break;

for (int i = 0; i < n; i++)

if (visx[i])

lx[i] -= lack;

for (int i = 0; i < m; i++)

if (visy[i])

ly[i] += lack;

}

}

res = 0;

for (int i = 0; i < m; i++)

{

// if (w[linky[i]][i] <= -INF)

// return false;

if(linky[i] != -1)

res += w[linky[i]][i];

}

return true;

}

稳定婚姻问题

【稳定婚姻问题】

问题来自于一场“3分钟相亲”活动，参加活动的有n位男士和n位女士。要求每位男士都要和所有的女士进行短暂的单独交流，并为她们打分，然后按照喜欢程度，对每一位女士进行排序；同样的，每位女士也要对所有男士进行打分和排序。

作为活动的组织者，当你拿到这些数据后，该如何为男，女士们配对，才能使大家皆大欢喜，组成稳定的婚姻呢？即：满足“除妻子（丈夫）外，我爱的人不爱我，爱我的人我不爱”条件。

1962 年，美国数学家 David Gale 和 Lloyd Shapley 发明了一种寻找稳定婚姻的策略，人们称之为延迟认可算法（Gale-Shapley算法）。

先对所有男士进行落选标记，称其为自由男。当存在自由男时，进行以下操作：

① 每一位自由男在所有尚未拒绝她的女士中选择一位被他排名最优先的女士；

② 每一位女士将正在追求她的自由男与其当前男友进行比较，选择其中排名优先的男士作为其男友，即若自由男优于当前男友，则抛弃前男友；否则保留其男友，拒绝自由男。

③ 若某男士被其女友抛弃，重新变成自由男。

在算法执行期间，自由男们主动出击，依次对最喜欢和次喜欢的女人求爱，一旦被接受，即失去自由身，进入订婚状态；而女人们则采取“守株待兔”和“喜新厌旧”策略，对前来求爱的男士进行选择：若该男子比未婚夫强，则悔婚，选择新的未婚夫；否则拒绝该男子的求婚。被女友抛弃的男人重获自由身，重新拥有了追求女人的权利——当然，新的追求对象比不过前女友。

这样，在算法执行期间，每个人都有可能订婚多次——也有可能一开始就找到了自己的最爱，从一而终——每订一次婚，女人们的选择就会更有利，而男人们的品味则越来越差。只要男女生的数量相等，则经过多轮求婚，订婚，悔婚和再订婚之后，每位男女最终都会找到合适的伴侣——虽然不一定是自己的最爱（男人没能追到自己的最爱，或女人没有等到自己的最爱来追求），但绝对不会出现“虽然彼此相爱，却不能在一起”的悲剧，所有人都会组成稳定的婚姻。

代码如下：

int libMan[N][N],libLady[N][N+1]; //男士和女士所喜欢的异性序号排列表

int n,man[N+1],lady[N];

bool ChangeFriend(int v,int oldF,int newF) //判断是否需要换男友

{

for(int i=0;i<=n;i++)

{

if(libLady[v][i] == oldF)

{

oldF=i;

break;

}

}

for(int i=0;i<=n;i++)

{

if(libLady[v][i] == newF)

{

newF=i;

break;

}

}

return oldF > newF;

}

void Gale\_Shapley()

{

memset(man,0,sizeof(man));

for(int i=0;i<n;i++)

lady[i]=n;

int i=0;

while(i < n) //第一个男士开始选

{

int v=libMan[i][man[i]]; //第i个男士喜欢第v个女士

if(i == lady[v]) //i号男就是v号女当前男友，跳过

i++;

else if(ChangeFriend(v,lady[v],i)) //如果i号男比v号女当前男友优秀，则v抛弃前男友，重新选择

{

int t=lady[v]; //t存储前男友序号

man[lady[v]]++; //抛弃前男友，前男友选择其“次喜欢女”

lady[v]=i; //选择i号男为新男友

if(t > i) //前男友t在新男友i之后，则处理下一个男士

i++;

else //否则先处理前男友t

i=t;

}

else //继续处理i号男的“次喜欢女”

man[i]++;

}

}

void work()

{

//输出每位男士追求女士的次数

for(int i=0;i<n;i++)

printf("%d ",man[i]+1);

printf("\n");

//输出每位男士的妻子序号

for(int i=0;i<n;i++)

printf("%d ",libMan[i][man[i]]);

printf("\n");

//输出每位女士的丈夫序号

for(int i=0;i<n;i++)

printf("%d ",lady[i]);

printf("\n");

}

### 九、树论

LCA离线Tarjan算法

LCA离线Tarjan算法：

存储树的时候存储的是单向边：

伪代码如下：

Tarjan(u)

fa[u] = u

循环u的每个孩子v

if vis[v] == 0

Tarjan(v)

fa[v] = u;

vis[u] = 1

循环u相关的每个询问(u,v)

if vis[v] == 1

求u和v的LCA为 Find(v)

vis[u] = 1 写在中间不会出现死循环，这样可以避免重复计算LCA

存储树的时候存储的是双向边：

伪代码如下：

Tarjan(u)

vis[u] = 1

fa[u] = u

循环u的每个孩子v

if vis[v] == 0

Tarjan(v)

fa[v] = u;

循环u相关的每个询问(u,v)

if vis[v] == 1

求u和v的LCA为 Find(v)

vis[u] = 1 写在中间不会出现死循环，这样可以避免重复计算LCA

另外，可以用两个不同的标记数组标记访问次序可以完全解决这个问题。

LCA离线Tarjan算法-hdu2586

/\*

\* hdu 2586

\* n 个点，n-1 条有权值边，q 个询问，问任意两点的距离

\*/

struct Edge{

int v,w,next;

}edge[N\*2];

struct Node{

int id,to; //id 记录第几次询问

Node(int x\_id,int x\_to){

id=x\_id;

to=x\_to;

}

};

int n,m;

int e,head[N];

int vis[N],fa[N],dis[N],ans[N]; //dis[] 记录树根到点距离，ans[] 记录询问结果

vector<Node>que[N]; //记录询问

void init() {

e=0;

for(int i=1;i<=n;i++){

head[i]=-1;

vis[i]=0;

dis[i]=0;

fa[i]=i;

que[i].clear();

}

}

void add(int u,int v,int w){

edge[e].v=v;

edge[e].w=w;

edge[e].next=head[u];

head[u]=e++;

}

int Find(int x) {

return x==fa[x]?x:fa[x]=Find(fa[x]);

}

void Merge(int x,int y) {

int fx=Find(x);

int fy=Find(y);

if(fx != fy){

fa[fy]=fx;

}

}

/\*

\* 当查询到当前点 u 时，则 u 和其子树的 lca 就是 u，用并查集合并

\* 同理，u 的父结点和 u 的兄弟结点的 lca 就是 u 的父结点了

\* 用同样方法更新子树

\*/

void Tarjan(int u,int step) {

dis[u]=step;

vis[u]=1;

for(int i=head[u];i!=-1;i=edge[i].next){

int t=edge[i].v;

if(vis[t]) continue;

Tarjan(t,step+edge[i].w);

Merge(u,t);

}

//计算与 u 相关的查询

int tot=(int)que[u].size();

for(int i=0;i<tot;i++){

int t=que[u][i].to;

if(!vis[t]) continue;

ans[que[u][i].id]=dis[u]+dis[t]-2\*dis[Find(t)]; //两点距离等于根到两点距离和减 2 倍根到 lca 距离

}

}

void solve(){

int a,b,c;

sf2(n,m);

init();

fr(n-1) {

scanf("%d%d%d",&a,&b,&c);

add(a,b,c);

add(b,a,c);

}

fr(m){

sf2(a,b);

que[a].push\_back(Node(i,b));

que[b].push\_back(Node(i,a));

}

Tarjan(1,0);

for(int i=0;i<m;i++){

printf("%d\n",ans[i]);

}

}

LCA离线Tarjan算法-poj1470

/\* poj 1470

\* 给 n 个点的树，q 次查询，每次询问两个点的 LCA，问最后每个点成为 LCA 的次数

\* 注意：这里存单边统计方便，不会有重复统计

\*/

struct Edge{

int v,next;

}edge[N\*2];

int n,m;

int e,head[N];

int vis[N],fa[N],r[N],gen[N];

vector<int>que[N];

void init() {

e=0;

for(int i=1;i<=n;i++){

head[i]=-1;

vis[i]=0;

fa[i]=i;

que[i].clear();

r[i]=0;

gen[i]=0;

}

}

void add(int u,int v){

edge[e].v=v;

edge[e].next=head[u];

head[u]=e++;

}

int Find(int x) {

return x==fa[x]?x:fa[x]=Find(fa[x]);

}

void Merge(int x,int y) {

int fx=Find(x);

int fy=Find(y);

if(fx != fy){

fa[fy]=fx;

}

}

void Tarjan(int u) {

for(int i=head[u];i!=-1;i=edge[i].next){

int t=edge[i].v;

if(vis[t]) continue;

Tarjan(t);

Merge(u,t);

}

vis[u]=1; //存的是单边，这句如果放前面，会重复统计

int tot=(int)que[u].size();

for(int i=0;i<tot;i++){

int t=que[u][i];

if(!vis[t]) continue;

r[Find(t)]++;

}

}

int get\_int()

{

int ch,res=0;

while(!((ch = getchar())>='0' && ch<='9'))

if(ch == EOF)

return 1<<30;

res=ch-'0';

while((ch=getchar())>='0' && ch <='9')

res=res\*10+(ch-'0');

return res;

}

void solve(){

int a,b,t;

init();

fr(n) {

a=get\_int();

t=get\_int();

while(t--) {

scanf("%d",&b);

gen[b]=1;

add(a,b); //存单边

}

}

sf(m);

fr(m){

a=get\_int();

b=get\_int();

que[a].push\_back(b); //两个点相关的查询都记录

que[b].push\_back(a);

}

for(int i=1;i<=n;i++){ //确定根结点

if(!gen[i]){

Tarjan(i);

break;

}

}

for(int i=1;i<=n;i++){

if(r[i]){

printf("%d:%d\n",i,r[i]);

}

}

}

int main()

{

while(sf(n)!=EOF){

solve();

}

return 0;

}

LCA在线算法

struct edge{

int u,v,w,next;

}edge[2\*N];

int n,q;

int tot,e,head[N];

int vis[N],dp[2\*N][M];

int ver[2\*N],R[2\*N],first[N],dir[N];

void init(){

memset(head,-1,sizeof(head));

memset(vis,0,sizeof(vis));

num = 0;tot = 0; dir[1] = 0;

}

inline void add(int u ,int v ,int w){

edge[e].u = u;

edge[e].v = v;

edge[e].w = w;

edge[e].next = head[u];

head[u] = e++;

}

void dfs(int u ,int dep){

vis[u] = 1; ver[++tot] = u; first[u] = tot; R[tot] = dep;

for(int k=head[u]; k!=-1; k=edge[k].next)

if( !vis[edge[k].v] ){

int v = edge[k].v , w = edge[k].w;

dir[v] = dir[u] + w;

dfs(v,dep+1);

ver[++tot] = u; R[tot] = dep;

}

}

void ST(int n){

for(int i=1;i<=n;i++)

dp[i][0] = i;

for(int j=1;(1<<j)<=n;j++)

{

for(int i=1;i+(1<<j)-1<=n;i++)

{

int a = dp[i][j-1] , b = dp[i+(1<<(j-1))][j-1];

dp[i][j] = R[a]<R[b]?a:b;

}

}

}

int RMQ(int l,int r)

{

int k=0;

while((1<<(k+1))<=r-l+1)

k++;

int a = dp[l][k], b = dp[r-(1<<k)+1][k];

return R[a]<R[b]?a:b;

}

int LCA(int u ,int v)

{

int x = first[u] , y = first[v];

if(x > y) swap(x,y);

int res = RMQ(x,y);

return ver[res];

}

void solve(){

init();

scanf("%d%d",&n,&q);

for(int i=1; i<n; i++)

{

int u,v,w;

scanf("%d%d%d",&u,&v,&w);

add(u,v,w);

add(v,u,w);

}

dfs(1,1);

ST(2\*n-1);

while(q--)

{

int u,v;

scanf("%d%d",&u,&v);

int lca = LCA(u,v);

printf("%d\n",dir[u] + dir[v] - 2\*dir[lca]);

}

}

求哈夫曼树的WPL

给N个权值Wi构成的有N个叶子结点的哈夫曼树，相应的叶子结点的路径长度为Li，求哈夫曼树的WPL

priority\_queue <LL, vector<LL>, greater<LL> > Q;

int main()

{

int num;

LL n,m,a;

while(sf(num)!=EOF)

{

if(num == 1) //特判

{

sf64(a);

pf64(a);

continue ;

}

while(!Q.empty())

Q.pop();

fr(num){

sf64(a);

Q.push(a);

}

LL sum=0;

while(Q.size() > 1)

{

n=Q.top();Q.pop();

m=Q.top();Q.pop();

sum=sum+n+m;

Q.push(n+m);

}

pf64(sum);

}

return 0;

}

求树的直径

//边带权值的无向联通图

//u表示直径端点，ans表示树的直径d

//无向图边大小开两倍

struct Edge{

int v,w,next;

}edge[N\*2];

int n,m;

int e,head[N];

int ans,u;

void init(){

memset(head,-1,sizeof(head));

e=0;

}

void add(int u,int v,int w){

edge[e].v=v;

edge[e].w=w;

edge[e].next=head[u];

head[u]=e++;

}

void dfs(int tmp,int pre,int step) {

if(step > ans){

ans=step;

u=tmp;

}

for(int i=head[tmp];i!=-1;i=edge[i].next){

if(edge[i].v != pre) //保证往下级搜索

dfs(edge[i].v,tmp,step+edge[i].w);

}

}

void solve() {

scanf("%d%d",&n,&m);

init();

int a,b,c;

fr(m){

scanf("%d%d%d",&a,&b,&c);

add(a,b,c);

add(b,a,c);

}

ans=-1;

dfs(1,-1,0);

ans=-1;

dfs(u,-1,0);

pf(ans);

}

求树中每个结点的子树结点个数

//一共n个结点，n-1条边，边信息存在容器里，f[]数组记录每个结点的子树结点个数，fat[]数组记录每个结点的父结点

int n,f[N];

int vis[N],fat[N];

vector<int> s[N];

int dfs(int tmp)

{

int res=1;

for(int i=0;i<(int)s[tmp].size();i++)

{

int a=s[tmp][i];

if(!vis[a])

{

vis[a]=1;fat[a]=tmp;

res=res+dfs(a);

}

}

f[tmp]=res;

return res;

}

void solve()

{

for(int i=0;i<=n;i++)

s[i].clear();

int a,b;

for(int i=1;i<n;i++)

{

scanf("%d%d",&a,&b);

s[a].push\_back(b);

s[b].push\_back(a);

}

MEM(vis);vis[1]=1;fat[1]=0;

a=dfs(1);

}

已知二叉树先序遍历和中序遍历

求后序遍历

typedef struct BiTNode

{

int data,temp;

struct BiTNode \*lchild,\*rchild;

}BiTNode,\*BiTree;

int n,flag,f1[N],f2[N];

void dfs(BiTree &root,int t)

{

if(root == NULL)

{

root=new BiTNode;

root->data=f2[t];

root->temp=t;

root->lchild=NULL;

root->rchild=NULL;

return ;

}

if(t < root->temp)

dfs(root->lchild,t);

else

dfs(root->rchild,t);

}

void Create(BiTree &root)

{

int tmp;

root=new BiTNode;

for(int i=0;i<n;i++)

if(f2[i] == f1[0])

{

tmp=i;

root->data=f1[0];

root->temp=i;

root->lchild=NULL;

root->rchild=NULL;

break;

}

for(int i=1;i<n;i++)

for(int j=0;j<n;j++)

{

if(f1[i] == f2[j])

{

if(j < tmp)

dfs(root->lchild,j);

else

dfs(root->rchild,j);

break;

}

}

}

void Output(BiTree root)

{

if(root == NULL)

return ;

Output(root->lchild);

Output(root->rchild);

if(flag == 1)

printf(" ");

printf("%d",root->data);

flag=1;

}

void solve()

{

scanf("%d",&n);

for(int i=0;i<n;i++)

scanf("%d",&f1[i]);

for(int i=0;i<n;i++)

scanf("%d",&f2[i]);

BiTree root;

Create(root);

flag=0;

Output(root);

printf("\n");

}

### 十、数据结构

RMQ

//arr是目标数组，n表示长度，求区间内最小（大）值，数组下标从1开始

int rmq\_n[N][32];

void rmq\_init(int arr[],int n)

{

int i,j;

for(i=1;i<=n;++i)

rmq\_n[i][0]=arr[i];//rmq\_m[i][0]=arr[i];

for(j=1;j<=int(log(n+0.0)/log(2.0));++j)

for(i=1;i+(1<<j)-1<=n;++i)

rmq\_n[i][j]=min(rmq\_n[i][j-1],rmq\_n[i+(1<<(j-1))][j-1]);

//rmq\_m[i][j]=max(rmq\_m[i][j-1],rmq\_m[i+(1<<(j-1))][j-1]);

}

int rmq(int a,int b)

{

int m=int(log(b-a+1.0)/log(2.0));

int x=min(rmq\_n[a][m],rmq\_n[b-(1<<m)+1][m]);

//int x=max(rmq\_m[a][m],rmq\_m[b-(1<<m)+1][m]);

return x;

}

//求区间内最小（大）值的数组小标

int rmq\_n[N][32];

int check(int i,int j)

{

return f[i]<=f[j]?i:j;

}

void rmq\_init(int arr[],int n)

{

int i,j;

for(i=1;i<=n;i++)

rmq\_n[i][0]=i;

for(j=1;(1<<j)<=n;j++)

for(i=1;i+(1<<j)-1<=n;i++)

rmq\_n[i][j]=check(rmq\_n[i][j-1],rmq\_n[i+(1<<(j-1))][j-1]);

}

int rmq(int a,int b)

{

int m=int(log(b-a+1.0)/log(2.0));

int x=check(rmq\_n[a][m],rmq\_n[b-(1<<m)+1][m]);

return x;

}

树状数组

树状数组：

用数组d[i]记录i点管辖范围内的和，则有：

d[1]=a[1];

d[2]=a[1]+a[2];

d[3]=a[3];

d[4]=a[1]+a[2]+a[3]+a[4];

d[5]=a[5];

d[6]=a[5]+a[6];

d[7]=a[7];

d[8]=a[1]+a[2]+a[3]+a[4]+a[5]+a[6]+a[7]+a[8];

……

可以发现第i个点管辖的数有2^k个，k表示i的二进制数从个位往高位看0的个数。

这样的构成的树，适用于：

对一个数组内部动态的修改（加，减，乘，除），删除，增加，或者高效求某个点或者某个区间的值；时间复杂度均为O(logN)。

//求某个点的管辖范围

int lowbit(int x)

{

return x&(-x);

}

用空间代替时间：

int Lowbit[N];

for (i = 1; i <= N; i++)

Lowbit[i] = i & (i ^ (i - 1));

/\*

求数组的和的算法

（1）首先，令sum=0，转向第二步；

（2）接下来判断，如果 n>0 的话，就令sum=sum+cn转向第三步，否则的话，终止算法，返回 sum 的值；

（3）n=n - lowbit（n）（将n的二进制表示的最后一个零删掉），回第二步。

\*/

代码如下：

int Sum(int n)

{

int sum=0;

while(n>0)

{

sum+=c[n];

n=n-lowbit(n);

}

return sum;

}

/\*

对数组中的元素做修改，算法如下（修改为给某个节点 i 加上 x ）：

（1）当 i<=n 时，执行下一步；否则的话，算法结束;

（2）ci=ci+x ，i=i+lowbit（i）（在 i 的二进制表示的最后加零），返回第一步。

\*/

代码如下：

void Update(int i,int x)

{

while(i<=n)

{

c[i]=c[i]+x;

i=i+lowbit(i);

}

}

树状数组解区间更新 询问值问题

//hdu 1556

#define N 100010

int ans[N];

int n;

int lowBit(int x)

{

return x&-x;

}

int Sum(int x)

{

int sum=0;

while(x > 0)

{

sum+=ans[x];

x-=lowBit(x);

}

return sum;

}

void Update(int x,int y)

{

while(x<=n)

{

ans[x]+=y;

x+=lowBit(x);

}

}

int main()

{

int a,b;

while(scanf("%d",&n)!=EOF && n)

{

memset(ans,0,sizeof(ans));

for(int i=0;i<n;i++)

{

scanf("%d%d",&a,&b);

Update(a,1);//先更新a到n之间的值加1

Update(b+1,-1);//再更新b+1到n之间的值减1

}

for(int i=1;i<=n;i++)

{

if(i!=1)

printf(" ");

printf("%d",Sum(i));//第i项值为1到i的和

}

printf("\n");

}

return 0;

}

线段树

struct Node{

int left,right,v;

// int mn,mx; //此处根据要求设定变量

}Tree[N\*3]; //N大小设为点个数三倍左右

void Build(int id,int left,int right) //建树

{

Tree[id].v=0;

Tree[id].left=left;

Tree[id].right=right;

if(left == right) //此处设叶子节点初始值

return;

int mid=(left+right)>>1;

Build(id<<1,left,mid);

Build(id<<1|1,mid+1,right);

// Tree[id].v=min(Tree[id<<1].v,Tree[id<<1|1].v); //此处根据要求更新Tree[id]的最值或者和

}

void Update(int id,int pos,int add) //单点更新，pos位加上add

{

int left=Tree[id].left,right=Tree[id].right;

if(left == right){

Tree[id].v+=add;

return;

}

int mid=(left+right)>>1;

if(mid>=pos)

Update(id<<1,pos,add);

else

Update(id<<1|1,pos,add);

// Tree[id].v=min(Tree[id<<1].v,Tree[id<<1|1].v); //此处根据要求更新Tree[id]的最值或者和

}

//Insert函数和Update差不多，

void Insert(int id,int pos,int num) //pos位值设为num

{

int left=Tree[id].left,right=Tree[id].right;

if(left == right)

{

Tree[id].v=num;

return;

}

int mid=(left+right)>>1;

if(mid >= pos)

Insert(id<<1,pos,num);

else

Insert(id<<1|1,pos,num);

// Tree[id].mn=min(Tree[id<<1].mn,Tree[id<<1|1].mn); //此处根据要求更新Tree[id]的最值或者和

}

int Query(int id,int Qleft,int Qright) //查询区间最值或者和

{

int left=Tree[id].left,right=Tree[id].right;

if(left >= Qleft && right <= Qright)

return Tree[id].v; //也可改成void类型函数，开全局变量更新，要学会灵活运用

int mid=(left+right)>>1;

if(mid >= Qright)

return Query(id<<1,Qleft,Qright);

else if(mid < Qleft)

return Query(id<<1|1,Qleft,Qright);

else

{

int r1=Query(id<<1,Qleft,mid);

int r2=Query(id<<1|1,mid+1,Qright);

// return min(r1,r2); //此处根据要求返回最值或者和

}

}

void solve()

{

int n,m,k,a,b;

sf3(n,k,m); //n个点，k个更新，m个查询

Build(1,1,n);

for(int i=1;i<=n;i++) //输入初始值

{

sf(a);

Insert(1,i,a); //插入初始值

}

while(k--)

{

sf2(a,b);

Update(1,a,b); //a位置上的值加上b

}

while(m--)

{

sf2(a,b);

pf(Query(1,a,b)); //区间[a,b]的最值或者和

}

}

/\*

\* 关于线段树区间更新，不需要更新到叶子结点，只需更新到相应的线段。

\* 设记录变量tmp，更新或者查询其子结点的时候，将tmp往下更新，更新其子节点的和以及tmp，然后把当前的结点的tmp设为0

\* 典型例题：poj3468 给n个数，m个操作，操作一：把区间[a,b]内所有值加上c；操作二：求区间[a,b]和

\*/

struct Node{

int left,right;

LL tmp,s;

}Tree[N\*3]; //N大小设为点个数三倍左右

int ans;

void Build(int id,int left,int right) //建树

{

Tree[id].tmp=0;

Tree[id].left=left;

Tree[id].right=right;

if(left == right)

{

sf64(Tree[id].s);

return;

}

int mid=(left+right)>>1;

Build(id<<1,left,mid);

Build(id<<1|1,mid+1,right);

Tree[id].s=Tree[id<<1].s+Tree[id<<1|1].s;

}

void Update(int id,int add,int Qleft,int Qright)

{

int left=Tree[id].left,right=Tree[id].right;

if(left >= Qleft && right <= Qright)

{

Tree[id].s+=(Tree[id].right-Tree[id].left+1)\*add;

Tree[id].tmp+=add;

return ;

}

if(Tree[id].tmp) //如果当前结点tmp不为空，则将tmp往下更新

{

Tree[id<<1].s+=(Tree[id<<1].right-Tree[id<<1].left+1)\*Tree[id].tmp;

Tree[id<<1|1].s+=(Tree[id<<1|1].right-Tree[id<<1|1].left+1)\*Tree[id].tmp;

Tree[id<<1].tmp+=Tree[id].tmp;

Tree[id<<1|1].tmp+=Tree[id].tmp;

Tree[id].tmp=0;

}

int mid=(left+right)>>1;

if(mid >= Qright)

Update(id<<1,add,Qleft,Qright);

else if(mid < Qleft)

Update(id<<1|1,add,Qleft,Qright);

else

{

Update(id<<1,add,Qleft,mid);

Update(id<<1|1,add,mid+1,Qright);

}

Tree[id].s=Tree[id<<1].s+Tree[id<<1|1].s;

}

LL Query(int id,int Qleft,int Qright)

{

int left=Tree[id].left,right=Tree[id].right;

if(left >= Qleft && right <= Qright)

return Tree[id].s;

if(Tree[id].tmp) //如果当前结点tmp不为空，则将tmp往下更新

{

Tree[id<<1].s+=(Tree[id<<1].right-Tree[id<<1].left+1)\*Tree[id].tmp;

Tree[id<<1|1].s+=(Tree[id<<1|1].right-Tree[id<<1|1].left+1)\*Tree[id].tmp;

Tree[id<<1].tmp+=Tree[id].tmp;

Tree[id<<1|1].tmp+=Tree[id].tmp;

Tree[id].tmp=0;

}

int mid=(left+right)>>1;

if(mid >= Qright)

return Query(id<<1,Qleft,Qright);

else if(mid < Qleft)

return Query(id<<1|1,Qleft,Qright);

else

{

LL r1=Query(id<<1,Qleft,mid);

LL r2=Query(id<<1|1,mid+1,Qright);

return r1+r2;

}

}

int main()

{

char ss[5];

int n,m,a,b,c;

while(sf2(n,m)!=EOF && n)

{

Build(1,1,n);

while(m--)

{

sfs(ss);

if(ss[0] == 'Q')

{

sf2(a,b);

pf64(Query(1,a,b));

}

else

{

sf3(a,b,c);

Update(1,c,a,b);

}

}

}

return 0;

}

### 十一、动态规划

背包九讲

P01: 01背包问题

题目

有N件物品和一个容量为V的背包。第i件物品的费用是c[i]，价值是w[i]。求解将哪些物品装入背包可使这些物品的费用总和不超过背包容量，且价值总和最大。

基本思路

这是最基础的背包问题，特点是：每种物品仅有一件，可以选择放或不放。用子问题定义状态：即f[i][v]表示前i件物品恰放入一个容量为v的背包可以获得的最大价值。则其状态转移方程便是：f[i][v]=max{f[i-1][v],f[i-1][v-c[i]]+w[i]}。

这个方程非常重要，基本上所有跟背包相关的问题的方程都是由它衍生出来的。所以有必要将它详细解释一下：“将前i件物品放入容量为v的背包中”这个子问题，若只考虑第i件物品的策略（放或不放），那么就可以转化为一个只牵扯前i-1件物品的问题。如果不放第i件物品，那么问题就转化为“前i-1件物品放入容量为v的背包中”；如果放第i件物品，那么问题就转化为“前i-1件物品放入剩下的容量为v-c[i]的背包中”，此时能获得的最大价值就是f [i-1][v-c[i]]再加上通过放入第i件物品获得的价值w[i]。

注意f[i][v]有意义当且仅当存在一个前i件物品的子集，其费用总和为v。所以按照这个方程递推完毕后，最终的答案并不一定是f[N] [V]，而是f[N][0..V]的最大值。如果将状态的定义中的“恰”字去掉，在转移方程中就要再加入一项f[i][v-1]，这样就可以保证f[N] [V]就是最后的答案。至于为什么这样就可以，由你自己来体会了。

优化空间复杂度

以上方法的时间和空间复杂度均为O(N\*V)，其中时间复杂度基本已经不能再优化了，但空间复杂度却可以优化到O(V)。先考虑上面讲的基本思路如何实现，肯定是有一个主循环i=1..N，每次算出来二维数组f[i][0..V]的所有值。那

么，如果只用一个数组f [0..V]，能不能保证第i次循环结束后f[v]中表示的就是我们定义的状态f[i][v]呢？f[i][v]是由f[i-1][v]和f[i-1] [v-c[i]]两个子问题递推而来，能否保证在推f[i][v]时（也即在第i次主循环中推f[v]时）能够得到f[i-1][v]和f[i-1][v -c[i]]的值呢？事实上，这要求在每次主循环中我们以v=V..0的顺序推f[v]，这样才能保证推f[v]时f[v-c[i]]保存的是状态f[i -1][v-c[i]]的值。伪代码如下：

for i=1..N

for v=V..0

f[v]=max{f[v],f[v-c[i]]+w[i]};

其中的f[v]=max{f[v],f[v-c[i]]}一句恰就相当于我们的转移方程f[i][v]=max{f[i-1][v],f[i- 1][v-c[i]]}，因为现在的f[v-c[i]]就相当于原来的f[i-1][v-c[i]]。如果将v的循环顺序从上面的逆序改成顺序的话，那么则成了f[i][v]由f[i][v-c[i]]推知，与本题意不符，但它却是另一个重要的背包问题P02最简捷的解决方案，故学习只用一维数组解01背包问题是十分必要的。

总结

01背包问题是最基本的背包问题，它包含了背包问题中设计状态、方程的最基本思想，另外，别的类型的背包问题往往也可以转换成01背包问题求解。故一定要仔细体会上面基本思路的得出方法，状态转移方程的意义，以及最后怎样优化的空间复杂度。

P02: 完全背包问题

题目

有N种物品和一个容量为V的背包，每种物品都有无限件可用。第i种物品的费用是c[i]，价值是w[i]。求解将哪些物品装入背包可使这些物品的费用总和不超过背包容量，且价值总和最大。

基本思路

这个问题非常类似于01背包问题，所不同的是每种物品有无限件。也就是从每种物品的角度考虑，与它相关的策略已并非取或不取两种，而是有取0件、取1件、取2件……等很多种。如果仍然按照解01背包时的思路，令f[i][v]表示前i种物品恰放入一个容量为v的背包的最大权值。仍然可以按照每种物品不同的策略写出状态转移方程，像这样：f[i][v]=max{f[i-1][v-k\*c[i]]+k\*w[i]|0<=k\*c[i]<= v}。这跟01背包问题一样有O(N\*V)个状态需要求解，但求解每个状态的时间则不是常数了，求解状态f[i][v]的时间是O(v/c[i])，总的复杂度是超过O(VN)的。

将01背包问题的基本思路加以改进，得到了这样一个清晰的方法。这说明01背包问题的方程的确是很重要，可以推及其它类型的背包问题。但我们还是试图改进这个复杂度。

一个简单有效的优化

完全背包问题有一个很简单有效的优化，是这样的：若两件物品i、j满足c[i]<=c[j]且w[i]>=w[j]，则将物品j去掉，不用考虑。这个优化的正确性显然：任何情况下都可将价值小费用高得j换成物美价廉的i，得到至少不会更差的方案。对于随机生成的数据，这个方法往往会大大减少物品的件数，从而加快速度。然而这个并不能改善最坏情况的复杂度，因为有可能特别设计的数据可以一件物品也去不掉。

转化为01背包问题求解

既然01背包问题是最基本的背包问题，那么我们可以考虑把完全背包问题转化为01背包问题来解。最简单的想法是，考虑到第i种物品最多选V/c [i]件，于是可以把第i种物品转化为V/c[i]件费用及价值均不变的物品，然后求解这个01背包问题。这样完全没有改进基本思路的时间复杂度，但这毕竟给了我们将完全背包问题转化为01背包问题的思路：将一种物品拆成多件物品。

更高效的转化方法是：把第i种物品拆成费用为c[i]\*2^k、价值为w[i]\*2^k的若干件物品，其中k满足c[i]\*2^k<V。这是二进制的思想，因为不管最优策略选几件第i种物品，总可以表示成若干个2^k件物品的和。这样把每种物品拆成O(log(V/c[i]))件物品，是一个很大的改进。

但我们有更优的O(VN)的算法。

O(VN)的算法 这个算法使用一维数组，先看伪代码： for i=1..N for v=0..V f[v]=max{f[v],f[v-c[i]]+w[i]};

你会发现，这个伪代码与P01的伪代码只有v的循环次序不同而已。为什么这样一改就可行呢？首先想想为什么P01中要按照v=V..0的逆序来循环。这是因为要保证第i次循环中的状态f[i][v]是由状态f[i-1][v-c[i]]递推而来。换句话说，这正是为了保证每件物品只选一次，保证在考虑“选入第i件物品”这件策略时，依据的是一个绝无已经选入第i件物品的子结果f[i-1][v-c[i]]。而现在完全背包的特点恰是每种物品可选无限件，所以在考虑“加选一件第i种物品”这种策略时，却正需要一个可能已选入第i种物品的子结果f[i][v-c[i]]，所以就可以并且必须采用v= 0..V的顺序循环。这就是这个简单的程序为何成立的道理。

这个算法也可以以另外的思路得出。例如，基本思路中的状态转移方程可以等价地变形成这种形式：f[i][v]=max{f[i-1][v],f[i][v-c[i]]+w[i]}，将这个方程用一维数组实现，便得到了上面的伪代码。

总结

完全背包问题也是一个相当基础的背包问题，它有两个状态转移方程，分别在“基本思路”以及“O(VN)的算法“的小节中给出。希望你能够对这两个状态转移方程都仔细地体会，不仅记住，也要弄明白它们是怎么得出来的，最好能够自己想一种得到这些方程的方法。事实上，对每一道动态规划题目都思考其方程的意义以及如何得来，是加深对动态规划的理解、提高动态规划功力的好方法。

P03: 多重背包问题

题目

有N种物品和一个容量为V的背包。第i种物品最多有n[i]件可用，每件费用是c[i]，价值是w[i]。求解将哪些物品装入背包可使这些物品的费用总和不超过背包容量，且价值总和最大。

基本算法

这题目和完全背包问题很类似。基本的方程只需将完全背包问题的方程略微一改即可，因为对于第i种物品有n[i]+1种策略：取0件，取1件……取 n[i]件。令f[i][v]表示前i种物品恰放入一个容量为v的背包的最大权值，则：f[i][v]=max{f[i-1][v-k\*c[i]]+ k\*w[i]|0<=k<=n[i]}。复杂度是O(V\*∑n[i])。

转化为01背包问题

另一种好想好写的基本方法是转化为01背包求解：把第i种物品换成n[i]件01背包中的物品，则得到了物品数为∑n[i]的01背包问题，直接求解，复杂度仍然是O(V\*∑n[i])。

但是我们期望将它转化为01背包问题之后能够像完全背包一样降低复杂度。仍然考虑二进制的思想，我们考虑把第i种物品换成若干件物品，使得原问题中第i种物品可取的每种策略——取0..n[i]件——均能等价于取若干件代换以后的物品。另外，取超过n[i]件的策略必不能出现。

方法是：将第i种物品分成若干件物品，其中每件物品有一个系数，这件物品的费用和价值均是原来的费用和价值乘以这个系数。使这些系数分别为 1,2,4,...,2^(k-1),n[i]-2^k+1，且k是满足n[i]-2^k+1>0的最大整数。例如，如果n[i]为13，就将这种物品分成系数分别为1,2,4,6的四件物品。

分成的这几件物品的系数和为n[i]，表明不可能取多于n[i]件的第i种物品。另外这种方法也能保证对于0..n[i]间的每一个整数，均可以用若干个系数的和表示，这个证明可以分0..2^k-1和2^k..n[i]两段来分别讨论得出，并不难，希望你自己思考尝试一下。

这样就将第i种物品分成了O(log n[i])种物品，将原问题转化为了复杂度为O(V\*∑log n[i])的01背包问题，是很大的改进。

O(VN)的算法

多重背包问题同样有O(VN)的算法。这个算法基于基本算法的状态转移方程，但应用单调队列的方法使每个状态的值可以以均摊O(1)的时间求解。由于用单调队列优化的DP已超出了NOIP的范围，故本文不再展开讲解。我最初了解到这个方法是在楼天成的“男人八题”幻灯片上。

小结

这里我们看到了将一个算法的复杂度由O(V\*∑n[i])改进到O(V\*∑log n[i])的过程，还知道了存在应用超出NOIP范围的知识的O(VN)算法。希望你特别注意“拆分物品”的思想和方法，自己证明一下它的正确性，并用尽量简洁的程序来实现。

P04: 混合三种背包问题

问题

如果将P01、P02、P03混合起来。也就是说，有的物品只可以取一次（01背包），有的物品可以取无限次（完全背包），有的物品可以取的次数有一个上限（多重背包）。应该怎么求解呢？

01背包与完全背包的混合

考虑到在P01和P02中最后给出的伪代码只有一处不同，故如果只有两类物品：一类物品只能取一次，另一类物品可以取无限次，那么只需在对每个物品应用转移方程时，根据物品的类别选用顺序或逆序的循环即可，复杂度是O(VN)。伪代码如下：

for i=1..N

if 第i件物品是01背包

for v=V..0

f[v]=max{f[v],f[v-c[i]]+w[i]};

else if 第i件物品是完全背包

for v=0..V

f[v]=max{f[v],f[v-c[i]]+w[i]};

再加上多重背包

如果再加上有的物品最多可以取有限次，那么原则上也可以给出O(VN)的解法：遇到多重背包类型的物品用单调队列解即可。但如果不考虑超过NOIP范围的算法的话，用P03中将每个这类物品分成O(log n[i])个01背包的物品的方法也已经很优了。

小结

有人说，困难的题目都是由简单的题目叠加而来的。这句话是否公理暂且存之不论，但它在本讲中已经得到了充分的体现。本来01背包、完全背包、多重背包都不是什么难题，但将它们简单地组合起来以后就得到了这样一道一定能吓倒不少人的题目。但只要基础扎实，领会三种基本背包问题的思想，就可以做到把困难的题目拆分成简单的题目来解决。

P05: 二维费用的背包问题

问题

二维费用的背包问题是指：对于每件物品，具有两种不同的费用；选择这件物品必须同时付出这两种代价；对于每种代价都有一个可付出的最大值（背包容量）。问怎样选择物品可以得到最大的价值。设这两种代价分别为代价1和代价2，第i件物品所需的两种代价分别为a[i]和b[i]。两种代价可付出的最大值（两种背包容量）分别为V和U。物品的价值为w[i]。

算法

费用加了一维，只需状态也加一维即可。设f[i][v][u]表示前i件物品付出两种代价分别为v和u时可获得的最大价值。状态转移方程就是：f[i][v][u]=max{f[i-1][v][u],f[i-1][v-a[i]][u-b[i]]+w[i]}。如前述方法，可以只使用二维的数组：当每件物品只可以取一次时变量v和u采用顺序的循环，当物品有如完全背包问题时采用逆序的循环。当物品有如多重背包问题时拆分物品。

物品总个数的限制

有时，“二维费用”的条件是以这样一种隐含的方式给出的：最多只能取M件物品。这事实上相当于每件物品多了一种“件数”的费用，每个物品的件数费用均为1，可以付出的最大件数费用为M。换句话说，设f[v][m]表示付出费用v、最多选m件时可得到的最大价值，则根据物品的类型（01、完全、多重）用不同的方法循环更新，最后在f[0..V][0..M]范围内寻找答案。

另外，如果要求“恰取M件物品”，则在f[0..V][M]范围内寻找答案。

小结

事实上，当发现由熟悉的动态规划题目变形得来的题目时，在原来的状态中加一纬以满足新的限制是一种比较通用的方法。希望你能从本讲中初步体会到这种方法。

P06: 分组的背包问题

问题

有N件物品和一个容量为V的背包。第i件物品的费用是c[i]，价值是w[i]。这些物品被划分为若干组，每组中的物品互相冲突，最多选一件。求解将哪些物品装入背包可使这些物品的费用总和不超过背包容量，且价值总和最大。

算法

这个问题变成了每组物品有若干种策略：是选择本组的某一件，还是一件都不选。也就是说设f[k][v]表示前k组物品花费费用v能取得的最大权值，则有f[k][v]=max{f[k-1][v],f[k-1][v-c[i]]+w[i]|物品i属于第k组}。

使用一维数组的伪代码如下：

for 所有的组k

for v=V..0

for 所有的i属于组k

f[v]=max{f[v],f[v-c[i]]+w[i]}

另外，显然可以对每组中的物品应用P02中“一个简单有效的优化”。

小结

分组的背包问题将彼此互斥的若干物品称为一个组，这建立了一个很好的模型。不少背包问题的变形都可以转化为分组的背包问题（例如P07），由分组的背包问题进一步可定义“泛化物品”的概念，十分有利于解题。

P07: 有依赖的背包问题

简化的问题

这种背包问题的物品间存在某种“依赖”的关系。也就是说，i依赖于j，表示若选物品i，则必须选物品j。为了简化起见，我们先设没有某个物品既依赖于别的物品，又被别的物品所依赖；另外，没有某件物品同时依赖多件物品。

算法

这个问题由NOIP2006金明的预算方案一题扩展而来。遵从该题的提法，将不依赖于别的物品的物品称为“主件”，依赖于某主件的物品称为“附件”。由这个问题的简化条件可知所有的物品由若干主件和依赖于每个主件的一个附件集合组成。

按照背包问题的一般思路，仅考虑一个主件和它的附件集合。可是，可用的策略非常多，包括：一个也不选，仅选择主件，选择主件后再选择一个附件，选择主件后再选择两个附件……无法用状态转移方程来表示如此多的策略。（事实上，设有n个附件，则策略有2^n+1个，为指数级。）

考虑到所有这些策略都是互斥的（也就是说，你只能选择一种策略），所以一个主件和它的附件集合实际上对应于P06中的一个物品组，每个选择了主件又选择了若干个附件的策略对应于这个物品组中的一个物品，其费用和价值都是这个策略中的物品的值的和。但仅仅是这一步转化并不能给出一个好的算法，因为物品组中的物品还是像原问题的策略一样多。

再考虑P06中的一句话： 可以对每组中的物品应用P02中“一个简单有效的优化”。这提示我们，对于一个物品组中的物品，所有费用相同的物品只留一个价值最大的，不影响结果。所以，我们可以对主件i的“附件集合”先进行一次01背包，得到费用依次为0..V-c[i]所有这些值时相应的最大价值f'[0..V-c[i]]。那么这个主件及它的附件集合相当于V-c[i]+1个物品的物品组，其中费用为c[i]+k的物品的价值为f'[k]+w[i]。也就是说原来指数级的策略中有很多策略都是冗余的，通过一次01背包后，将主件i转化为 V-c[i]+1个物品的物品组，就可以直接应用P06的算法解决问题了。

更一般的问题

更一般的问题是：依赖关系以图论中“森林”的形式给出（森林即多叉树的集合），也就是说，主件的附件仍然可以具有自己的附件集合，限制只是每个物品最多只依赖于一个物品（只有一个主件）且不出现循环依赖。

解决这个问题仍然可以用将每个主件及其附件集合转化为物品组的方式。唯一不同的是，由于附件可能还有附件，就不能将每个附件都看作一个一般的01 背包中的物品了。若这个附件也有附件集合，则它必定要被先转化为物品组，然后用分组的背包问题解出主件及其附件集合所对应的附件组中各个费用的附件所对应的价值。

事实上，这是一种树形DP，其特点是每个父节点都需要对它的各个儿子的属性进行一次DP以求得自己的相关属性。这已经触及到了“泛化物品”的思想。看完P08后，你会发现这个“依赖关系树”每一个子树都等价于一件泛化物品，求某节点为根的子树对应的泛化物品相当于求其所有儿子的对应的泛化物品之和。

小结

NOIP2006的那道背包问题我做得很失败，写了上百行的代码，却一分未得。后来我通过思考发现通过引入“物品组”和“依赖”的概念可以加深对这题的理解，还可以解决它的推广问题。用物品组的思想考虑那题中极其特殊的依赖关系：物品不能既作主件又作附件，每个主件最多有两个附件，可以发现一个主件和它的两个附件等价于一个由四个物品组成的物品组，这便揭示了问题的某种本质。

我想说：失败不是什么丢人的事情，从失败中全无收获才是。

P08: 泛化物品

定义

考虑这样一种物品，它并没有固定的费用和价值，而是它的价值随着你分配给它的费用而变化。这就是泛化物品的概念。

更严格的定义之。在背包容量为V的背包问题中，泛化物品是一个定义域为0..V中的整数的函数h，当分配给它的费用为v时，能得到的价值就是h(v)。

这个定义有一点点抽象，另一种理解是一个泛化物品就是一个数组h[0..V]，给它费用v，可得到价值h[V]。

一个费用为c价值为w的物品，如果它是01背包中的物品，那么把它看成泛化物品，它就是除了h(c)=w其它函数值都为0的一个函数。如果它是完全背包中的物品，那么它可以看成这样一个函数，仅当v被c整除时有h(v)=v/c\*w，其它函数值均为0。如果它是多重背包中重复次数最多为n的物品，那么它对应的泛化物品的函数有h(v)=v/c\*w仅当v被c整除且v/c<=n，其它情况函数值均为0。

一个物品组可以看作一个泛化物品h。对于一个0..V中的v，若物品组中不存在费用为v的的物品，则h(v)=0，否则h(v)为所有费用为v的物品的最大价值。P07中每个主件及其附件集合等价于一个物品组，自然也可看作一个泛化物品。

泛化物品的和

如果面对两个泛化物品h和l，要用给定的费用从这两个泛化物品中得到最大的价值，怎么求呢？事实上，对于一个给定的费用v，只需枚举将这个费用如何分配给两个泛化物品就可以了。同样的，对于0..V的每一个整数v，可以求得费用v分配到h和l中的最大价值f(v)。也即f(v)=max{h(k) +l(v-k)|0<=k<=v}。可以看到，f也是一个由泛化物品h和l决定的定义域为0..V的函数，也就是说，f是一个由泛化物品h和 l决定的泛化物品。

由此可以定义泛化物品的和：h、l都是泛化物品，若泛化物品f满足f(v)=max{h(k)+l(v-k)|0<=k<=v}，则称f是h与l的和，即f=h+l。这个运算的时间复杂度是O(V^2)。

泛化物品的定义表明：在一个背包问题中，若将两个泛化物品代以它们的和，不影响问题的答案。事实上，对于其中的物品都是泛化物品的背包问题，求它的答案的过程也就是求所有这些泛化物品之和的过程。设此和为s，则答案就是s[0..V]中的最大值。

背包问题的泛化物品

一个背包问题中，可能会给出很多条件，包括每种物品的费用、价值等属性，物品之间的分组、依赖等关系等。但肯定能将问题对应于某个泛化物品。也就是说，给定了所有条件以后，就可以对每个非负整数v求得：若背包容量为v，将物品装入背包可得到的最大价值是多少，这可以认为是定义在非负整数集上的一件泛化物品。这个泛化物品——或者说问题所对应的一个定义域为非负整数的函数——包含了关于问题本身的高度浓缩的信息。一般而言，求得这个泛化物品的一个子域（例如0..V）的值之后，就可以根据这个函数的取值得到背包问题的最终答案。

综上所述，一般而言，求解背包问题，即求解这个问题所对应的一个函数，即该问题的泛化物品。而求解某个泛化物品的一种方法就是将它表示为若干泛化物品的和然后求之。

小结

本讲可以说都是我自己的原创思想。具体来说，是我在学习函数式编程的 Scheme 语言时，用函数编程的眼光审视各类背包问题得出的理论。这一讲真的很抽象，也许在“模型的抽象程度”这一方面已经超出了NOIP的要求，所以暂且看不懂也没关系。相信随着你的OI之路逐渐延伸，有一天你会理解的。

我想说：“思考”是一个OIer最重要的品质。简单的问题，深入思考以后，也能发现更多。

P09: 背包问题问法的变化

以上涉及的各种背包问题都是要求在背包容量（费用）的限制下求可以取到的最大价值，但背包问题还有很多种灵活的问法，在这里值得提一下。但是我认为，只要深入理解了求背包问题最大价值的方法，即使问法变化了，也是不难想出算法的。

例如，求解最多可以放多少件物品或者最多可以装满多少背包的空间。这都可以根据具体问题利用前面的方程求出所有状态的值（f数组）之后得到。

还有，如果要求的是“总价值最小”“总件数最小”，只需简单的将上面的状态转移方程中的max改成min即可。

下面说一些变化更大的问法。

输出方案

一般而言，背包问题是要求一个最优值，如果要求输出这个最优值的方案，可以参照一般动态规划问题输出方案的方法：记录下每个状态的最优值是由状态转移方程的哪一项推出来的，换句话说，记录下它是由哪一个策略推出来的。便可根据这条策略找到上一个状态，从上一个状态接着向前推即可。

还是以01背包为例，方程为f[i][v]=max{f[i-1][v],f[i-1][v-c[i]]+w[i]}。再用一个数组g[i] [v]，设g[i][v]=0表示推出f[i][v]的值时是采用了方程的前一项（也即f[i][v]=f[i-1][v]），g[i][v]表示采用了方程的后一项。注意这两项分别表示了两种策略：未选第i个物品及选了第i个物品。那么输出方案的伪代码可以这样写（设最终状态为f[N][V]）：

i=N

v=V

while(i>0)

if(g[i][v]==0)

print "未选第i项物品"

else if(g[i][v]==1)

print "选了第i项物品"

v=v-c[i]

另外，采用方程的前一项或后一项也可以在输出方案的过程中根据f[i][v]的值实时地求出来，也即不须纪录g数组，将上述代码中的g[i] [v]==0改成f[i][v]==f[i-1][v]，g[i][v]==1改成f[i][v]==f[i-1][v-c[i]]+w[i]也可。

输出字典序最小的最优方案

这里“字典序最小”的意思是1..N号物品的选择方案排列出来以后字典序最小。以输出01背包最小字典序的方案为例。

一般而言，求一个字典序最小的最优方案，只需要在转移时注意策略。首先，子问题的定义要略改一些。我们注意到，如果存在一个选了物品1的最优方案，那么答案一定包含物品1，原问题转化为一个背包容量为v-c[1]，物品为2..N的子问题。反之，如果答案不包含物品1，则转化成背包容量仍为V，物品为2..N的子问题。不管答案怎样，子问题的物品都是以i..N而非前所述的1..i的形式来定义的，所以状态的定义和转移方程都需要改一下。但也许更简易的方法是先把物品逆序排列一下，以下按物品已被逆序排列来叙述。

在这种情况下，可以按照前面经典的状态转移方程来求值，只是输出方案的时候要注意：从N到1输入时，如果f[i][v]==f[i-v]及f[i][v]==f[i-1][f-c[i]]+w[i]同时成立，应该按照后者（即选择了物品i）来输出方案。

求方案总数

对于一个给定了背包容量、物品费用、物品间相互关系（分组、依赖等）的背包问题，除了再给定每个物品的价值后求可得到的最大价值外，还可以得到装满背包或将背包装至某一指定容量的方案总数。

对于这类改变问法的问题，一般只需将状态转移方程中的max改成sum即可。例如若每件物品均是01背包中的物品，转移方程即为f[i][v]=sum{f[i-1][v],f[i-1][v-c[i]]+w[i]}，初始条件f[0][0]=1。

事实上，这样做可行的原因在于状态转移方程已经考察了所有可能的背包组成方案。

最优方案的总数

这里的最优方案是指物品总价值最大的方案。还是以01背包为例。

结合求最大总价值和方案总数两个问题的思路，最优方案的总数可以这样求：f[i][v]意义同前述，g[i][v]表示这个子问题的最优方案的总数，则在求f[i][v]的同时求g[i][v]的伪代码如下：

for i=1..N

for v=0..V

f[i][v]=max{f[i-1][v],f[i-1][v-c[i]]+w[i]}

g[i][v]=0

if(f[i][v]==f[i-1][v])

inc(g[i][v],g[i-1][v]

if(f[i][v]==f[i-1][v-c[i]]+w[i])

inc(g[i][v],g[i-1][v-c[i]])

如果你是第一次看到这样的问题，请仔细体会上面的伪代码。

小结

显然，这里不可能穷尽背包类动态规划问题所有的问法。甚至还存在一类将背包类动态规划问题与其它领域（例如数论、图论）结合起来的问题，在这篇论背包问题的专文中也不会论及。但只要深刻领会前述所有类别的背包问题的思路和状态转移方程，遇到其它的变形问法，只要题目难度还属于NOIP，应该也不难想出算法。

触类旁通、举一反三，应该也是一个OIer应有的品质吧。

最长公共子序列

何谓子序列？例如，序列Z={B，C，D，B}是序列X={A，B，C，B，D，A，B}的子序列，相应的递增下标序列为{2，3，5，7}。

给定2个序列X和Y，当另一序列Z既是X的子序列又是Y的子序列时，称Z是序列X和Y的公共子序列。

给定2个序列X={x1,x2,…,xm}和Y={y1,y2,…,yn}，找出X和Y的最长公共子序列。

解法：

建立一个二维数组，从（0，0）处开始填表，填完为止，输出最后一个数，即是所求结果

关系式为：

if(a[i]==b[j])

f[i][j]=f[i-1][j-1]+1;

else

f[i][j]=max{ f[i-1][j] , f[i][j-1] };

#define N 1010

char a[N],b[N];

int f[N][N];

int LCS(char a[],char b[])

{

int i,j,len1,len2;

len1=(int)strlen(a);

len2=(int)strlen(b);

memset(f,0,sizeof(f));

for(i=1;i<=len1;i++)

for(j=1;j<=len2;j++)

{

if(a[i-1]==b[j-1])

f[i][j]=f[i-1][j-1]+1;

else

f[i][j]=max(f[i-1][j],f[i][j-1]);

}

return f[len1][len2];

}

最长递增子序列

子序列是指从给定字符序列中随意地（不一定连续）去掉若干个字符后形成的字符序列。

递增子序列，自然就是要求子序列是递增的。

例：

有这么一个序列，求其的最长上升子序列：

15 45 25 28 12 30

解法：

将原来的序列存在一个数组f[ ]里；

建立一个数组a，初始化都为0，a[i]表示的是以f[i]为最后一个数的上升子序列的长度；

则可以从i=0开始遍历，a[i]应该是所有满足f[i]>f[k]中a[k]+1最大的数，其中k满足0<=k<=i-1;

填完数组之后，求数组的最大值即可

对上述的例子，

a[0]=1;

a[1]=2;(45大于15)；

a[2]=2;(25大于15，但不大于45)；

a[3]=3;(28大于15，大于25，但不大于45，在15和25中，因为25对应的a[2]较大，所以选择25)

…………

以此类推即可。

参考代码：

int n,a[N],dp[N],res[N];

int LIS()

{

res[0]=1;

for(int i=1;i<n;i++)

{

int mx=0;

for(int j=0;j<i;j++)

{

if(a[i]>a[j] && res[j]>mx)

mx=res[j];

}

res[i]=mx+1;

}

int s=-INF;

for(int i=0;i<n;i++)

if(res[i]>s)

s=res[i];

return s;

}

最长递增子序列O(nlogn)算法：

//dp[i]记录长度为i的LIS的最小末尾值

int n,a[N],dp[N];

int LIS()

{

dp[1]=a[1];

int len=1;

for(int i=2;i<=n;i++)

{

if(a[i] > dp[len])

dp[++len]=a[i];

else

{

int lef=1,rig=len;

while(lef < rig)

{

int mid=(lef+rig)>>1;

if(a[i] > dp[mid]) lef=mid+1;

else rig=mid;

}

dp[lef]=a[i];

}

}

return len;

}

void solve()

{

scanf("%d",&n);

for(int i=1;i<=n;i++)

scanf("%d",&a[i]);

printf("%d\n",LIS());

// for(int i=1;i<=n;i++)

// printf("%d ",dp[i]);

// pfn;

}

关于LIS很重要的定理：

Dilworth定理：对于一个偏序集，最少链划分等于最长反链长度。

Dilworth定理的对偶定理：对于一个偏序集，其最少反链划分数等于其最长链的长度。

最长公共递增子序列

给出两个序列a和b，求序列的最长公共递增子序列

例如 a：1，4，2，5，-12 b：-12，1，2，4，最长的公共递增子序列是2（序列为2，4）。

解决方案：

用一个二维数组f[i][j]表示a序列的前i项，b序列的前j项，并且以b[j]结束的LCIS。

则有：

当a[i] != b[j]时，f[i][j]=f[i-1][j];

当a[i] == b[j]时，f[i][j]=max(f[i-1][k])+1,1<=k<=j-1 && b[j]>b[k];

但是这样的效率为O(n^3)。 不难发现，求f[i-1][k]的时候可以通过一个变量temp来解决，当k从1遍历到j的同时，可以不断更新temp的值，如果a[i]>b[j]时，令temp=max(temp,f[i-1][j])；如果a[i]==b[j]时，令f[i][j]=max+1。

#define N 1010

int a[N],b[N];

int f[N][N];

int LCIS(int a[],int b[],int lena,int lenb)

{

int i,j,temp;

memset(f,0,sizeof(f));

for(i=1;i<=lena;i++)

{

for(j=1,temp=0;j<=lenb;j++)

{

f[i][j]=f[i-1][j];

if(a[i]>b[j] && f[i-1][j]>temp)

temp=f[i-1][j];

if(a[i] == b[j])

f[i][j]=temp+1;

}

}

temp=0;

for(i=1;i<=lenb;i++)

if(f[lena][i] > temp)

temp=f[lena][i];

return temp;

}

f数组也可以改成一维数组，减少空间。f[i]表示原来的f[i][j]，f[i]的值可以沿用上一次循环的值，所以原来代码中的f[i][j]=f[i-1][j]可以省略。

int f[N];

int LCIS(int a[],int b[],int lena,int lenb)

{

int i,j,temp;

for(i=1;i<=lena;i++)

{

for(j=1,temp=0;j<=lenb;j++)

{

if(a[i]>b[j] && f[j]>temp)

temp=f[j];

if(a[i]==b[j])

f[j]=temp+1;

}

}

temp=0;

for(i=1;i<=lenb;i++)

if(f[i]>temp)

temp=f[i];

return temp;

}

最大子段和

给定由n个整数（包含负整数）组成的序列a1,a2,...,an，求该序列子段和的最大值。

例如有这么一个序列：-2 11 -4 13 -25 21 ，最大子段和为21。

解法：

建立一个f数组，f[i]表示以a[i]为末项的最大子段和，0<=k<=i，如果前i-1项的最大子段和大于0，则加上a[i]；否则f[i]=a[i]。最后从f数组里求得最大值

状态转移方程：

f[i]=f[i-1]+a[i]; f[i-1]>0

f[i]=a[i]; 否则

#define N 1010

#define M INT\_MIN

int f[N],a[N];//f[i]表示以a[i]为末项的最大子段和，0<=k<=i

//如果前i-1项的最大子段和大于0，则f[i]=f[i-1]+a[i]；否则f[i]=a[i]

int LSS\_DP(int n,int a[])

{

int i,res=M;

f[0]=a[0];

for(i=1;i<n;i++)

{

if(f[i-1]>0)

f[i]=f[i-1]+a[i];

else

f[i]=a[i];

if(f[i]>res)

res=f[i];

}

return res;

}

最大子块和

给出一个矩阵，求出其最大的矩阵和。

解法：

可以把最大矩阵和问题看成是二维的最大子段和问题，将二维化为一维求解即可；

n行数，枚举选择其中连续的几行（用两个for就可以完成），将每一列的数都相加，生成一个一维数组，然后求这个一维数组的最大子段和；然后取最大值。

#define N 1010

#define M INT\_MIN

int f[N],a[N],b[N];

int p[N][N];

int LSS\_DP(int n,int a[])

{

//最大子段和

int i,res=M;

f[0]=a[0];

for(i=1;i<n;i++)

{

if(f[i-1]>0)

f[i]=f[i-1]+a[i];

else

f[i]=a[i];

if(f[i]>res)

res=f[i];

}

return res;

}

int LSB\_DP(int m,int n,int \*\*p)

{

//最大子块和

int sum,i,k,j,res;

res=0;

int b[N];

for(i=0;i<m;i++)

{

for(j=0;j<n;j++)

b[k]=0;

for(j=i;j<m;j++)

{

for(k=0;k<n;k++)

b[k]+=p[j][k];

sum=LSS\_DP(n,b);

if(sum>res)

res=sum;

}

}

return res;

}

记忆化搜索

//hdu 1078

给出一个n\*n的矩阵，每个格子上的数代表奶酪数，起始位置在(0, 0)。每次可以水平或者垂直走，最多走k个单位，要求目标位的奶酪数要比当前位的多。每次到一个地方就把当前的奶酪都吃掉，问最多可以吃掉多少奶酪。

从(0,0)开始搜索，能获取的最多奶酪数等于当前奶酪数+下一步能搜到的最多奶酪数。

#define N 110

int n,k,f[N][N],ans[N][N];

int dir[4][2]={{1,0},{-1,0},{0,1},{0,-1}};

int dfs(int x,int y)

{

if(ans[x][y] != -1)

return ans[x][y];

int s=0;

for(int i=0;i<4;i++)

for(int j=1;j<=k;j++)

{

int tx=x+dir[i][0]\*j;

int ty=y+dir[i][1]\*j;

if(tx>=0 && ty>=0 && tx<n && ty<n && f[tx][ty]>f[x][y])

s=max(s,dfs(tx,ty));

}

ans[x][y]=s+f[x][y];

return ans[x][y];

}

int main()

{

while(scanf("%d%d",&n,&k)!=EOF)

{

if(n==-1 && k==-1)

break;

for(int i=0;i<n;i++)

for(int j=0;j<n;j++)

scanf("%d",&f[i][j]);

memset(ans,-1,sizeof(ans));

printf("%d\n",dfs(0,0));

}

return 0;

}

//hdu 1978

控制一个机器人从一个棋盘的起始点(1,1)走到棋盘的终点(n,m)，机器人一开始在棋盘的起始点并有起始点所标有的能量，只能往下或者右走，走一次消耗一单位能量，不能停留原地，当选择了一条可行路径后，当他走到这条路径的终点时，他将只有终点所标记的能量。（机器人不一定要走到没能量了才停止，可以在中途停下换路径）问有多少种情况。

#define N 110

int n,m,f[N][N],ans[N][N];

int dfs(int x,int y)

{

if(x>n || x<0 || y>m || y<0)

return 0;

if(x==n-1 && y==m-1)

return 1;

if(ans[x][y] != -1)

return ans[x][y];

int s=0;

for(int i=0;i<=f[x][y];i++)

for(int j=0;j+i <= f[x][y];j++)

{

if(i==0 && j==0)

continue;

s=(s+dfs(x+i,y+j))%10000;

}

ans[x][y]=s;

return s;

}

int main()

{

int t;

scanf("%d",&t);

while(t--)

{

scanf("%d%d",&n,&m);

for(int i=0;i<n;i++)

for(int j=0;j<m;j++)

scanf("%d",&f[i][j]);

memset(ans,-1,sizeof(ans));

printf("%d\n",dfs(0,0));

}

return 0;

}

期望类dp

问题描述：

给出这么一个图：有4个点，1和2，2和4，1和3，3和4有边。

有个人在1节点，每一分钟他会沿着边随机走到一个节点或者在原地停留，问他走到4号节点需要平均几分钟？

用Ei(i=1,2,3,4) 表示从i号节点走到4号节点的数学期望值。根据题意对1号节点有

E1=（1/3）\*E1+（1/3）\*E2+（1/3）\*E3+1 ① 表示 他下一分钟可以走到2或者3或在原地1，每个可能概率是1/3 ,注意是下一分钟，故要加上1.

同理我们对节点2，3同样可以列出：

E2=(1/3)\*E1+(1/3)\*E2+(1/3)\*E4+1 ②

E3=(1/3)\*E1+(1/3)\*E3+(1/3)\*E4+1 ③

那E4等于多少呢？ 很明显E4=0 ④，因为他就是要到点4。

这样上面1234式其实就是组成了一组方程组，解方程组就可得出E1！！用高斯消元，复杂度是O(n^3)

从上述例子，我们可总结出如何解决期望类问题：

根据题意，表示出各个状态的期望（上例的Ei，1234）,根据概率公式，列出期望之间的方程，解方程即可。

例：

hdu 4405

题意：飞行棋，掷一次骰子，往前进骰子点数，如果有飞机直接跳到飞机所指位置，当位置大于等于n时表示结束。

题解：

可以根据题意列几个方程，当没有飞机的时候，比如n=3，所列方程为：

dp[0]=1/6\*dp[1]+1/6\*dp[2]+1/6\*dp[3]+1

dp[1]=1/6\*dp[2]+1/6\*dp[3]+1

dp[2]=1/6\*dp[3]+1

dp[3]=0

于是可以总结：如果m=0（没有飞机），则dp[i]=sigma(dp[i+k]/6)+1;(1<=k<=6)，否则dp[i]=dp[f[m]]。

#define N 100010

int n,m,f[N];

double dp[N];

int main()

{

int a,b;

while(scanf("%d%d",&n,&m)!=EOF && (n||m))

{

memset(f,-1,sizeof(f));

while(m--)

{

scanf("%d%d",&a,&b);

f[a]=b;

}

dp[n]=0;

for(int i=n-1;i>=0;i--)

{

if(f[i] != -1)

dp[i]=dp[f[i]];

else

{

double s=0;

for(int j=1;j<=6 && i+j <= n;j++)

s+=dp[i+j];

dp[i]=s/6.0+1;

}

}

printf("%.4lf\n",dp[0]);

}

return 0;

}

状态压缩dp

例1(hdu4529)：

//在8\*8的八皇后棋盘上，问最多放n个骑士的方案数，任意两个骑士不受攻击，骑士“日”字走法。

//因为骑士走的是“日”字格，所以关联到前两行的状态，这道题棋子个数还有限制，所以可以用f[i][j][p][q]来建立模型，表示第 i 行用了

j 个棋子，第 i 行是 p 状态，第 i - 1 行是 q 状态的最大方案数。

//所以复杂度为8\*10\*(1<<7)\*(1<<7)\*(1<<7)，如果不剪枝肯定超时，仔细分析下有很多种情况都是不可行的。

//用vis[i][p][q]标记第i行p状态，第i-1行q状态是否可行。

char c[10][10];

int n,f[10][12][130][130]; //f[i][j][p][q] 第i行，j个棋子数，i行p状态，i-1行q状态

int huang[10],qinum[130],s[3][10]; //huang记录每行皇后的位置

int vis[10][130][130]; //vis[i][p][q], 第i行p状态，第i-1行q状态下，是否可行

int Getqizi(int a) //统计a状态有多少个1

{

int tmp=0;

while(a)

{

if(a&1)

tmp++;

a>>=1;

}

return tmp;

}

void init() //每种状态多少个1，打表处理

{

for(int i=0;i<128;i++)

qinum[i]=Getqizi(i);

}

void deal(int c,int p,int t) //第c行的p状态映射到s[t]上

{

MEM(s[t]);

int tt=0;

while(p)

{

if(tt == huang[c]) //皇后的位置跳过

s[t][tt++]=-1;

s[t][tt++]=p%2;

p>>=1;

}

}

int jud1(int t) //判断相邻两行是否符合条件

{

for(int i=0;i<8;i++)

if(s[t][i] == 1)

{

if(i-2 >= 0 && s[t+1][i-2] == 1)

return 0;

if(i+2 < 8 && s[t+1][i+2] == 1)

return 0;

}

return 1;

}

int jud2() //判断隔一行是否符合条件

{

for(int i=0;i<8;i++)

if(s[0][i] == 1)

{

if(i-1 >= 0 && s[2][i-1] == 1)

return 0;

if(i+1 < 8 && s[2][i+1] == 1)

return 0;

}

return 1;

}

void solve()

{

MEM(f);memset(vis,-1,sizeof(vis));

for(int i=0;i<128;i++) //预处理第一行

{

f[0][qinum[i]][i][0]++;

}

for(int i=1;i<8;i++) //行数

{

for(int j=0;j<=n;j++) //棋子数

{

for(int p=0;p<128;p++) //枚举第i行的状态

{

int num1=qinum[p];

if(num1 > j) //如果当前棋子数超出范围则不用继续，下面也一样

continue;

deal(i,p,0);

for(int q=0;q<128;q++) //枚举第i-1行的状态

{

int num2=qinum[q];

if(num1+num2 > n)

continue;

deal(i-1,q,1);

if(vis[i][p][q] == -1)

vis[i][p][q]=jud1(0);

if(vis[i][p][q] == 0)

continue;

if(i == 1) //如果是第1行，则不用执行下面的判断

{

f[i][j][p][q]+=f[i-1][j-num1][q][0];

continue;

}

for(int k=0;k<128;k++) //枚举第i-2行状态

{

int num3=qinum[k];

if(num1+num2+num3 > n)

continue;

deal(i-2,k,2);

if(vis[i-1][q][k] == 0 || !jud2())

continue;

f[i][j][p][q]+=f[i-1][j-num1][q][k];

}

}

}

}

}

LL ans=0;

for(int i=0;i<128;i++)

for(int j=0;j<128;j++)

ans+=f[7][n][i][j];

pf64(ans);

}

int main()

{

int T;

sf(T);

init();

while(T--)

{

sf(n);

fr(8) sfs(c[i]);

//记录每行皇后位置

for(int i=0;i<8;i++)

{

for(int j=0;j<8;j++)

{

if(c[i][j] == '\*')

{

huang[i]=j;

break;

}

}

}

solve();

}

return 0;

}

例2(hdu2167)：

//给出n\*n的矩阵，每个单元格上一个数，现从矩阵里取数，使得相加和最大，如果一个数被取了，则周围8个方向的数都不能取。3<=n<=15。

//典型的状态压缩dp，首先筛选出每一行所有可行状态，最多状态数为1579，当n等于15时。

//因为只和上一层状态相关，所以只需要记录当前行的状态，判断相邻两行是否符合条件，巧用位运算来处理。

int n,c[16][16];

int f[16][1600]; //f[i][j]：第i行前j种状态的最优解

int num[16][1600]; //num[i][j]：第i行第j种状态下可取数之和

int pnum[16],pz[16][1600];

//pnum[i]：i\*i的矩阵下的可行状态数，最多有1597种状态，当i等于15时候

//pz[i][j]：i\*i的矩阵下的第j种可行状态

int jud(int a,int tmp) //判断a状态是否可行

{

if(a == 0)

return 1;

int p=a%2;

if(p == 1 && tmp == 1)

return 0;

return jud(a/2,p);

}

void init1() //打表所有矩阵(n从3到15)，每一行的所有可行状态

{

for(int t=3;t<=15;t++)

{

int tot=1<<t;

pnum[t]=0;

for(int i=0;i<tot;i++)

{

if(!jud(i,0))

continue;

pz[t][pnum[t]++]=i;

}

}

}

int deal(int h,int a) //计算第h行，a状态下可取数之和

{

int t=0,r=0;

while(a)

{

if(a&1)

r+=c[h][t];

a>>=1;t++;

}

return r;

}

void init2() //打表每一行下，每种状态的可取数之和

{

for(int i=0;i<n;i++)

for(int j=0;j<pnum[n];j++)

num[i][j]=deal(i,pz[n][j]);

}

int jud2(int j,int k) //判断相邻两行，两种状态是否有冲突(巧用位运算)

{

if(j & k || (j>>1) & k || (j<<1) & k)

return 0;

return 1;

}

void solve()

{

MEM(f);MEM(num);

init2();

for(int i=0;i<n;i++)

{

for(int j=0;j<pnum[n];j++) //当前状态

{

if(i == 0) //如果是第一行，则不用看上一行

{

f[0][j]=num[0][j];

continue;

}

for(int k=0;k<pnum[n];k++) //前一行状态

{

if(!jud2(pz[n][j],pz[n][k]))

continue;

f[i][j]=max(f[i][j],f[i-1][k]+num[i][j]);

}

}

}

int ans=0;

for(int i=0;i<pnum[n];i++)

ans=max(ans,f[n-1][i]);

pf(ans);

}

int main()

{

init1();

char s;

while(sf(c[0][0])!=EOF)

{

n=1;

s=getchar();

while(s != '\n')

{

sf(c[0][n++]);

s=getchar();

}

for(int i=1;i<n;i++)

for(int j=0;j<n;j++)

sf(c[i][j]);

solve();

}

return 0;

}

数位dp

int num[35],f[35][3];

int dfs(int pos,int s,int e) //pos表示当前处理的位置，s表示当前状态，e表示是否有上界

{

if(pos == -1)

return s == final\_status; //final\_status表示最终状态

if(!e && f[pos][s]!=-1) //如果没有限制，且已经搜过则返回

return f[pos][s];

int res=0;

int u=e?num[pos]:9; //取当前最大能取的数

for(int d=0;d<=u;d++)

{

int t=s;

/\*

\* 更新状态t，状态需要自己定义，状态0表示什么，状态1表示什么......

\*/

res+=dfs(pos-1,t,e && d==u);

}

if(!e)

f[pos][s]=res;

return res;

}

//求出0到a之间符合条件的个数

int solve(int a)

{

memset(f,-1,sizeof(f));

int len=0;

while(a)

{

num[len++]=a%10;

a/=10;

}

return dfs(len-1,0,1);

}

//sample: 求区间[1, a]内有多少个数不含4

int num[35],f[35][2];

int dfs(int pos,int s,int e){

if(pos == -1)

return s == 0;

if(!e && f[pos][s]!=-1)

return f[pos][s];

int res=0;

int u=e?num[pos]:9;

for(int d=0;d<=u;d++)

{

int t=s;

if(d == 4) t=1;

res+=dfs(pos-1,t,e && d==u);

}

if(!e)

f[pos][s]=res;

return res;

}

int FaultyOdometer(int a){

int len=0;

while(a) {

num[len++]=a%10;

a/=10;

}

memset(f,-1,sizeof(f));

return dfs(len-1,0,1) - 1;

}

//hdu 2089

//给定区间[n,m]，求有多少个数不含4和62

int num[35];

LL f[35][3];

int dfs(int pos,int s,bool e)

{

if(pos == -1)

return s != 2;

if(!e && f[pos][s]!=-1)

return f[pos][s];

int res=0;

int u=e?num[pos]:9;

for(int d=0;d<=u;d++)

{

int t=s;

if(s == 0 && d == 6)

t=1;

if(s == 1 && d == 2)

t=2;

if(s == 1 && d!=6 && d!=2)

t=0;

if(s == 0 && d == 4)

t=2;

if(s == 1 && d == 4)

t=2;

res+=dfs(pos-1,t,e && d==u);

}

if(!e)

f[pos][s]=res;

return res;

}

int solve(int a)

{

memset(f,-1,sizeof(f));

int len=0;

while(a)

{

num[len++]=a%10;

a/=10;

}

return dfs(len-1,0,1);

}

int main()

{

int n,m;

while(sf2(n,m)!=EOF && (n||m))

pf(solve(m)-solve(n-1));

return 0;

}

### 十二、搜索&查找

bfs

//hdu1241给出一个二维矩阵，看有多少个'@'的块

#include<iostream>

#include<queue>

using namespace std;

#define N 10050

int dir[8][2] = { { 1, 0 }, { 0, 1 }, { -1, 0 }, { 0, -1 }, { 1, 1 }, { -1, 1 },{ 1, -1 }, { -1, -1 } };

struct Point{

int x,y;

};

queue<Point> q;

Point point, point1, point2;

char c[105][105];

bool vis[105][105];

void bfs(int x1, int y1)

{

int i;

point.x = x1;

point.y = y1;

vis[x1][y1] = true;

q.push(point);

while (!q.empty())

{

point1 = q.front();

q.pop();

for (i = 0; i < 8; i++)

{

point2.x = point1.x + dir[i][0];

point2.y = point1.y + dir[i][1];

if (point2.x >= 0 && point2.y >= 0 && c[point2.x][point2.y] == '@'&& !vis[point2.x][point2.y])

{

q.push(point2);

vis[point2.x][point2.y] = true;

}

}

}

}

int main()

{

int m, n, i, j, temp;

while (scanf("%d%d", &m, &n) != EOF && (m||n))

{

temp = 0;

memset(vis, false, sizeof(vis));

for (i = 0; i < m; i++)

for (j = 0; j < n; j++)

scanf("%s", c[i]);

for (i = 0; i < m; i++)

for (j = 0; j < n; j++)

if (c[i][j] == '@' && !vis[i][j])

{

bfs(i, j);

temp++;

}

printf("%d\n", temp);

}

return 0;

}

dfs

//dfs打数组f的全排列，ans记录个数

int f[12]={1,2,3,4,5};

int ans,a[12],vis[12];

void dfs(int tmp)

{

if(tmp == 5)

{

ans++;

for(int i=0;i<5;i++)

printf("%d ",a[i]);

printf("\n");

return ;

}

for(int i=0;i<5;i++)

{

if(!vis[i])

{

vis[i]=1;

a[tmp]=f[i];

dfs(tmp+1);

vis[i]=0;

}

}

}

void solve()

{

MEM(vis);ans=0;

dfs(0);

printf("%d\n",ans);

}

hash

//hdu1043 八数码经典问题

//解法：bfs打表+哈希，从最后状态(13245678x)搜，状态用哈希记录，并记录路径（ps：八数码有很多经典解法，比如\*A,迭代加深,双向bfs，但都用到哈希）

struct Node{

int x,y,ha; //x和y记录‘x’的位置，ha记录哈希值

char m[3][3];

};

int dir[4][2]={{1,0},{-1,0},{0,1},{0,-1}};

int fac[12]={1,1,2,6,24,120,720,5040,40320,362880};

char c[5]="udlr";

char path[N]; //path记录路径

Node t,tmp;

int vis[N],pre[N]; //pre记录前一中状态的哈希值

void fun(Node &t,char s[]) //将s转成t中3\*3的格子

{

int len,i,j;

len=(int)strlen(s);

i=0;j=0;

for(int k=0;k<len;k++)

{

if(s[k] < '9' && s[k] >= '0')

t.m[i][j++]=s[k];

else if(s[k] == 'x')

{

t.x=i;

t.y=j;

t.m[i][j++]='x';

}

if(j == 3)

{

i++;

j=0;

}

}

}

int Hash(Node p) //计算p中格子的哈希值

{

char s[12];

int i,j,n,c,k=0;

for(i=0;i<3;i++)

for(j=0;j<3;j++)

s[k++]=p.m[i][j];

s[k]='\0';

for(i=0,n=0;i<8;i++)

{

c=0;

for(j=i+1;j<9;j++)

if(s[j] < s[i])

c++;

n+=c\*fac[8-i];

}

return n;

}

void bfs() //逆序搜索

{

int hash1,hash2;

char s[12]="12345678x";

fun(t,s);

MEM(vis);

memset(path,-1,sizeof(path));

hash1=Hash(t);

vis[hash1]=1;

t.ha=hash1;

queue<Node> Q;

Q.push(t);

while(!Q.empty())

{

t=Q.front();

Q.pop();

hash1=t.ha;

for(int i=0;i<4;i++)

{

tmp=t;

tmp.x=t.x+dir[i][0];

tmp.y=t.y+dir[i][1];

if(tmp.x < 3 && tmp.x >= 0 && tmp.y < 3 && tmp.y >= 0)

{

char tt=tmp.m[t.x][t.y];

tmp.m[t.x][t.y]=tmp.m[tmp.x][tmp.y];

tmp.m[tmp.x][tmp.y]=tt;

hash2=Hash(tmp);

if(!vis[hash2])

{

vis[hash2]=1;

pre[hash2]=hash1;

path[hash2]=c[i];

tmp.ha=hash2;

Q.push(tmp);

}

}

}

}

}

int main()

{

int h;

char str[51];

bfs();

while(gets(str))

{

fun(tmp,str);

h=Hash(tmp);

if(!vis[h])

{

printf("unsolvable\n");

continue;

}

while(path[h] != -1)

{

printf("%c",path[h]);

h=pre[h];

}

printf("\n");

}

return 0;

}

常见字符串hash算法

// RS Hash Function

unsigned int RSHash(char\* str)

{

unsigned int b = 378551 ;

unsigned int a = 63689 ;

unsigned int hash = 0 ;

while (\*str)

{

hash = hash \* a + (\*str ++ );

a \*= b;

}

return (hash & 0x7FFFFFFF );

}

// JS Hash Function

unsigned int JSHash(char\* str)

{

unsigned int hash = 1315423911 ;

while (\*str)

{

hash ^= ((hash << 5 ) + (\*str ++ ) + (hash >> 2 ));

}

return (hash & 0x7FFFFFFF );

}

// P. J. Weinberger Hash Function

unsigned int PJWHash(char\* str)

{

unsigned int BitsInUnignedInt = (unsigned int )( sizeof (unsigned int)\*8 );

unsigned int ThreeQuarters = (unsigned int )((BitsInUnignedInt\*3 ) / 4 );

unsigned int OneEighth = (unsigned int )(BitsInUnignedInt / 8 );

unsigned int HighBits = (unsigned int )( 0xFFFFFFFF ) << (BitsInUnignedInt - OneEighth);

unsigned int hash = 0 ;

unsigned int test = 0 ;

while (\*str)

{

hash = (hash << OneEighth) + (\*str ++ );

if ((test = hash & HighBits) != 0 ) {

hash = ((hash ^ (test >> ThreeQuarters)) & ( ~ HighBits));

}

}

return (hash & 0x7FFFFFFF );

}

// ELF Hash Function

unsigned int ELFHash(char\* str)

{

unsigned int hash = 0 ;

unsigned int x = 0 ; while (\*str)

{

hash = (hash << 4 ) + (\*str ++ );

if ((x = hash & 0xF0000000L ) != 0 ) {

hash ^= (x >> 24 );

hash &= ~ x;

}

}

return (hash & 0x7FFFFFFF );

}

// BKDR Hash Function

unsigned int BKDRHash(char\* str)

{

unsigned int seed = 131 ; // 31 131 1313 13131 131313 etc..

unsigned int hash = 0 ;

while (\*str)

{

hash = hash\*seed + (\*str ++ );

}

return (hash & 0x7FFFFFFF );

}

// SDBM Hash Function

unsigned int SDBMHash(char\* str)

{

unsigned int hash = 0 ;

while (\*str)

{

hash = (\*str ++ ) + (hash << 6 ) + (hash << 16 ) - hash;

}

return (hash & 0x7FFFFFFF );

}

// DJB Hash Function

unsigned int DJBHash(char\* str)

{

unsigned int hash = 5381 ;

while (\*str)

{

hash += (hash << 5 ) + (\*str ++ );

}

return (hash & 0x7FFFFFFF );

}

// AP Hash Function

unsigned int APHash(char\* str)

{

unsigned int hash = 0 ;

int i;

for (i = 0 ;\*str; i ++ )

{

if ((i & 1 ) == 0 ) {

hash ^= ((hash << 7 ) ^ (\*str ++ ) ^ (hash >> 3 ));

} else {

hash ^= ( ~ ((hash << 11 ) ^ (\*str ++ ) ^ (hash >> 5 )));

}

}

return (hash & 0x7FFFFFFF );

}

二分查找

例1：

//在[lef,rig)区间内查找值v,返回下标，a数组已经按从小到大排序，失败返回-1

int bin\_search(int a[],int lef,int rig,int v)

{

int mid;

while(lef < rig)

{

mid=(lef+rig)>>1;

if(a[mid] == v)

return mid;

if(a[mid] < v)

lef=mid+1;

else

rig=mid;

}

return -1;

}

例2：

//查找大于等于v的第一个值，要求lef<=rig，返回值lef总是合理的

int bin\_search(int a[],int lef,int rig,int v)

{

int mid;

while(lef < rig)

{

mid=(lef+rig)>>1;

if(a[mid] < v)

lef=mid+1;

else

rig=mid;

}

return lef;

}

例3:

//hdu2289

已知圆台的上下圆半径（上圆大下圆小），圆台高度以及圆台内水的体积，求水的高度。

二分结果，已知水的高度，可以按照比例计算出水的上圆半径，然后利用公式计算圆台体积。

圆台体积公式：V=PI\*h\*(r\*r+R\*R+R\*r)/3;

double r,R,h,v,tmp;

double fun(double h1)

{

double r2=(R-r)\*h1/h+r;

return PI\*h1\*(r\*r+r2\*r2+r2\*r)/3;

}

void solve()

{

double mid,res,lef=0,rig=h;

while(rig-lef > eps)

{

mid=(lef+rig)/2;

res=fun(mid);

if(res > v)

rig=mid-eps;

else

lef=mid+eps;

}

printf("%.6lf\n",mid);

}

int main()

{

int T;

scanf("%d",&T);

while(T--)

{

scanf("%lf%lf%lf%lf",&r,&R,&h,&v);

solve();

}

return 0;

}

三分查找

三分适用于求凸性函数

double Calc(double a)

{

//根据题意计算

}

void solve(double sta,double end)

{

double Left, Right;

double mid, midmid;

double mid\_area, midmid\_area;

Left = sta; Right = end;

while (Left + eps < Right)

{

mid = (Left + Right) / 2.0;

midmid = (mid + Right) / 2.0;

mid\_area = Calc(mid);

midmid\_area = Calc(midmid);

if (mid\_area+eps < midmid\_area) Right = midmid; //小于求极小值，大于求极大值

else Left = mid;

}

printf("%.2lf %.2lf\n",mid,mid\_area);

}

### 十三、排序

快速排序

//数组a前n个元素排序:quicksort(0,n,a)

void quicksort(int lef,int rig,int a[])

{

if(rig < lef+2)

return ;

int e=rig,p=lef;

while(lef < rig)

{

while(++lef < e && a[lef] <= a[p]); //'<='升序，改为>=降序

while(--rig > p && a[rig] >= a[p]); //'>='升序，改为<=降序(与上面一起改)

if(lef < rig)

swap(a[lef],a[rig]);

}

swap(a[rig],a[p]);

quicksort(p,rig,a);

quicksort(lef,e,a);

}

归并排序

//数组a前n个元素排序:Mergesort(0,n,a)

void Mergesort(int lef,int rig,int a[])

{

int c[12];

int mid,i,j,tmp,cnt=0;

if(rig > lef+1)

{

mid=(lef+rig)/2;

Mergesort(lef,mid,a);

Mergesort(mid,rig,a);

tmp=lef;

for(i=lef,j=mid;i<mid && j<rig;)

{

if(a[i] < a[j]) //'>'升序，'<'降序

{

c[tmp++]=a[j++];

cnt+=mid-i;

}

else

c[tmp++]=a[i++];

}

if(j < rig)

for(;j<rig;j++)

c[tmp++]=a[j];

else

for(;i<mid;i++)

c[tmp++]=a[i];

for(i=lef;i<rig;i++)

a[i]=c[i];

}

}

希尔排序

//数组a前n个元素排序:shellsort(n,a)

void shellsort(int n,int a[])

{

int i,j,k;

for(i=n;i>=1;i--)

a[i]=a[i-1];

k=n/2;

while(k>=1)

{

for(i=k+1;i<=n;i++)

{

a[0]=a[i];

j=i-k;

while(a[j] > a[0] && j>=0) //'>'升序，'<'降序

{

a[j+k]=a[j];

j=j-k;

}

a[j+k]=a[0];

}

k=k/2;

}

for(i=0;i<n;i++)

a[i]=a[i+1];

}

冒泡排序

//数组a前n个元素排序:bubblesort(n,a)

void bubblesort(int n,int a[])

{

for(int i=0;i<n-1;i++)

for(int j=0;j<n-i-1;j++)

if(a[j] < a[j+1]) ///'>'升序，'<'降序

swap(a[j],a[j+1]);

}

堆排序

//数组a前n个元素排序:heapsort(n,a)

void heap(int a[],int i,int m)//调整堆的函数

{

int j,x=a[i];

j=2\*i;

while(j<=m)

{

if(j<m)

if(a[j] < a[j+1]) //'<'升序，'>'降序

j++;

if(a[j] > x) //'>'升序，'<'降序(与上面一起改)

{

a[i]=a[j];

i=j;

j=2\*i;

}

else

j=m+1;

}

a[i]=x;

}

void heapsort(int n,int a[])

{

int i,v;

for(i=n;i>0;i--)

a[i]=a[i-1];

for(i=n/2;i>=1;i--)

heap(a,i,n);

for(v=n;v>=2;v--)

{

swap(a[1],a[v]);

heap(a,1,v-1);

}

for(i=0;i<n;i++)

a[i]=a[i+1];

}

选择排序

//数组a前n个元素排序:choosesort(n,a)

void choosesort(int n,int a[])

{

int i,j,k;

for(i=0;i<n;i++)

{

k=i;

for(j=i;j<n;j++)

if(a[j] > a[k]) //'<'升序，'>'降序

k=j;

swap(a[i],a[k]);

}

}

### 十四、计算几何

计算几何完全模板

int doublecmp(double x){//判断double等于0

if(fabs(x)<eps)return 0;else return x<0?-1:1;

}

struct Point{

double x,y;

Point(double x=0,double y=0):x(x),y(y){}

};

typedef Point Vector;

Vector operator+(Vector a,Vector b){return Vector(a.x+b.x,a.y+b.y);}//向量+向量=向量

Vector operator-(Point a,Point b){return Vector(a.x-b.x,a.y-b.y);}//点-点=向量

Vector operator\*(Vector a,double p){return Vector(a.x\*p,a.y\*p);}//向量\*实数=向量

Vector operator/(Vector a,double p){return Vector(a.x/p,a.y/p);}//向量/实数=向量

bool operator<(const Point&a,const Point&b){return a.x<b.x||(a.x==b.x&&a.y<b.y);}

bool operator==(const Point&a,const Point&b){

return doublecmp(a.x-b.x)==0&&doublecmp(a.y-b.y)==0;

}

bool operator!=(const Point&a,const Point&b){return a==b?false:true;}

struct Segment{

Point a,b;

Segment(){}

Segment(Point \_a,Point \_b){a=\_a,b=\_b;}

bool friend operator<(const Segment& p,const Segment& q){return p.a<q.a||(p.a==q.a&&p.b<q.b);}

bool friend operator==(const Segment& p,const Segment& q){return (p.a==q.a&&p.b==q.b)||(p.a==q.b&&p.b==q.a);}

};

struct Circle{

Point c;

double r;

Circle(){}

Circle(Point \_c, double \_r):c(\_c),r(\_r) {}

Point point(double a)const{return Point(c.x+cos(a)\*r,c.y+sin(a)\*r);}

bool friend operator<(const Circle& a,const Circle& b){return a.r<b.r;}

};

struct Line{

Point p;

Vector v;

double ang;

Line() {}

Line(const Point &\_p, const Vector &\_v):p(\_p),v(\_v){ang = atan2(v.y, v.x);}

bool operator<(const Line &L)const{return ang < L.ang;}

};

double dis(Point a,Point b){return sqrt((a.x-b.x)\*(a.x-b.x)+(a.y-b.y)\*(a.y-b.y));}//求两点间距离

double Dot(Vector a,Vector b){return a.x\*b.x+a.y\*b.y;}//|a|\*|b|\*cosθ 点积

double Length(Vector a){return sqrt(Dot(a,a));}//|a| 向量长度

double Angle(Vector a,Vector b){return acos(Dot(a,b)/Length(a)/Length(b));}//向量夹角θ

double Cross(Vector a,Vector b){return a.x\*b.y-a.y\*b.x;}//叉积 向量围成的平行四边形的面积

double Area2(Point a,Point b,Point c){return Cross(b-a,c-a);}//同上 参数为三个点

double DegreeToRadius(double deg){return deg/180\*PI;}

double GetRerotateAngle(Vector a,Vector b){//向量a顺时针旋转theta度得到向量b的方向

double tempa=Angle(a,Vector(1,0));

if(a.y<0) tempa=2\*PI-tempa;

double tempb=Angle(b,Vector(1,0));

if(b.y<0) tempb=2\*PI-tempb;

if((tempa-tempb)>0) return tempa-tempb;

else return tempa-tempb+2\*PI;

}

Vector Rotate(Vector a,double rad){//向量旋转rad弧度

return Vector(a.x\*cos(rad)-a.y\*sin(rad),a.x\*sin(rad)+a.y\*cos(rad));

}

Vector Normal(Vector a){//计算单位法线

double L=Length(a);

return Vector(-a.y/L,a.x/L);

}

Point GetLineProjection(Point p,Point a,Point b){//点在直线上的投影

Vector v=b-a;

return a+v\*(Dot(v,p-a)/Dot(v,v));

}

Point GetLineIntersection(Point p,Vector v,Point q,Vector w){//求直线交点 有唯一交点时可用

Vector u=p-q;

double t=Cross(w,u)/Cross(v,w);

return p+v\*t;

}

int ConvexHull(Point\* p,int n,Point\* ch){//计算凸包

sort(p,p+n);

int m=0;

for(int i=0;i<n;i++){

while(m>1&&Cross(ch[m-1]-ch[m-2],p[i]-ch[m-2])<=0) m--;

ch[m++]=p[i];

}

int k=m;

for(int i=n-2;i>=0;i--){

while(m>k&&Cross(ch[m-1]-ch[m-2],p[i]-ch[m-2])<=0) m--;

ch[m++]=p[i];

}

if(n>0) m--;

return m;

}

double Heron(double a,double b,double c){//海伦公式

double p=(a+b+c)/2;

return sqrt(p\*(p-a)\*(p-b)\*(p-c));

}

bool SegmentProperIntersection(Point a1,Point a2,Point b1,Point b2){//线段规范相交判定

double c1=Cross(a2-a1,b1-a1),c2=Cross(a2-a1,b2-a1);

double c3=Cross(b2-b1,a1-b1),c4=Cross(b2-b1,a2-b1);

return doublecmp(c1)\*doublecmp(c2)<0&&doublecmp(c3)\*doublecmp(c4)<0;

}

double CutConvex(const int n,Point\* poly, const Point a,const Point b, vector<Point> result[3]){//有向直线a b 切割凸多边形

vector<Point> points;

Point p;

Point p1=a,p2=b;

int cur,pre;

result[0].clear();

result[1].clear();

result[2].clear();

if(n==0) return 0;

double tempcross;

tempcross=Cross(p2-p1,poly[0]-p1);

if(doublecmp(tempcross)==0) pre=cur=2;

else if(tempcross>0) pre=cur=0;

else pre=cur=1;

for(int i=0;i<n;i++){

tempcross=Cross(p2-p1,poly[(i+1)%n]-p1);

if(doublecmp(tempcross)==0) cur=2;

else if(tempcross>0) cur=0;

else cur=1;

if(cur==pre){

result[cur].push\_back(poly[(i+1)%n]);

}

else{

p1=poly[i];

p2=poly[(i+1)%n];

p=GetLineIntersection(p1,p2-p1,a,b-a);

points.push\_back(p);

result[pre].push\_back(p);

result[cur].push\_back(p);

result[cur].push\_back(poly[(i+1)%n]);

pre=cur;

}

}

sort(points.begin(),points.end());

if(points.size()<2){

return 0;

}

else{

return Length(points.front()-points.back());

}

}

double DistanceToSegment(Point p,Segment s){//点到线段的距离

if(s.a==s.b) return Length(p-s.a);

Vector v1=s.b-s.a,v2=p-s.a,v3=p-s.b;

if(doublecmp(Dot(v1,v2))<0) return Length(v2);

else if(doublecmp(Dot(v1,v3))>0) return Length(v3);

else return fabs(Cross(v1,v2))/Length(v1);

}

bool isPointOnSegment(Point p,Segment s){//点在线段上

return doublecmp(DistanceToSegment(p,s))==0;

}

int isPointInPolygon(Point p, Point\* poly,int n){//点与多边形的位置关系

int wn=0;

for(int i=0;i<n;i++){

Point& p2=poly[(i+1)%n];

if(isPointOnSegment(p,Segment(poly[i],p2))) return -1;//点在边界上

int k=doublecmp(Cross(p2-poly[i],p-poly[i]));

int d1=doublecmp(poly[i].y-p.y);

int d2=doublecmp(p2.y-p.y);

if(k>0&&d1<=0&&d2>0)wn++;

if(k<0&&d2<=0&&d1>0)wn--;

}

if(wn) return 1;//点在内部

else return 0;//点在外部

}

double PolygonArea(vector<Point> p){//多边形有向面积

double area=0;

int n=p.size();

for(int i=1;i<n-1;i++)

area+=Cross(p[i]-p[0],p[i+1]-p[0]);

return area/2;

}

int PSLGtoPolygons(Segment arr[],int n,vector<Point>\* Polygons){//通过n/2个线段组成的PSLG求所有多边形 返回个数

int count=n-1;

bool vis[9999];memset(vis,0,sizeof vis);//先求一次外包围 去掉多余线段

Point star=arr[0].a,pre=arr[0].a,cur=arr[0].b,purpose=arr[0].b;vis[0]=true;

int mark;

while(purpose!=star){

double theta=-INF;

for(int i=0;i<n;i++)if(!vis[i]&&arr[i].a==cur&&arr[i].b!=pre){

if(theta<GetRerotateAngle(pre-cur,arr[i].b-cur)){

theta=GetRerotateAngle(pre-cur,arr[i].b-cur);

purpose=arr[i].b;

mark=i;

}

}

vis[mark]=true;count--;

pre=cur;cur=purpose;

}//接下来卷包裹最大角度求多边形

int polyidx=0;

while(count>0){//线段个数不为0

for(int i=0;i<n;i++)if(!vis[i]){//找一个出发线段

star=arr[i].a,pre=arr[i].a,cur=arr[i].b,purpose=arr[i].b;vis[i]=true;count--;

Polygons[polyidx].clear();

Polygons[polyidx].push\_back(cur);

break;

}

while(purpose!=star){

double theta=-INF;

for(int i=0;i<n;i++)if(!vis[i]&&arr[i].a==cur&&arr[i].b!=pre){

if(theta<GetRerotateAngle(pre-cur,arr[i].b-cur)){

theta=GetRerotateAngle(pre-cur,arr[i].b-cur);

purpose=arr[i].b;

mark=i;

}

}

vis[mark]=true;count--;

Polygons[polyidx].push\_back(purpose);

pre=cur;cur=purpose;

}

polyidx++;

}

return polyidx;

}

int GetLineCircleIntersection(Line L,Circle C,Point& p1,Point& p2){//圆与直线交点 返回交点个数

double a = L.v.x, b = L.p.x - C.c.x, c = L.v.y, d = L.p.y-C.c.y;

double e = a\*a + c\*c, f = 2\*(a\*b+c\*d), g = b\*b + d\*d -C.r\*C.r;

double delta = f\*f - 4\*e\*g;

if(doublecmp(delta) < 0) return 0;//相离

if(doublecmp(delta) == 0) {//相切

p1=p1=C.point(-f/(2\*e));

return 1;

}//相交

p1=(L.p+L.v\*(-f-sqrt(delta))/(2\*e));

p2=(L.p+L.v\*(-f+sqrt(delta))/(2\*e));

return 2;

}

计算几何完全模板（补充）

#define eps 1e-8

#define zero(x) (((x)>0?(x):-(x))<eps)

struct Point{double x,y; int id;};

struct Line{Point a,b;};

//计算cross product (P1-P0)x(P2-P0)

double xmult(Point p1,Point p2,Point p0){

return (p1.x-p0.x)\*(p2.y-p0.y)-(p2.x-p0.x)\*(p1.y-p0.y);

}

double xmult(double x1,double y1,double x2,double y2,double x0,double y0){

return (x1-x0)\*(y2-y0)-(x2-x0)\*(y1-y0);

}

//计算dot product (P1-P0).(P2-P0)

double dmult(Point p1,Point p2,Point p0){

return (p1.x-p0.x)\*(p2.x-p0.x)+(p1.y-p0.y)\*(p2.y-p0.y);

}

double dmult(double x1,double y1,double x2,double y2,double x0,double y0){

return (x1-x0)\*(x2-x0)+(y1-y0)\*(y2-y0);

}

//两点距离

double distance(Point p1,Point p2){

return sqrt((p1.x-p2.x)\*(p1.x-p2.x)+(p1.y-p2.y)\*(p1.y-p2.y));

}

double distance(double x1,double y1,double x2,double y2){

return sqrt((x1-x2)\*(x1-x2)+(y1-y2)\*(y1-y2));

}

//判三点共线

int dots\_inline(Point p1,Point p2,Point p3){

return zero(xmult(p1,p2,p3));

}

int dots\_inline(double x1,double y1,double x2,double y2,double x3,double y3){

return zero(xmult(x1,y1,x2,y2,x3,y3));

}

//判点是否在线段上,包括端点

int dot\_online\_in(Point p,Line l){

return zero(xmult(p,l.a,l.b))&&(l.a.x-p.x)\*(l.b.x-p.x)<eps&&(l.a.y-p.y)\*(l.b.y-p.y)<eps;

}

int dot\_online\_in(Point p,Point l1,Point l2){

return zero(xmult(p,l1,l2))&&(l1.x-p.x)\*(l2.x-p.x)<eps&&(l1.y-p.y)\*(l2.y-p.y)<eps;

}

int dot\_online\_in(double x,double y,double x1,double y1,double x2,double y2){

return zero(xmult(x,y,x1,y1,x2,y2))&&(x1-x)\*(x2-x)<eps&&(y1-y)\*(y2-y)<eps;

}

//判点是否在线段上,不包括端点

int dot\_online\_ex(Point p,Line l){

return dot\_online\_in(p,l)&&(!zero(p.x-l.a.x)||!zero(p.y-l.a.y))&&(!zero(p.x-l.b.x)||!zero(p.y-l.b.y));

}

int dot\_online\_ex(Point p,Point l1,Point l2){

return dot\_online\_in(p,l1,l2)&&(!zero(p.x-l1.x)||!zero(p.y-l1.y))&&(!zero(p.x-l2.x)||!zero(p.y-l2.y));

}

int dot\_online\_ex(double x,double y,double x1,double y1,double x2,double y2){

return dot\_online\_in(x,y,x1,y1,x2,y2)&&(!zero(x-x1)||!zero(y-y1))&&(!zero(x-x2)||!zero(y-y2));

}

//判两点在线段同侧,点在线段上返回0

int same\_side(Point p1,Point p2,Line l){

return xmult(l.a,p1,l.b)\*xmult(l.a,p2,l.b)>eps;

}

int same\_side(Point p1,Point p2,Point l1,Point l2){

return xmult(l1,p1,l2)\*xmult(l1,p2,l2)>eps;

}

//判两点在线段异侧,点在线段上返回0

int opposite\_side(Point p1,Point p2,Line l){

return xmult(l.a,p1,l.b)\*xmult(l.a,p2,l.b)<-eps;

}

int opposite\_side(Point p1,Point p2,Point l1,Point l2){

return xmult(l1,p1,l2)\*xmult(l1,p2,l2)<-eps;

}

//判两直线平行

int parallel(Line u,Line v){

return zero((u.a.x-u.b.x)\*(v.a.y-v.b.y)-(v.a.x-v.b.x)\*(u.a.y-u.b.y));

}

int parallel(Point u1,Point u2, Point v1,Point v2){

return zero((u1.x-u2.x)\*(v1.y-v2.y)-(v1.x-v2.x)\*(u1.y-u2.y));

}

//判两直线垂直

int perpendicular(Line u,Line v){

return zero((u.a.x-u.b.x)\*(v.a.x-v.b.x)+(u.a.y-u.b.y)\*(v.a.y-v.b.y));

}

int perpendicular(Point u1,Point u2,Point v1,Point v2){

return zero((u1.x-u2.x)\*(v1.x-v2.x)+(u1.y-u2.y)\*(v1.y-v2.y));

}

//判两线段相交,包括端点和部分重合

int intersect\_in(Line u,Line v){

if (!dots\_inline(u.a,u.b,v.a)||!dots\_inline(u.a,u.b,v.b))

return !same\_side(u.a,u.b,v)&&!same\_side(v.a,v.b,u);

return dot\_online\_in(u.a,v)||dot\_online\_in(u.b,v)||dot\_online\_in(v.a,u)||dot\_online\_in(v.b,u);

}

int intersect\_in(Point u1,Point u2,Point v1,Point v2){

if (!dots\_inline(u1,u2,v1)||!dots\_inline(u1,u2,v2))

return !same\_side(u1,u2,v1,v2)&&!same\_side(v1,v2,u1,u2);

return dot\_online\_in(u1,v1,v2)||dot\_online\_in(u2,v1,v2)||dot\_online\_in(v1,u1,u2)||dot\_online\_in(v2,u1,u2);

}

//判两线段相交,不包括端点和部分重合

int intersect\_ex(Line u,Line v){

return opposite\_side(u.a,u.b,v)&&opposite\_side(v.a,v.b,u);

}

int intersect\_ex(Point u1,Point u2,Point v1,Point v2){

return opposite\_side(u1,u2,v1,v2)&&opposite\_side(v1,v2,u1,u2);

}

//计算两直线交点,注意事先判断直线是否平行!

//线段交点请另外判线段相交(同时还是要判断是否平行!)

Point intersection(Line u,Line v){

Point ret=u.a;

double t=((u.a.x-v.a.x)\*(v.a.y-v.b.y)-(u.a.y-v.a.y)\*(v.a.x-v.b.x))

/((u.a.x-u.b.x)\*(v.a.y-v.b.y)-(u.a.y-u.b.y)\*(v.a.x-v.b.x));

ret.x+=(u.b.x-u.a.x)\*t;

ret.y+=(u.b.y-u.a.y)\*t;

return ret;

}

Point intersection(Point u1,Point u2,Point v1,Point v2){

Point ret=u1;

double t=((u1.x-v1.x)\*(v1.y-v2.y)-(u1.y-v1.y)\*(v1.x-v2.x))

/((u1.x-u2.x)\*(v1.y-v2.y)-(u1.y-u2.y)\*(v1.x-v2.x));

ret.x+=(u2.x-u1.x)\*t;

ret.y+=(u2.y-u1.y)\*t;

return ret;

}

//点到直线上的最近点

Point ptoline(Point p,Line l){

Point t=p;

t.x+=l.a.y-l.b.y,t.y+=l.b.x-l.a.x;

return intersection(p,t,l.a,l.b);

}

Point ptoline(Point p,Point l1,Point l2){

Point t=p;

t.x+=l1.y-l2.y,t.y+=l2.x-l1.x;

return intersection(p,t,l1,l2);

}

//点到直线距离

double disptoline(Point p,Line l){

return fabs(xmult(p,l.a,l.b))/distance(l.a,l.b);

}

double disptoline(Point p,Point l1,Point l2){

return fabs(xmult(p,l1,l2))/distance(l1,l2);

}

double disptoline(double x,double y,double x1,double y1,double x2,double y2){

return fabs(xmult(x,y,x1,y1,x2,y2))/distance(x1,y1,x2,y2);

}

//点到线段上的最近点

Point ptoseg(Point p,Line l){

Point t=p;

t.x+=l.a.y-l.b.y,t.y+=l.b.x-l.a.x;

if (xmult(l.a,t,p)\*xmult(l.b,t,p)>eps)

return distance(p,l.a)<distance(p,l.b)?l.a:l.b;

return intersection(p,t,l.a,l.b);

}

Point ptoseg(Point p,Point l1,Point l2){

Point t=p;

t.x+=l1.y-l2.y,t.y+=l2.x-l1.x;

if (xmult(l1,t,p)\*xmult(l2,t,p)>eps)

return distance(p,l1)<distance(p,l2)?l1:l2;

return intersection(p,t,l1,l2);

}

//点到线段距离

double disptoseg(Point p,Line l){

Point t=p;

t.x+=l.a.y-l.b.y,t.y+=l.b.x-l.a.x;

if (xmult(l.a,t,p)\*xmult(l.b,t,p)>eps)

return distance(p,l.a)<distance(p,l.b)?distance(p,l.a):distance(p,l.b);

return fabs(xmult(p,l.a,l.b))/distance(l.a,l.b);

}

double disptoseg(Point p,Point l1,Point l2){

Point t=p;

t.x+=l1.y-l2.y,t.y+=l2.x-l1.x;

if (xmult(l1,t,p)\*xmult(l2,t,p)>eps)

return distance(p,l1)<distance(p,l2)?distance(p,l1):distance(p,l2);

return fabs(xmult(p,l1,l2))/distance(l1,l2);

}

//矢量V以P为顶点逆时针旋转angle并放大scale倍

Point rotate(Point v,Point p,double angle,double scale){

Point ret=p;

v.x-=p.x,v.y-=p.y;

p.x=scale\*cos(angle);

p.y=scale\*sin(angle);

ret.x+=v.x\*p.x-v.y\*p.y;

ret.y+=v.x\*p.y+v.y\*p.x;

return ret;

}

判断两条线段是否相交

struct point{

double x, y;

};

struct line{

point a, b;

};

double xmulti(point p1,point p2,point p0){

return((p1.x-p0.x) \* (p2.y-p0.y) - (p2.x-p0.x)\*(p1.y-p0.y));

}

int lsinterls(line u,line v)

{

return( (Max(u.a.x,u.b.x)>=Min(v.a.x,v.b.x))&&

(Max(v.a.x,v.b.x)>=Min(u.a.x,u.b.x))&&

(Max(u.a.y,u.b.y)>=Min(v.a.y,v.b.y))&&

(Max(v.a.y,v.b.y)>=Min(u.a.y,u.b.y))&&

(xmulti(v.a,u.b,u.a)\*xmulti(u.b,v.b,u.a)>=0)&&

(xmulti(u.a,v.b,v.a)\*xmulti(v.b,u.b,v.a)>=0));

}

求点到矩形的最短距离和最长距离

double dismin,dismax;//记录点到矩形的最短距离和最长距离

double min(double a,double b){return a<b?a:b;}

double max(double a,double b){return a>b?a:b;}

double dis(double x1,double y1,double x2,double y2)

{

return sqrt((x1-x2)\*(x1-x2)+(y1-y2)\*(y1-y2));

}

void fun(double x,double y,double x1,double y1,double x2,double y2)

{

//将对角线坐标统一成左上和右下

double temp;

if(x1 > x2)

{

temp=x1;

x1=x2;

x2=temp;

}

if(y2 > y1)

{

temp=y2;

y2=y1;

y1=temp;

}

//10种情况分别讨论

if(x<x1 && y>y1)

{

dismin=dis(x,y,x1,y1);

dismax=dis(x,y,x2,y2);

return ;

}

if((x<=x2 && x>=x1) && y>=y1)

{

dismin=y-y1;

dismax=max(dis(x,y,x1,y2),dis(x,y,x2,y2));

return ;

}

if(x>x2 && y>y1)

{

dismin=dis(x,y,x2,y1);

dismax=dis(x,y,x1,y2);

return ;

}

if(x>=x2 && (y<=y1 && y>=y2))

{

dismin=x-x2;

dismax=max(dis(x,y,x1,y1),dis(x,y,x1,y2));

return ;

}

if(x>x2 && y<y2)

{

dismin=dis(x,y,x2,y2);

dismax=dis(x,y,x1,y1);

return ;

}

if((x<=x2 && x>=x1) && y<=y2)

{

dismin=y2-y;

dismax=max(dis(x,y,x1,y1),dis(x,y,x2,y1));

return ;

}

if(x<x1 && y<y2)

{

dismin=dis(x,y,x1,y2);

dismax=dis(x,y,x2,y1);

return ;

}

if(x<=x1 && (y<=y1 && y>=y2))

{

dismin=x1-x;

dismax=max(dis(x,y,x2,y1),dis(x,y,x2,y2));

return ;

}

//点在矩形内

dismin=min(min(x-x1,x2-x),min(y1-y,y-y2));

dismax=max(max(dis(x,y,x1,y1),dis(x,y,x2,y1)),max(dis(x,y,x1,y2),dis(x,y,x2,y2)));

}

求覆盖三点的最小圆

/\*

\* 已知三点，求覆盖三点的最小圆

\* 如果三点构成的三角形是钝角三角形，则圆的直径为三条边的最大值；

\* 否则，圆为三角形的外接圆

\*/

struct Point{

double x,y;

}p[5];

double dist(Point p1,Point p2){

return (p1.x-p2.x)\*(p1.x-p2.x)+(p1.y-p2.y)\*(p1.y-p2.y);

}

void solve()

{

//cen求得圆的圆心，r求得圆的半径

Point cen;

double r;

double t1=dist(p[0],p[1]);

double t2=dist(p[1],p[2]);

double t3=dist(p[0],p[2]);

double tmp=Max(t1,t2,t3);

if(tmp >= t1+t2+t3-tmp)//判断是不是钝角三角形

{

if(tmp == t1)

{

cen.x=(p[0].x+p[1].x)/2;

cen.y=(p[0].y+p[1].y)/2;

}

else if(tmp == t2)

{

cen.x=(p[1].x+p[2].x)/2;

cen.y=(p[1].y+p[2].y)/2;

}

else

{

cen.x=(p[0].x+p[2].x)/2;

cen.y=(p[0].y+p[2].y)/2;

}

r=sqrt(tmp)/2;

}

else //利用公式求外接圆的圆心

{

double k1=(p[0].y-p[1].y)/(p[0].x-p[1].x);

double k2=(p[0].y-p[2].y)/(p[0].x-p[2].x);

double u=(p[0].x\*p[0].x-p[1].x\*p[1].x+p[0].y\*p[0].y-p[1].y\*p[1].y)/(2\*p[0].x-2\*p[1].x);

double v=(p[0].x\*p[0].x-p[2].x\*p[2].x+p[0].y\*p[0].y-p[2].y\*p[2].y)/(2\*p[0].x-2\*p[2].x);

cen.x=v-(u-v)\*k2/(k1-k2);

cen.y=(u-v)/(k1-k2);

r=sqrt(p[0],cen);

}

}

求空间直线间距离

struct point{double x,y,z;};

struct line{point a,b;};

double dmult(point u,point v){return u.x\*v.x+u.y\*v.y+u.z\*v.z;} //三维点积

double vlen(point p){return sqrt(p.x\*p.x+p.y\*p.y+p.z\*p.z);} //向量大小

point subt(point u,point v) //矢量差U-V

{

point ret;

ret.x=u.x-v.x;

ret.y=u.y-v.y;

ret.z=u.z-v.z;

return ret;

}

point xmult(point u,point v) //三维叉积

{

point ret;

ret.x=u.y\*v.z-v.y\*u.z;

ret.y=u.z\*v.x-u.x\*v.z;

ret.z=u.x\*v.y-u.y\*v.x;

return ret;

}

double linetoline(line u,line v) //空间直线间距离

{

point n=xmult(subt(u.a,u.b),subt(v.a,v.b));

return fabs(dmult(subt(u.a,v.a),n))/vlen(n);

}

求两个圆相交面积

struct point{double x,y;};

double dist(point a,point b)

{return sqrt((a.x-b.x)\*(a.x-b.x)+(a.y-b.y)\*(a.y-b.y));}

double cir\_area(point a,double r1,point b,double r2)

{

double d=dist(a,b);

if(r1+r2 <= d || r1==0 || r2==0) //如果相离或者相切，结果为0

return 0;

else if(d <= fabs(r1-r2)) //如果包含，结果为面积小的圆

{

double rr=min(r1,r2);

return PI\*rr\*rr;

}

else

{

double ang1=acos((r1\*r1+d\*d-r2\*r2)/(2\*r1\*d)); //圆1和圆心距形成的夹角

double ang2=acos((r2\*r2+d\*d-r1\*r1)/(2\*r2\*d)); //圆2和圆心距形成的夹角

double shan1=r1\*r1\*ang1; //圆1和公共弦形成的扇形

double shan2=r2\*r2\*ang2; //圆2和公共弦形成的扇形

double are\_tri1=r1\*r1\*sin(ang1)\*cos(ang1); //圆1和公共弦形成的三角形

double are\_tri2=r2\*r2\*sin(ang2)\*cos(ang2); //圆2和公共弦形成的三角形

double ans=shan1+shan2-are\_tri1-are\_tri2; //计算公共面积

return ans;

}

}

求两空间异面直线公垂线及交点坐标

struct Point{

double x,y,z;

};

int tt;

Point aa,bb,cc,dd;

Point diana,dianb;

double fun(double a,double b,double c,double d){

return(a\*d-b\*c);

}

Point jiaodian(Point A,Point B,Point C,Point D)

{

double xa,ya,za,xb,yb,zb,xc,yc,zc,xd,yd,zd,e,f,g,h,i,j,k,l,m,n,o,p,q,kk;

Point ss;

xa=A.x;ya=A.y;za=A.z;

xb=B.x;yb=B.y;zb=B.z;

xc=C.x;yc=C.y;zc=C.z;

xd=D.x;yd=D.y;zd=D.z;

e=fun(yb-ya,zb-za,yd-yc,zd-zc);

f=fun(zb-za,xb-xa,zd-zc,xd-xc);

g=fun(xb-xa,yb-ya,xd-xc,yd-yc);

h=xb-xa;i=yb-ya;j=zb-za;

k=xd-xc;l=yd-yc;m=zd-zc;

n=h\*i\*l-i\*i\*k-j\*j\*k+h\*j\*m;

o=h\*h\*l-h\*i\*k-i\*j\*m+j\*j\*l;

p=h\*j\*k-h\*h\*m-i\*i\*m+i\*j\*l;

q=-xa\*n+ya\*o-za\*p;

kk=(o\*yc-n\*xc-p\*zc-q)/(n\*k-o\*l+p\*m);

ss.x=k\*kk+xc;

ss.y=l\*kk+yc;

ss.z=m\*kk+zc;

return(ss);

}

void Print(Point pp){

printf("%.6lf %.6lf %.6lf",pp.x,pp.y,pp.z);

}

double dist(Point p,Point q)

{ return(sqrt(((p.x-q.x)\*(p.x-q.x))+((p.y-q.y)\*(p.y-q.y))+((p.z-q.z)\*(p.z-q.z))));

}

void solve()

{

scanf("%lf%lf%lf%lf%lf%lf",&aa.x,&aa.y,&aa.z,&bb.x,&bb.y,&bb.z);

scanf("%lf%lf%lf%lf%lf%lf",&cc.x,&cc.y,&cc.z,&dd.x,&dd.y,&dd.z);

diana=jiaodian(cc,dd,aa,bb);

dianb=jiaodian(aa,bb,cc,dd);

printf("%.6lf\n",dist(diana,dianb));

Print(diana);

printf(" ");

Print(dianb);

printf("\n");

}

求三角形整数内点个数

/\*

\* 求三角形内坐标为整数的点个数，不包含边和顶点

\* point存三角形坐标，这里3个点为(0,0),(n,m),(p,0)

\*/

struct Point{

int x,y;

}point[3];

int n,m,p;

int gcd(int a,int b){return b?gcd(b,a%b):a;}

double triangle\_area(Point t[]) {

return fabs(t[0].x\*t[1].y+t[1].x\*t[2].y+t[2].x\*t[0].y-t[1].x\*t[0].y-t[2].x\*t[1].y-t[0].x\*t[2].y)/2;

}

int solve(int n,int m,int p){

int t1=gcd(n,m);

int t2=gcd(abs(n-p),m);

int t3=p;

point[0].x=0;point[0].y=0;

point[1].x=n;point[1].y=m;

point[2].x=p;point[2].y=0;

double area=triangle\_area(point);

return (int)(area-(t1+t2+t3)/2+1);

}

凸包

#define N 100010

struct point{

double x,y;

}p[N],res[N];

int tot,n;

bool operator < (const point &l, const point &r){

return l.y < r.y || (l.y == r.y && l.x < r.x);

}

double dist(point a,point b){

return sqrt((a.x-b.x)\*(a.x-b.x)+(a.y-b.y)\*(a.y-b.y));

}

bool mult(point sp, point ep, point op){

return (sp.x - op.x) \* (ep.y - op.y) >= (ep.x - op.x) \* (sp.y - op.y);

}

int graham(point pnt[], int n, point res[])

{

int i, len, top = 1;

sort(pnt, pnt + n);

if (n == 0) return 0; res[0] = pnt[0];

if (n == 1) return 1; res[1] = pnt[1];

if (n == 2) return 2; res[2] = pnt[2];

for (i = 2; i < n; i++)

{

while (top && mult(pnt[i], res[top], res[top-1]))

top--;

res[++top] = pnt[i];

}

len = top; res[++top] = pnt[n - 2];

for (i = n - 3; i >= 0; i--)

{

while (top!=len && mult(pnt[i], res[top],res[top-1]))

top--;

res[++top] = pnt[i];

}

return top;

}

void solve()

{

tot=0;

double a,b;

for(int i=0;i<n;i++)

{

scanf("%lf%lf",&a,&b);

p[tot].x=a;

p[tot++].y=b;

}

int tmp=graham(p,tot,res);

printf("%d\n",tmp);

}

已知球面两点经纬度求距离

double deal(double a1,double b1,double a2,double b2,double r) //a为经度 b为纬度，且都是弧度，r是球面半径

{

return r\*acos(cos(b1)\*cos(b2)\*cos(a1-a2)+sin(b1)\*sin(b2));

}

最近点对问题

struct Point{

double x,y;

int index;

};

Point a[N],b[N],c[N];

inline double min(double p,double q){return (p>q)?(q):(p);}

double dis(Point a,Point b){return sqrt((a.x-b.x)\*(a.x-b.x)+(a.y-b.y)\*(a.y-b.y));}

int cmp\_x(const void \*p,const void \*q)//把点按照 x 坐标排序

{

double temp = ((Point \*)p)->x - ((Point \*)q)->x;

if(temp > 0) return 1;

else if(fabs(temp) < eps) return 0;

else return -1;

}

int cmp\_y(const void \*p,const void \*q)//把点按照 y 坐标排序

{

double temp = ((Point \*)p)->y - ((Point \*)q)->y;

if(temp > 0) return 1;

else if(fabs(temp) < eps) return 0;

else return -1;

}

int merge(Point p[],Point q[],int s,int m,int t)

{//把 q[s~m],q[m+1~t]合并回 p , 而且按照 y 排序。q[s~m],q[m+1~t]已经是按照 y 排序的了

int i,j,k;

for(i = s, j = m+1, k = s;i <= m && j <= t;)

{

if(q[i].y > q[j].y) p[k++] = q[j],j++;

else p[k++] = q[i],i++;

}

while( i <= m) p[k++] = q[i++];

while( j <= t) p[k++] = q[j++];

memcpy(q+s,p+s,(t-s+1)\*sizeof(p[0]));//把 p 复制 给 q

return 0;

}

double closest(Point a[],Point b[],Point c[],int p,int q)

{//a是按照 x 坐标从小到大排序的，b 是按照 y 坐标从小到大排序的

//求 a 从 p 点到 q 点的最小点对距离

if(q - p == 1) return dis(a[p],a[q]);//两个点

if(q - p == 2) //三个点的情况

{

double x1 = dis(a[p],a[q]);

double x2 = dis(a[p+1],a[q]);

double x3 = dis(a[p],a[p+1]);

if(x1 < x2 && x1 < x3) return x1;

else if(x2 < x3) return x2;

else return x3;

}

int i,j,k,m = (p+q) / 2;//按照横坐标分成两部分

double d1,d2;

//把 点分成两部分，左边的存在 c[p~m],右边的存在 c[m+1~q],两部分均按照 y 排序

for(i = p,j = p,k = m + 1;i <= q;i++)

if(b[i].index <= m) c[j++] = b[i];

else c[k++] = b[i];

d1 = closest(a,c,b,p,m);//左半部分的最小点对距离

d2 = closest(a,c,b,m+1,q);//右半部分的最小点对距离

double dm = min(d1,d2);//取两者的较小值

//数组 c 左右部分分别是对　ｙ坐标有序的，合并回　ｂ

merge(b,c,p,m,q);

for(i = p,k = p ; i <= q;i++)

if(fabs(b[i].x - b[m].x) < dm) c[k++] = b[i];

//找出离划分基准左右不超过dm的部分，且仍然对 y 有序

for(i = p;i < k;i++)

for(j = i+1;j < k && c[j].y -c[i].y < dm;j++)

{

double temp = dis(c[i],c[j]);

if(temp < dm) dm = temp;

}

return dm;

}

void solve(int n)

{

for(int i=0;i<n;i++)

scanf("%lf%lf",&a[i].x,&a[i].y);

qsort(a,n,sizeof(a[0]),cmp\_x);

for(int i=0;i<n;i++)

a[i].index=i;

memcpy(b,a,n\*sizeof(a[0]));

qsort(b,n,sizeof(b[0]),cmp\_y);

double d=closest(a,b,c,0,n-1);

printf("%.2lf\n",d);

}